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## 

## Matriz de funcionalidad

En en siguiente vídeo encontrará la explicación de esta parte, así como indicaciones de como instalar el ambiente de desarrollo: <https://www.youtube.com/watch?v=uE4VObceIeY&t=56s>

| **Funcionalidad** | **Administrador** | **Usuario** | **Anónimo** |
| --- | --- | --- | --- |
| Ingresar al sistema con email y contraseña | X | X |  |
| Editar datos de usuario (incluyendo foto de perfi) | X | X |  |
| Cambiar contraseña | X | X |  |
| Recuperar contraseña, si el usuario olvida la contraseña se le enviará un correo con un token para poder recuperar contraseña. | X | X |  |
| Administrar usuarios, el decir podrá ver todos los usuarios del sistema y crear nuevos administradores | X |  |  |
| Administras Países, Estados y Departamentos | X |  |  |
| Confirmar la cuenta con un email, cuando un usuario se de de alta, le enviaremos un correo para confirmar su cuenta. | X | X |  |
| Administrar categorías de productos, es decir, crear, modificar y borrar categorías de productos. | X |  |  |
| Administrar productos, es decir, crear, modificar y borrar productos. Donde un producto puede tener varias categorías y varias imágenes. | X |  |  |
| Ver catálogo de productos. Podrá ver todos los productos disponibles, buscarlos, hacer diferentes filtro. | X | X | X |
| Agregar productos al carro de compras, también podrá modificar e  l carro de compras. | X | X |  |
| Confirmar el pedido. | X | X |  |
| Ver el estado de mis pedidos ver como están cada uno de los pedidos echos: nuevo, en proceso, despachando, en envío, confirmado. | X | X |  |
| Administrar pedidos, el estado de cada uno de los pedidos y poder cambiar el estado de estos. | X |  |  |

## 

## Diagrama Entidad Relación

Vamos a crear un sencillo sistema de ventas que va a utilizar el siguiente modelo de datos:
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## Estructura básica de proyecto
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Vamos a crear esta estructura en Visual Studio (asegurese de poner todos los proyectos rn :

* Una solución en blanco llamada **Orders**.
* A la solución le agregamos un proyecto tipo: **ASP.NET Core Frontend Backend**, llamado **Orders.Backend**. (Backend)
* A la solución le agregamos un proyecto tipo: **Blazor FrontendAssembly App**, llamado **Orders. Frontend**. (Frontend)
* A la solución le agregamos un proyecto tipo: **Class Library**, llamado **Orders.Shared**.
* A la solución le agregamos un proyecto tipo: **MS Test**, llamado **Orders.Tests**.

**Nota**: en algunas instalaciones de Visual Studio no lo puedes ver como **Blazor FrontendAssembly App** sino como **Blazor WebAssembly Standalone App**, usa esta.
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Debe quedar algo como esto:
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Hacemos el primer commit en nuestro repositorio.

## Creando la base de datos con Entity Framework

(Explicado en el vídeo: <https://www.youtube.com/watch?v=BT7cZScDwvk>)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8fAwAI+gL9STzyuwAAAABJRU5ErkJggg==)

Recomiendo buscar y leer documentación sobre Code First y Database First. En este curso trabajaremos con EF Code First, si están interesados en conocer más sobre EF Database First acá les dejo un enlace:<https://docs.microsoft.com/en-us/ef/core/get-started/aspnetcore/existing-db>

1. Empecemos creando la carpeta **Entites** y dentro de esta la entidad **Country** en el proyecto **Shared**:

using System.ComponentModel.DataAnnotations;

namespace Orders.Shared.Entities

{

public class Country

{

public int Id { get; set; }

[Display(Name = "País")]

[MaxLength(100, ErrorMessage = "El campo {0} no puede tener más de {1} caracteres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string Name { get; set; } = null!;

}

}

1. Actualizar Nuggets del proyecto **Backend**.
2. En el proyecto **Backend** creamos la carpeta **Data** y dentro de esta la clase **DataContext**:

using Microsoft.EntityFrameworkCore;

using Orders.Shared.Entities;

namespace Orders.Backend.Data

{

public class DataContext : DbContext

{

public DataContext(DbContextOptions<DataContext> options) : base(options)

{

}

public DbSet<Country> Countries { get; set; }

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

base.OnModelCreating(modelBuilder);

modelBuilder.Entity<Country>().HasIndex(c => c.Name).IsUnique();

}

}

}

1. Configurar el string de conexión en el **appsettings.json** del proyecto **Backend**:

{

"ConnectionStrings": {

"DockerConnection": "Data Source=.;Initial Catalog=Orders;User ID={Your user};Password={Your password};Connect Timeout=30;Encrypt=False;TrustServerCertificate=False;ApplicationIntent=ReadWrite;MultiSubnetFailover=False",

"LocalConnection": "Server=(localdb)\\MSSQLLocalDB;Database=Orders;Trusted\_Connection=True;MultipleActiveResultSets=true"

},

"Logging": {

"LogLevel": {

"Default": "Information",

"Microsoft.AspNetCore": "Warning"

}

},

"AllowedHosts": "\*"

}

**Nota:** dejo los 2 string de conexión para que use el que más le convenga en el vídeo de clase explico mejor cual utilizar en cada caso.

1. Agregar/verificar los paquetes al proyecto **Backend**:

Microsoft.EntityFrameworkCore.SqlServer

Microsoft.EntityFrameworkCore.Tools

1. Configurar la inyección del data context en el **Program** del proyecto **Backend**:

builder.Services.AddSwaggerGen();

builder.Services.AddDbContext<DataContext>(x => x.UseSqlServer("name=DockerConnection"));

var app = builder.Build();

1. Correr los comandos:

add-migration InitialDb

update-database

1. Hacemos nuestro segundo **Commit**.

## Creando el primer controlador

(Explicado en el vídeo: <https://www.youtube.com/watch?v=1XHK0dxabco>)

1. En el proyecto **Backend** en la carpeta **Controllers** creamos la clase **CountriesController**:

using Microsoft.AspNetCore.Mvc;

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

using Orders.Shared.Entites;

namespace Orders.Backend.Controllers

{

[ApiController]

[Route("api/[controller]")]

public class CountriesController : ControllerBase

{

private readonly DataContext \_context;

public CountriesController(DataContext context)

{

\_context = context;

}

[HttpGet]

public async Task<IActionResult> GetAsync()

{

return Ok(await \_context.Countries.ToListAsync());

}

[HttpGet("{id}")]

public async Task<IActionResult> GetAsync(int id)

{

var country = await \_context.Countries.FirstOrDefaultAsync(c => c.Id == id);

if (country == null)

{

return NotFound();

}

return Ok(country);

}

[HttpPost]

public async Task<IActionResult> PostAsync(Country country)

{

\_context.Add(country);

await \_context.SaveChangesAsync();

return Ok(country);

}

[HttpDelete("{id}")]

public async Task<IActionResult> DeleteAsync(int id)

{

var country = await \_context.Countries.FirstOrDefaultAsync(c => c.Id == id);

if (country == null)

{

return NotFound();

}

\_context.Remove(country);

await \_context.SaveChangesAsync();

return NoContent();

}

[HttpPut]

public async Task<IActionResult> PutAsync(Country country)

{

\_context.Update(country);

await \_context.SaveChangesAsync();

return Ok(country);

}

}

}

1. Agregamos estas líneas al **Program** del proyecto **Backend** para habilitar su consumo:

app.MapControllers();

app.UseCors(x => x

.AllowAnyMethod()

.AllowAnyHeader()

.SetIsOriginAllowed(origin => true)

.AllowCredentials());

app.Run();

1. Borramos las clases de **WeatherForecast**.
2. Probamos la creación y listado de paises por el **swagger** y por **Postman**.
3. Hacemos el **commit** de lo que llevamos.

## Creando nuestros primeros componentes en Blazor

1. Ahora vamos listar y crear países por la interfaz Frontend. Primero configuramos en el proyecto  **Frontend** la dirección por la cual sale nuestra **Backend**:

builder.Services.AddScoped(sp => new HttpClient { BaseAddress = new Uri("https://localhost:7201//") });

1. En el proyecto  **Frontend** creamos a carpeta **Repositories** y dentro de esta creamos la clase **HttpResponseWrapper** con el siguiente código:

using System.Net;

namespace Orders.Frontend.Repositories

{

public class HttpResponseWrapper<T>

{

public HttpResponseWrapper(T? response, bool error, HttpActionResponseMessage httpActionResponseMessage)

{

Error = error;

ActionResponse = response;

HttpActionResponseMessage = httpActionResponseMessage;

}

public bool Error { get; set; }

public T? ActionResponse { get; set; }

public HttpActionResponseMessage HttpActionResponseMessage { get; set; }

public async Task<string?> GetErrorMessageAsync()

{

if (!Error)

{

return null;

}

var statusCode = HttpActionResponseMessage.StatusCode;

if (statusCode == HttpStatusCode.NotFound)

{

return "Recurso no encontrado";

}

else if (statusCode == HttpStatusCode.BadRequest)

{

return await HttpActionResponseMessage.Content.ReadAsStringAsync();

}

else if (statusCode == HttpStatusCode.Unauthorized)

{

return "Tienes que logearte para hacer esta operación";

}

else if (statusCode == HttpStatusCode.Forbidden)

{

return "No tienes permisos para hacer esta operación";

}

return "Ha ocurrido un error inesperado";

}

}

}

1. En la misma carpeta creamos la interfaz **IRepository**:

namespace Orders.Frontend.Repositories

{

public interface IRepository

{

Task<HttpResponseWrapper<T>> GetAsync<T>(string url);

Task<HttpResponseWrapper<object>> PostAsync<T>(string url, T model);

Task<HttpResponseWrapper<TActionResponse>> PostAsync<T, TActionResponse>(string url, T model);

}

}

1. En la misma carpeta creamos la case **Repository**:

using System.Text;

using System.Text.Json;

namespace Orders.Frontend.Repositories

{

public class Repository : IRepository

{

private readonly HttpClient \_httpClient;

private JsonSerializerOptions \_jsonDefaultOptions => new JsonSerializerOptions

{

PropertyNameCaseInsensitive = true,

};

public Repository(HttpClient httpClient)

{

\_httpClient = httpClient;

}

public async Task<HttpResponseWrapper<T>> GetAsync<T>(string url)

{

var responseHttp = await \_httpClient.GetAsync(url);

if (responseHttp.IsSuccessStatusCode)

{

var response = await UnserializeAnswer<T>(responseHttp);

return new HttpResponseWrapper<T>(response, false, responseHttp);

}

return new HttpResponseWrapper<T>(default, true, responseHttp);

}

public async Task<HttpResponseWrapper<object>> PostAsync<T>(string url, T model)

{

var messageJSON = JsonSerializer.Serialize(model);

var messageContet = new StringContent(messageJSON, Encoding.UTF8, "application/json");

var responseHttp = await \_httpClient.PostAsync(url, messageContet);

return new HttpResponseWrapper<object>(null, !responseHttp.IsSuccessStatusCode, responseHttp);

}

public async Task<HttpResponseWrapper<TActionResponse>> PostAsync<T, TActionResponse>(string url, T model)

{

var messageJSON = JsonSerializer.Serialize(model);

var messageContet = new StringContent(messageJSON, Encoding.UTF8, "application/json");

var responseHttp = await \_httpClient.PostAsync(url, messageContet);

if (responseHttp.IsSuccessStatusCode)

{

var response = await UnserializeAnswer<TActionResponse>(responseHttp);

return new HttpResponseWrapper<TActionResponse>(response, false, responseHttp);

}

return new HttpResponseWrapper<TActionResponse>(default, !responseHttp.IsSuccessStatusCode, responseHttp);

}

private async Task<T> UnserializeAnswer<T>(HttpActionResponseMessage responseHttp)

{

var response = await responseHttp.Content.ReadAsStringAsync();

return JsonSerializer.Deserialize<T>(response, \_jsonDefaultOptions)!;

}

}

}
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1. En el Program del proyecto Frontend configuramos la inyección del **Repository**:

builder.Services.AddScoped(sp => new HttpClient { BaseAddress = new Uri("https://localhost:7230/") });

builder.Services.AddScoped<IRepository, Repository>();

await builder.Build().RunAsync();

1. En el proyecto del **Frontend** en la carpeta **Shared** creamos el componente genérico **GenericList**:

@typeparam Titem

@if(MyList is null)

{

@if(Loading is null)

{

<div class="d-flex justify-content-center align-items-center">

<img src="https://img.pikbest.com/png-images/20190918/cartoon-snail-loading-loading-gif-animation\_2734139.png!bw700" />

</div>

}

else

{

@Loading

}

}

else if (MyList.Count == 0)

{

@if (NoRecords is null)

{

<p>No hay registros para mostrar...</p>

}

else

{

@NoRecords

}

}

else

{

@Body

}

@code {

[Parameter]

public RenderFragment? Loading { get; set; }

[Parameter]

public RenderFragment? NoRecords { get; set; }

[EditorRequired]

[Parameter]

public RenderFragment Body { get; set; } = null!;

[EditorRequired]

[Parameter]

public List<Titem> MyList { get; set; } = null!;

}

1. En el proyecto **Frontend** Dentro de **Pages** creamos la carpeta **Countries** y dentro de esta carpeta creamos la página **CountriesIndex**:

@page "/countries"

@inject IRepository repository

<h3>Paises</h3>

<div class="mb-3">

<a class="btn btn-primary" href="/countries/create">Nuevo País</a>

</div>

<GenericList MyList="Countries">

<Body>

<table class="table table-striped">

<thead>

<tr>

<th>País</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var country in Countries!)

{

<tr>

<td>

@country.Name

</td>

<td>

<a class="btn btn-warning">Editar</a>

<button class="btn btn-danger">Borrar</button>

</td>

</tr>

}

</tbody>

</table>

</Body>

</GenericList>

@code {

public List<Country>? Countries { get; set; }

protected async override Task OnInitializedAsync()

{

var responseHppt = await repository.GetAsync<List<Country>>("api/countries");

Countries = responseHppt.ActionResponse!;

}

}

1. Cambiamos el menú en el **NavMenu.razor**:

<div class="nav-item px-3">

<NavLink class="nav-link" href="counter">

<span class="oi oi-plus" aria-hidden="true"></span> Counter

</NavLink>

</div>

<div class="nav-item px-3">

<NavLink class="nav-link" href="countries">

<span class="oi oi-list-rich" aria-hidden="true"></span> Ciudades

</NavLink>

</div>

1. Configuramos nuestro proyecto para que inicie al mismo tiempo el proyecto **Backend** y el proyecto  **Frontend**:
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1. Probamos.
2. Para darle un mejor manejo al código es mejor separar el código HTLM y el código C# en archivos separados. De esta manera funciona mejor el “refactor” y herramientas de autocompletación y código limpio.
3. Modificamos el **CountriesIndex.razor** para que queso así:

@page "/countries"

<h3>Paises</h3>

<div class="mb-3">

<a class="btn btn-primary" href="/countries/create">Nuevo País</a>

</div>

<GenericList MyList="Countries">

<Body>

<table class="table table-striped">

<thead>

<tr>

<th>País</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var country in Countries!)

{

<tr>

<td>

@country.Name

</td>

<td>

<a class="btn btn-warning">Editar</a>

<button class="btn btn-danger">Borrar</button>

</td>

</tr>

}

</tbody>

</table>

</Body>

</GenericList>

1. Creamos el **CountriesIndex.razor.cs**:

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Countries

{

public partial class CountriesIndex

{

[Inject] private IRepository Repository { get; set; } = null!;

public List<Country>? Countries { get; set; }

protected override async Task OnInitializedAsync()

{

var responseHppt = await Repository.GetAsync<List<Country>>("api/countries");

Countries = responseHppt.ActionResponse!;

}

}

}

1. Lo mismo para el **GenericList.razor**:

@typeparam Titem

@if (MyList is null)

{

@if (Loading is null)

{

<div class="d-flex justify-content-center align-items-center">

<img src="https://img.pikbest.com/png-images/20190918/cartoon-snail-loading-loading-gif-animation\_2734139.png!bw700" />

</div>

}

else

{

@Loading

}

}

else if (MyList.Count == 0)

{

@if (NoRecords is null)

{

<p>No hay registros para mostrar...</p>

}

else

{

@NoRecords

}

}

else

{

@Body

}

@code {

[Parameter]

public RenderFragment? Loading { get; set; }

[Parameter]

public RenderFragment? NoRecords { get; set; }

[EditorRequired]

[Parameter]

public RenderFragment Body { get; set; } = null!;

}

1. Y creamos el **GenericList.razor.cs**:

using Microsoft.AspNetCore.Components;

namespace Orders.Frontend.Shared

{

public partial class GenericList<Titem>

{

[EditorRequired ,Parameter] public List<Titem> MyList { get; set; } = null!;

}

}

1. Probamos y hacemos nuestro commit.

## Completando las acciones de crear, editar y borrar países

1. Agregamos estos métodos a la interfaz **IRepository**.

Task<HttpResponseWrapper<object>> DeleteAsync(string url);

Task<HttpResponseWrapper<object>> PutAsync<T>(string url, T model);

Task<HttpResponseWrapper<TActionResponse>> PutAsync<T, TActionResponse>(string url, T model);

1. Luego reemplazamos la clase **Repository**.

using System.Text;

using System.Text.Json;

namespace Orders.Frontend.Repositories

{

public class Repository : IRepository

{

private readonly HttpClient \_httpClient;

private JsonSerializerOptions \_jsonDefaultOptions => new JsonSerializerOptions

{

PropertyNameCaseInsensitive = true,

};

public Repository(HttpClient httpClient)

{

\_httpClient = httpClient;

}

public async Task<HttpResponseWrapper<T>> GetAsync<T>(string url)

{

var responseHttp = await \_httpClient.GetAsync(url);

if (responseHttp.IsSuccessStatusCode)

{

var response = await UnserializeAnswerAsync<T>(responseHttp);

return new HttpResponseWrapper<T>(response, false, responseHttp);

}

return new HttpResponseWrapper<T>(default, true, responseHttp);

}

public async Task<HttpResponseWrapper<object>> PostAsync<T>(string url, T model)

{

var messageJSON = JsonSerializer.Serialize(model);

var messageContet = new StringContent(messageJSON, Encoding.UTF8, "application/json");

var responseHttp = await \_httpClient.PostAsync(url, messageContet);

return new HttpResponseWrapper<object>(null, !responseHttp.IsSuccessStatusCode, responseHttp);

}

public async Task<HttpResponseWrapper<TActionResponse>> PostAsync<T, TActionResponse>(string url, T model)

{

var messageJSON = JsonSerializer.Serialize(model);

var messageContet = new StringContent(messageJSON, Encoding.UTF8, "application/json");

var responseHttp = await \_httpClient.PostAsync(url, messageContet);

if (responseHttp.IsSuccessStatusCode)

{

var response = await UnserializeAnswerAsync<TActionResponse>(responseHttp);

return new HttpResponseWrapper<TActionResponse>(response, false, responseHttp);

}

return new HttpResponseWrapper<TActionResponse>(default, !responseHttp.IsSuccessStatusCode, responseHttp);

}

public async Task<HttpResponseWrapper<object>> DeleteAsync(string url)

{

var responseHttp = await \_httpClient.DeleteAsync(url);

return new HttpResponseWrapper<object>(null, !responseHttp.IsSuccessStatusCode, responseHttp);

}

public async Task<HttpResponseWrapper<object>> PutAsync<T>(string url, T model)

{

var messageJson = JsonSerializer.Serialize(model);

var messageContent = new StringContent(messageJson, Encoding.UTF8, "application/json");

var responseHttp = await \_httpClient.PutAsync(url, messageContent);

return new HttpResponseWrapper<object>(null, !responseHttp.IsSuccessStatusCode, responseHttp);

}

public async Task<HttpResponseWrapper<TActionResponse>> PutAsync<T, TActionResponse>(string url, T model)

{

var messageJson = JsonSerializer.Serialize(model);

var messageContent = new StringContent(messageJson, Encoding.UTF8, "application/json");

var responseHttp = await \_httpClient.PutAsync(url, messageContent);

if (responseHttp.IsSuccessStatusCode)

{

var response = await UnserializeAnswerAsync<TActionResponse>(responseHttp);

return new HttpResponseWrapper<TActionResponse>(response, false, responseHttp);

}

return new HttpResponseWrapper<TActionResponse>(default, true, responseHttp);

}

private async Task<T> UnserializeAnswerAsync<T>(HttpActionResponseMessage responseHttp)

{

var response = await responseHttp.Content.ReadAsStringAsync();

return JsonSerializer.Deserialize<T>(response, \_jsonDefaultOptions)!;

}

}

}

1. Vamos agregarle al proyecto  **Frontend** el paquete **CurrieTechnologies.Razor.SweetAlert2**, que nos va a servir para mostrar modeles de alertas muy bonitos.
2. Vamos a la página de Sweet Alert 2 ([Basaingeal/Razor.SweetAlert2: A Razor class library for interacting with SweetAlert2 (github.com)](https://github.com/Basaingeal/Razor.SweetAlert2) y copiamos el script que debemos de agregar al **index.html** que está en el **wwwroot** de nuestro proyecto  **Frontend**.

<script src="\_framework/blazor. Frontendassembly.js"></script>

<script src="\_content/CurrieTechnologies.Razor.SweetAlert2/sweetAlert2.min.js"></script>

</body>

1. En el proyecto  **Frontend** configuramos la inyección del servicio de alertas:

builder.Services.AddScoped<IRepository, Repository>();

builder.Services.AddSweetAlert2();

1. Creamos el componente gérico **Loading.razor**:

<div class="d-flex justify-content-center align-items-center">

<img src="https://media.tenor.com/1qrYT711uEoAAAAC/cargando.gif">

</div>

1. Modificamos el **GenericList.razor**:

@if (Loading is null)

{

<Loading/>

}

1. En la carpeta **Countries** agregar el componente **CountryForm.razor**:

<NavigationLock OnBeforeInternalNavigation="OnBeforeInternalNavigation"/>

<EditForm EditContext="editContext" OnValidSubmit="OnValidSubmit">

<DataAnnotationsValidator />

<div class="mb-3">

<label>País:</label>

<div>

<InputText class="form-control" @bind-Value="@Country.Name" />

<ValidationMessage For="@(() => Country.Name)" />

</div>

</div>

<button class="btn btn-primary" type="submit">Guardar Cambios</button>

<button class="btn btn-success" @onclick="ReturnAction">Regresar</button>

</EditForm>

1. En la carpeta **Countries** agregar la clase **CountryForm.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Microsoft.AspNetCore.Components.Forms;

using Microsoft.AspNetCore.Components.Routing;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Countries

{

public partial class CountryForm

{

private EditContext editContext = null!;

[EditorRequired, Parameter] public Country Country { get; set; } = null!;

[EditorRequired, Parameter] public EventCallback OnValidSubmit { get; set; }

[EditorRequired, Parameter] public EventCallback ReturnAction { get; set; }

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

protected override void OnInitialized()

{

editContext = new(Country);

}

public bool FormPostedSuccessfully { get; set; } = false;

private async Task OnBeforeInternalNavigation(LocationChangingContext context)

{

var formWasEdited = editContext.IsModified();

if (!formWasEdited || FormPostedSuccessfully)

{

return;

}

var result = await SweetAlertService.FireAsync(new SweetAlertOptions

{

Title = "Confirmación",

Text = "¿Deseas abandonar la página y perder los cambios?",

Icon = SweetAlertIcon.Warning,

ShowCancelButton = true

});

var confirm = !string.IsNullOrEmpty(result.Value);

if (confirm)

{

return;

}

context.PreventNavigation();

}

}

}

1. En la carpeta **Countries** agregar el componente **CountryCreate.razor**:

@page "/countries/create"

<h3>Crear País</h3>

<CountryForm @ref="countryForm" Country="country" OnValidSubmit="CreateAsync" ReturnAction="Return" />

1. Crear **CountryCreate.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Countries

{

public partial class CountryCreate

{

private CountryForm? countryForm;

[Inject] private IRepository Repository { get; set; } = null!;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

private Country country = new();

private async Task CreateAsync()

{

var responseHttp = await Repository.PostAsync("/api/countries", country);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message);

return;

}

Return();

var toast = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Registro creado con éxito.");

}

private void Return()

{

countryForm!.FormPostedSuccessfully = true;

NavigationManager.NavigateTo("/countries");

}

}

}

1. Probamos la creación de países por interfaz. **Asegurate que luego de correr el proyecto, presionar Ctrl + F5, para que te tome los cambios**.
2. Ahora creamos el componente **CountryEdit.razor**:

@page "/countries/edit/{Id:int}"

<h3>Editar País</h3>

@if (country is null)

{

<Loading/>

}

else

{

<CountryForm @ref="countryForm" Country="country" OnValidSubmit="EditAsync" ReturnAction="Return" />

}

1. Y creamos la clase **CountryEdit.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Countries

{

public partial class CountryEdit

{

private Country? country;

private CountryForm? countryForm;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Parameter] public int Id { get; set; }

protected override async Task OnInitializedAsync()

{

var responseHTTP = await Repository.GetAsync<Country>($"api/countries/{Id}");

if (responseHTTP.Error)

{

if (responseHttp.HttpResponseMessage.StatusCode == System.Net.HttpStatusCode.NotFound)

{

NavigationManager.NavigateTo("countries");

}

else

{

var messageError = await responseHTTP.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", messageError, SweetAlertIcon.Error);

}

}

else

{

country = responseHttp.Response;

}

}

private async Task EditAsync()

{

var responseHTTP = await Repository.PutAsync("api/countries", country);

if (responseHTTP.Error)

{

var mensajeError = await responseHTTP.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", mensajeError, SweetAlertIcon.Error);

return;

}

Return();

var toast = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Cambios guardados con éxito.");

}

private void Return()

{

countryForm!.FormPostedSuccessfully = true;

NavigationManager.NavigateTo("countries");

}

}

}

1. Luego modificamos el componente **CountriesIndex.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Countries

{

public partial class CountriesIndex

{

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

public List<Country>? Countries { get; set; }

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

private async Task LoadAsync()

{

var responseHppt = await Repository.GetAsync<List<Country>>("api/countries");

if (responseHppt.Error)

{

var message = await responseHppt.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

Countries = responseHppt.Response!;

}

private async Task DeleteAsync(Country country)

{

var result = await SweetAlertService.FireAsync(new SweetAlertOptions

{

Title = "Confirmación",

Text = $"¿Esta seguro que quieres borrar el país: {country.Name}?",

Icon = SweetAlertIcon.Question,

ShowCancelButton = true

});

var confirm = string.IsNullOrEmpty(result.Value);

if (confirm)

{

return;

}

var responseHTTP = await Repository.DeleteAsync($"api/countries/{country.Id}");

if (responseHTTP.Error)

{

if (responseHttp.HttpResponseMessage.StatusCode == System.Net.HttpStatusCode.NotFound)

{

NavigationManager.NavigateTo("/");

}

else

{

var mensajeError = await responseHTTP.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", mensajeError, SweetAlertIcon.Error);

}

return;

}

await LoadAsync();

var toast = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Registro borrado con éxito.");

}

}

}

1. Luego modificamos el componente **CountriesIndex.razor**:

<a href="/countries/edit/@country.Id" class="btn btn-warning">Editar</a>

<button class="btn btn-danger" @onclick=@(() => DeleteAsync(country))>Borrar</button>

1. Y probamos la edición y eliminación de países por interfaz. No olvides hacer el **commit**.

## Creando controladores genéricos y solucionando el problema de registros duplicados

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

1. Creamos la entidad **Category**:

using System.ComponentModel.DataAnnotations;

namespace Orders.Shared.Entities

{

public class Category

{

public int Id { get; set; }

[Display(Name = "Categoría")]

[MaxLength(100, ErrorMessage = "El campo {0} no puede tener más de {1} caracteres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string Name { get; set; } = null!;

}

}

1. Modificamos el **DataContext**:

using Microsoft.EntityFrameworkCore;

using Orders.Shared.Entities;

namespace Orders.Backend.Data

{

public class DataContext : DbContext

{

public DataContext(DbContextOptions<DataContext> options) : base(options)

{

}

public DbSet<Category> Categories { get; set; }

public DbSet<Country> Countries { get; set; }

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

base.OnModelCreating(modelBuilder);

modelBuilder.Entity<Category>().HasIndex(c => c.Name).IsUnique();

modelBuilder.Entity<Country>().HasIndex(c => c.Name).IsUnique();

}

}

}

1. Agregamos la migración y actualizamos la BD.
2. En **Shared** creamos la carpeta **Responses** y dentro de esta la clase **ActionResponse**:

namespace Orders.Shared.Responses

{

public class ActionResponse<T>

{

public bool WasSuccess { get; set; }

public string? Message { get; set; }

public T? Result { get; set; }

}

}

1. En **Backend** creamos la carpeta **Repositories/Interfaces** y dentro de esta la interfaz **IGenericRepository**:

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories.Interfaces

{

public interface IGenericRepository<T> where T : class

{

Task<ActionResponse<T>> GetAsync(int id);

Task<ActionResponse<IEnumerable<T>>> GetAsync();

Task<ActionResponse<T>> AddAsync(T entity);

Task<ActionResponse<T>> DeleteAsync(int id);

Task<ActionResponse<T>> UpdateAsync(T entity);

}

}

1. Creanis la carpeta **UnitsOfWork/Interfaces** y dentro de esta creamos la interfaz **IGenericUnitOfWork**:

using Orders.Shared.Responses;

namespace Orders.Backend.UnitsOfWork.Interfaces

{

public interface IGenericUnitOfWork<T> where T : class

{

Task<ActionResponse<IEnumerable<T>>> GetAsync();

Task<ActionResponse<T>> AddAsync(T model);

Task<ActionResponse<T>> UpdateAsync(T model);

Task<ActionResponse<T>> DeleteAsync(int id);

Task<ActionResponse<T>> GetAsync(int id);

}

}

1. En **Backend** creamos la carpeta **Repositories/Implementations** y dentro de esta la clase **GenericRepository**:

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

using Orders.Backend.Repositories.Interfaces;

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories.Implementations

{

public class GenericRepository<T> : IGenericRepository<T> where T : class

{

private readonly DataContext \_context;

private readonly DbSet<T> \_entity;

public GenericRepository(DataContext context)

{

\_context = context;

\_entity = context.Set<T>();

}

public virtual async Task<ActionResponse<T>> AddAsync(T entity)

{

\_context.Add(entity);

try

{

await \_context.SaveChangesAsync();

return new ActionResponse<T>

{

WasSuccess = true,

Result = entity

};

}

catch (DbUpdateException)

{

return DbUpdateExceptionActionResponse();

}

catch (Exception exception)

{

return ExceptionActionResponse(exception);

}

}

public virtual async Task<ActionResponse<T>> DeleteAsync(int id)

{

var row = await \_entity.FindAsync(id);

if (row == null)

{

return new ActionResponse<T>

{

WasSuccess = false,

Message = "Registro no encontrado"

};

}

try

{

\_entity.Remove(row);

await \_context.SaveChangesAsync();

return new ActionResponse<T>

{

WasSuccess = true,

};

}

catch

{

return new ActionResponse<T>

{

WasSuccess = false,

Message = "No se puede borrar, porque tiene registros relacionados"

};

}

}

public virtual async Task<ActionResponse<T>> GetAsync(int id)

{

var row = await \_entity.FindAsync(id);

if (row != null)

{

return new ActionResponse<T>

{

WasSuccess = true,

Result = row

};

}

return new ActionResponse<T>

{

WasSuccess = false,

Message = "Registro no encontrado"

};

}

public virtual async Task<ActionResponse<IEnumerable<T>>> GetAsync()

{

return new ActionResponse<IEnumerable<T>>

{

WasSuccess = true,

Result = await \_entity.ToListAsync()

};

}

public virtual async Task<ActionResponse<T>> UpdateAsync(T entity)

{

try

{

\_context.Update(entity);

await \_context.SaveChangesAsync();

return new ActionResponse<T>

{

WasSuccess = true,

Result = entity

};

}

catch (DbUpdateException)

{

return DbUpdateExceptionActionResponse();

}

catch (Exception exception)

{

return ExceptionActionResponse(exception);

}

}

private ActionResponse<T> ExceptionActionResponse(Exception exception)

{

return new ActionResponse<T>

{

WasSuccess = false,

Message = exception.Message

};

}

private ActionResponse<T> DbUpdateExceptionActionResponse()

{

return new ActionResponse<T>

{

WasSuccess = false,

Message = "Ya existe el registro que estas intentando crear."

};

}

}

}

1. En **Backend** creamos la carpeta **UnitsOfWork/Implementations** y dentro de esta la clase **GenericUnitOfWork**:

using Orders.Backend.Repositories.Interfaces;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.Responses;

namespace Orders.Backend.UnitsOfWork.Implementations

{

public class GenericUnitOfWork<T> : IGenericUnitOfWork<T> where T : class

{

private readonly IGenericRepository<T> \_repository;

public GenericUnitOfWork(IGenericRepository<T> repository)

{

\_repository = repository;

}

public virtual async Task<ActionResponse<T>> AddAsync(T model) => await \_repository.AddAsync(model);

public virtual async Task<ActionResponse<T>> DeleteAsync(int id) => await \_repository.DeleteAsync(id);

public virtual async Task<ActionResponse<IEnumerable<T>>> GetAsync() => await \_repository.GetAsync();

public virtual async Task<ActionResponse<T>> GetAsync(int id) => await \_repository.GetAsync(id);

public virtual async Task<ActionResponse<T>> UpdateAsync(T model) => await \_repository.UpdateAsync(model);

}

}

1. En **Backend** en la carpeta **Controllers** y dentro de esta la clase **GenericController**:

using Microsoft.AspNetCore.Mvc;

using Orders.Backend.UnitsOfWork.Interfaces;

namespace Orders.Backend.Controllers

{

public class GenericController<T> : Controller where T : class

{

private readonly IGenericUnitOfWork<T> \_unitOfWork;

public GenericController(IGenericUnitOfWork<T> unitOfWork)

{

\_unitOfWork = unitOfWork;

}

[HttpGet]

public virtual async Task<IActionResult> GetAsync()

{

var action = await \_unitOfWork.GetAsync();

if (action.WasSuccess)

{

return Ok(action.Result);

}

return BadRequest();

}

[HttpGet("{id}")]

public virtual async Task<IActionResult> GetAsync(int id)

{

var action = await \_unitOfWork.GetAsync(id);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return NotFound();

}

[HttpPost]

public virtual async Task<IActionResult> PostAsync(T model)

{

var action = await \_unitOfWork.AddAsync(model);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return BadRequest(action.Message);

}

[HttpPut]

public virtual async Task<IActionResult> PutAsync(T model)

{

var action = await \_unitOfWork.UpdateAsync(model);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return BadRequest(action.Message);

}

[HttpDelete("{id}")]

public virtual async Task<IActionResult> DeleteAsync(int id)

{

var action = await \_unitOfWork.GetAsync(id);

if (!action.WasSuccess)

{

return NotFound();

}

action = await \_unitOfWork.DeleteAsync(id);

if (!action.WasSuccess)

{

return BadRequest(action.Message);

}

return NoContent();

}

}

}

1. Configuramos las inyecciones en el **Program** del **Backend**:

builder.Services.AddDbContext<DataContext>(x => x.UseSqlServer("name=DockerConnection"));

builder.Services.AddScoped(typeof(IGenericUnitOfWork<>), typeof(GenericUnitOfWork<>));

builder.Services.AddScoped(typeof(IGenericRepository<>), typeof(GenericRepository<>));

1. Reemplazamos el **CountriesController** por esto:

using Microsoft.AspNetCore.Mvc;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.Entities;

namespace Orders.Backend.Controllers

{

[ApiController]

[Route("api/[controller]")]

public class CountriesController : GenericController<Country>

{

public CountriesController(IGenericUnitOfWork<Country> unit) : base(unit)

{

}

}

}

1. Creamos el **CategoriesController**:

using Microsoft.AspNetCore.Mvc;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.Entities;

namespace Orders.Backend.Controllers

{

[ApiController]

[Route("api/[controller]")]

public class CategoriesController : GenericController<Category>

{

public CategoriesController(IGenericUnitOfWork<Category> unit) : base(unit)

{

}

}

}

1. Probamos.

## CRUD de categorías

1. En el Frontend creamos la carpeta **Categories** dentro de **Pages**, dentro de esta creamos el **CategoriesIndex.razor**:

@page "/categories"

<h3>Categorías</h3>

<div class="mb-3">

<a class="btn btn-primary" href="/categories/create">Nueva Categoría</a>

</div>

<GenericList MyList="Categories">

<Body>

<table class="table table-striped">

<thead>

<tr>

<th>País</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var category in Categories!)

{

<tr>

<td>

@category.Name

</td>

<td>

<a href="/categories/edit/@category.Id" class="btn btn-warning">Editar</a>

<button class="btn btn-danger" @onclick=@(() => DeleteAsync(category))>Borrar</button>

</td>

</tr>

}

</tbody>

</table>

</Body>

</GenericList>

1. Luego creamos el **CategoriesIndex.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Categories

{

public partial class CategoriesIndex

{

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

public List<Category>? Categories { get; set; }

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

private async Task LoadAsync()

{

var responseHppt = await Repository.GetAsync<List<Category>>("api/categories");

if (responseHppt.Error)

{

var message = await responseHppt.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

Categories = responseHppt.Response!;

}

private async Task DeleteAsync(Category category)

{

var result = await SweetAlertService.FireAsync(new SweetAlertOptions

{

Title = "Confirmación",

Text = $"¿Esta seguro que quieres borrar la categoría: {category.Name}?",

Icon = SweetAlertIcon.Question,

ShowCancelButton = true

});

var confirm = string.IsNullOrEmpty(result.Value);

if (confirm)

{

return;

}

var responseHTTP = await Repository.DeleteAsync($"api/categories/{category.Id}");

if (responseHTTP.Error)

{

if (responseHTTP.HttpResponseMessage.StatusCode == System.Net.HttpStatusCode.NotFound)

{

NavigationManager.NavigateTo("/");

}

else

{

var mensajeError = await responseHTTP.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", mensajeError, SweetAlertIcon.Error);

}

return;

}

await LoadAsync();

var toast = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Registro borrado con éxito.");

}

}

}

1. Modificamos el **NavMenu**:

<div class="@NavMenuCssClass nav-scrollable" @onclick="ToggleNavMenu">

<nav class="flex-column">

<div class="nav-item px-3">

<NavLink class="nav-link" href="" Match="NavLinkMatch.All">

<span class="oi oi-home" aria-hidden="true"></span> Inicio

</NavLink>

</div>

<div class="nav-item px-3">

<NavLink class="nav-link" href="categories">

<span class="oi oi-list-rich" aria-hidden="true"></span> Categorias

</NavLink>

</div>

<div class="nav-item px-3">

<NavLink class="nav-link" href="countries">

<span class="oi oi-globe" aria-hidden="true"></span> Ciudades

</NavLink>

</div>

</nav>

</div>

1. Probamos lo que llevamos.
2. Luego creamos el **CategoryForm.razor**:

<NavigationLock OnBeforeInternalNavigation="OnBeforeInternalNavigation" />

<EditForm EditContext="editContext" OnValidSubmit="OnValidSubmit">

<DataAnnotationsValidator />

<div class="mb-3">

<label>Categoría:</label>

<div>

<InputText class="form-control" @bind-Value="@Category.Name" />

<ValidationMessage For="@(() => Category.Name)" />

</div>

</div>

<button class="btn btn-primary" type="submit">Guardar Cambios</button>

<button class="btn btn-success" @onclick="ReturnAction">Regresar</button>

</EditForm>

1. Luego creamos el **CategoryForm.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Microsoft.AspNetCore.Components.Forms;

using Microsoft.AspNetCore.Components.Routing;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Categories

{

public partial class CategoryForm

{

private EditContext editContext = null!;

[EditorRequired, Parameter] public Category Category { get; set; } = null!;

[EditorRequired, Parameter] public EventCallback OnValidSubmit { get; set; }

[EditorRequired, Parameter] public EventCallback ReturnAction { get; set; }

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

protected override void OnInitialized()

{

editContext = new(Category);

}

public bool FormPostedSuccessfully { get; set; } = false;

private async Task OnBeforeInternalNavigation(LocationChangingContext context)

{

var formWasEdited = editContext.IsModified();

if (!formWasEdited || FormPostedSuccessfully)

{

return;

}

var result = await SweetAlertService.FireAsync(new SweetAlertOptions

{

Title = "Confirmación",

Text = "¿Deseas abandonar la página y perder los cambios?",

Icon = SweetAlertIcon.Warning,

ShowCancelButton = true

});

var confirm = !string.IsNullOrEmpty(result.Value);

if (confirm)

{

return;

}

context.PreventNavigation();

}

}

}

1. Luego creamos el **CategoryCreate.razor**:

@page "/categories/create"

<h3>Crear Categoría</h3>

<CategoryForm @ref="categoryForm" Category="category" OnValidSubmit="CreateAsync" ReturnAction="Return" />

1. Luego creamos el **CategoryCreate.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Categories

{

public partial class CategoryCreate

{

private CategoryForm? categoryForm;

private Category category = new();

[Inject] private IRepository Repository { get; set; } = null!;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

private async Task CreateAsync()

{

var responseHttp = await Repository.PostAsync("/api/categories", category);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message);

return;

}

Return();

var toast = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Registro creado con éxito.");

}

private void Return()

{

categoryForm!.FormPostedSuccessfully = true;

NavigationManager.NavigateTo("/categories");

}

}

}

1. Luego creamos el **CategoryEdit.razor**::

@page "/categories/edit/{Id:int}"

<h3>Editar País</h3>

@if (category is null)

{

<Loading />

}

else

{

<CategoryForm @ref="categoryForm" Category="category" OnValidSubmit="EditAsync" ReturnAction="Return" />

}

1. Luego creamos el **CategoryEdit.razor.cs**::

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Categories

{

public partial class CategoryEdit

{

private Category? category;

private CategoryForm? categoryForm;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Parameter] public int Id { get; set; }

protected override async Task OnInitializedAsync()

{

var responseHTTP = await Repository.GetAsync<Category>($"api/categories/{Id}");

if (responseHTTP.Error)

{

if (responseHTTP.HttpResponseMessage.StatusCode == System.Net.HttpStatusCode.NotFound)

{

NavigationManager.NavigateTo("categories");

}

else

{

var messageError = await responseHTTP.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", messageError, SweetAlertIcon.Error);

}

}

else

{

category = responseHTTP.Response;

}

}

private async Task EditAsync()

{

var responseHTTP = await Repository.PutAsync("api/categories", category);

if (responseHTTP.Error)

{

var mensajeError = await responseHTTP.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", mensajeError, SweetAlertIcon.Error);

return;

}

Return();

var toast = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Cambios guardados con éxito.");

}

private void Return()

{

categoryForm!.FormPostedSuccessfully = true;

NavigationManager.NavigateTo("categories");

}

}

}

1. Probamos y hacemos el commit.

## Adicionando un Seeder a la base de datos

1. Ahora vamos a adicionar un alimentador de la base de datos. Para esto primero creamos en el proyecto **Backend** dentro de la carpeta **Data** la clase **SeedDb**:

using Orders.Shared.Entities;

namespace Orders.Backend.Data

{

public class SeedDb

{

private readonly DataContext \_context;

public SeedDb(DataContext context)

{

\_context = context;

}

public async Task SeedAsync()

{

await \_context.Database.EnsureCreatedAsync();

await CheckCountriesAsync();

await CheckCategoriesAsync();

}

private async Task CheckCountriesAsync()

{

if (!\_context.Countries.Any())

{

\_context.Countries.Add(new Country { Name = "Colombia" });

\_context.Countries.Add(new Country { Name = "Estados Unidos" });

}

await \_context.SaveChangesAsync();

}

private async Task CheckCategoriesAsync()

{

if (!\_context.Categories.Any())

{

\_context.Categories.Add(new Category { Name = "Calzado" });

\_context.Categories.Add(new Category { Name = "Tecnología" });

}

await \_context.SaveChangesAsync();

}

}

}

1. Luego modificamos el **Program** del proyecto **Backend** para llamar el alimentador de la BD:

builder.Services.AddDbContext<DataContext>(x => x.UseSqlServer("name=DockerConnection"));

builder.Services.AddTransient<SeedDb>();

var app = builder.Build();

SeedData(app);

void SeedData( WebApplication app)

{

IServiceScopeFactory? scopedFactory = app.Services.GetService<IServiceScopeFactory>();

using (IServiceScope? scope = scopedFactory!.CreateScope())

{

SeedDb? service = scope.ServiceProvider.GetService<SeedDb>();

service!.SeedAsync().Wait();

}

}

1. Borramos la base de datos con el comando **drop-database**.
2. Probamos y hacemos el **commit**.

## Relación uno a muchos e índice compuesto

1. Creamos la entidad **State**:

using System.ComponentModel.DataAnnotations;

namespace Orders.Shared.Entities

{

public class State

{

public int Id { get; set; }

[Display(Name = "Estado / Departamento")]

[MaxLength(100, ErrorMessage = "El campo {0} no puede tener más de {1} caracteres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string Name { get; set; } = null!;

public int CountryId { get; set; }

public Country? Country { get; set; }

}

}

1. Modificamos la entidad **Country**:

public string Name { get; set; } = null!;

public ICollection<State>? States { get; set; }

[Display(Name = "Estados/Departamentos")]

public int StatesNumber => States == null || States.Count == 0 ? 0 : States.Count;

1. Creamos la entidad **City**:

using System.ComponentModel.DataAnnotations;

namespace Orders.Shared.Entities

{

public class City

{

public int Id { get; set; }

[Display(Name = "Ciudad")]

[MaxLength(100, ErrorMessage = "El campo {0} no puede tener más de {1} caracteres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string Name { get; set; } = null!;

public int StateId { get; set; }

public State? State { get; set; }

}

}

1. Modificamos la entidad **State**:

public Country? Country { get; set; }

public ICollection<City>? Cities { get; set; }

[Display(Name = "Ciudades")]

public int CitiesNumber => Cities == null || Cities.Count == 0 ? 0 : Cities.Count;

1. Modificamos el **DataContext**:

using Microsoft.EntityFrameworkCore;

using Orders.Shared.Entities;

namespace Orders.Backend.Data

{

public class DataContext : DbContext

{

public DataContext(DbContextOptions<DataContext> options) : base(options)

{

}

public DbSet<Category> Categories { get; set; }

public DbSet<City> Cities{ get; set; }

public DbSet<Country> Countries { get; set; }

public DbSet<State> States{ get; set; }

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

base.OnModelCreating(modelBuilder);

modelBuilder.Entity<Category>().HasIndex(c => c.Name).IsUnique();

modelBuilder.Entity<Country>().HasIndex(c => c.Name).IsUnique();

modelBuilder.Entity<State>().HasIndex(s => new { s.CountryId, s.Name }).IsUnique();

modelBuilder.Entity<City>().HasIndex(c => new { c.StateId, c.Name }).IsUnique();

DisableCascadingDelete(modelBuilder);

}

private void DisableCascadingDelete(ModelBuilder modelBuilder)

{

var relationships = modelBuilder.Model.GetEntityTypes().SelectMany(e => e.GetForeignKeys());

foreach (var relationship in relationships)

{

relationship.DeleteBehavior = DeleteBehavior.Restrict;

}

}

}

}

1. Luego de esto agregamos una nueva migración y la aplicamos..
2. Para evitar la redundancia ciclica en la respuesta de los JSON vamos a agregar la siguiente configuración, modificamos el **Program** del **Backend**:

builder.Services.AddControllers()

.AddJsonOptions(x => x.JsonSerializerOptions.ReferenceHandler = ReferenceHandler.IgnoreCycles);

1. Creamos el **ICountriesRepository**:

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories.Interfaces

{

public interface ICountriesRepository

{

Task<ActionResponse<Country>> GetAsync(int id);

Task<ActionResponse<IEnumerable<Country>>> GetAsync();

}

}

1. Creamos el **CountriesRepository**:

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

using Orders.Backend.Repositories.Interfaces;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories.Implementations

{

public class CountriesRepository : GenericRepository<Country>, ICountriesRepository

{

private readonly DataContext \_context;

public CountriesRepository(DataContext context) : base(context)

{

\_context = context;

}

public override async Task<ActionResponse<IEnumerable<Country>>> GetAsync()

{

var countries = await \_context.Countries

.Include(c => c.States)

.ToListAsync();

return new ActionResponse<IEnumerable<Country>>

{

WasSuccess = true,

Result = countries

};

}

public override async Task<ActionResponse<Country>> GetAsync(int id)

{

var country = await \_context.Countries

.Include(c => c.States!)

.ThenInclude(s => s.Cities)

.FirstOrDefaultAsync(c => c.Id == id);

if (country == null)

{

return new ActionResponse<Country>

{

WasSuccess = false,

Message = "País no existe"

};

}

return new ActionResponse<Country>

{

WasSuccess = true,

Result = country

};

}

}

}

1. Creamos el **ICountriesUnitOfWork**:

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.UnitsOfWork.Interfaces

{

public interface ICountriesUnitOfWork

{

Task<ActionResponse<Country>> GetAsync(int id);

Task<ActionResponse<IEnumerable<Country>>> GetAsync();

}

}

1. Creamos el **CountriesUnitOfWork**:

using Orders.Backend.Repositories.Interfaces;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.UnitsOfWork.Implementations

{

public class CountriesUnitOfWork : GenericUnitOfWork<Country>, ICountriesUnitOfWork

{

private readonly ICountriesRepository \_countriesRepository;

public CountriesUnitOfWork(IGenericRepository<Country> repository, ICountriesRepository countriesRepository) : base(repository)

{

\_countriesRepository = countriesRepository;

}

public override async Task<ActionResponse<IEnumerable<Country>>> GetAsync() => await \_countriesRepository.GetAsync();

public override async Task<ActionResponse<Country>> GetAsync(int id) => await \_countriesRepository.GetAsync(id);

}

}

1. Agregamos las nuevas inyecciones en el **Program**:

builder.Services.AddScoped(typeof(IGenericUnitOfWork<>), typeof(GenericUnitOfWork<>));

builder.Services.AddScoped(typeof(IGenericRepository<>), typeof(GenericRepository<>));

builder.Services.AddScoped<ICountriesRepository, CountriesRepository>();

builder.Services.AddScoped<ICountriesUnitOfWork, CountriesUnitOfWork>();

builder.Services.AddTransient<SeedDb>();

1. Modificamos el **CountriesController**:

using Microsoft.AspNetCore.Mvc;

using Orders.Backend.UnitsOfWork;

using Orders.Shared.Entites;

namespace Orders.Backend.Controllers

{

[ApiController]

[Route("api/[controller]")]

public class CountriesController : GenericController<Country>

{

private readonly ICountriesUnitOfWork \_countriesUnitOfWork;

public CountriesController(IGenericUnitOfWork<Country> unit, ICountriesUnitOfWork countriesUnitOfWork) : base(unit)

{

\_countriesUnitOfWork = countriesUnitOfWork;

}

[HttpGet]

public override async Task<IActionResult> GetAsync()

{

var response = await \_countriesUnitOfWork.GetAsync();

if (response.WasSuccess)

{

return Ok(response.Result);

}

return BadRequest();

}

[HttpGet("{id}")]

public override async Task<IActionResult> GetAsync(int id)

{

var response = await \_countriesUnitOfWork.GetAsync(id);

if (response.WasSuccess)

{

return Ok(response.Result);

}

return NotFound(response.Message);

}

}

}

1. Creamos el **IStatesRepository**:

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories.Interfaces

{

public interface IStatesRepository

{

Task<ActionResponse<State>> GetAsync(int id);

Task<ActionResponse<IEnumerable<State>>> GetAsync();

}

}

1. Creamos el **StatesRepository**:

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

using Orders.Backend.Repositories.Interfaces;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories.Implementations

{

public class StatesRepository : GenericRepository<State>, IStatesRepository

{

private readonly DataContext \_context;

public StatesRepository(DataContext context) : base(context)

{

\_context = context;

}

public override async Task<ActionResponse<IEnumerable<State>>> GetAsync()

{

var states = await \_context.States

.Include(s => s.Cities)

.ToListAsync();

return new ActionResponse<IEnumerable<State>>

{

WasSuccess = true,

Result = states

};

}

public override async Task<ActionResponse<State>> GetAsync(int id)

{

var state = await \_context.States

.Include(s => s.Cities)

.FirstOrDefaultAsync(s => s.Id == id);

if (state == null)

{

return new ActionResponse<State>

{

WasSuccess = false,

Message = "Estado no existe"

};

}

return new ActionResponse<State>

{

WasSuccess = true,

Result = state

};

}

}

}

1. Creamos el **IStatesUnitOfWork**:

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.UnitsOfWork.Interfaces

{

public interface IStatesUnitOfWork

{

Task<ActionResponse<State>> GetAsync(int id);

Task<ActionResponse<IEnumerable<State>>> GetAsync();

}

}

1. Creamos el **StatesUnitOfWork**:

using Orders.Backend.Repositories.Interfaces;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.UnitsOfWork.Implementations

{

public class StatesUnitOfWork : GenericUnitOfWork<State>, IStatesUnitOfWork

{

private readonly IStatesRepository \_statesRepository;

public StatesUnitOfWork(IGenericRepository<State> repository, IStatesRepository statesRepository) : base(repository)

{

\_statesRepository = statesRepository;

}

public override async Task<ActionResponse<IEnumerable<State>>> GetAsync() => await \_statesRepository.GetAsync();

public override async Task<ActionResponse<State>> GetAsync(int id) => await \_statesRepository.GetAsync(id);

}

}

1. Agregamos las nuevas inyecciones en el **Program**:

builder.Services.AddScoped<ICountriesRepository, CountriesRepository>();

builder.Services.AddScoped<IStatesRepository, StatesRepository>();

builder.Services.AddScoped<ICountriesUnitOfWork, CountriesUnitOfWork>();

builder.Services.AddScoped<IStatesUnitOfWork, StatesUnitOfWork>();

1. Creamos el **StatesController**:

using Microsoft.AspNetCore.Mvc;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.Entities;

namespace Orders.Backend.Controllers

{

[ApiController]

[Route("api/[controller]")]

public class StatesController : GenericController<State>

{

private readonly IStatesUnitOfWork \_statesUnitOfWork;

public StatesController(IGenericUnitOfWork<State> unitOfWork, IStatesUnitOfWork statesUnitOfWork) : base(unitOfWork)

{

\_statesUnitOfWork = statesUnitOfWork;

}

[HttpGet]

public override async Task<IActionResult> GetAsync()

{

var response = await \_statesUnitOfWork.GetAsync();

if (response.WasSuccess)

{

return Ok(response.Result);

}

return BadRequest();

}

[HttpGet("{id}")]

public override async Task<IActionResult> GetAsync(int id)

{

var response = await \_statesUnitOfWork.GetAsync(id);

if (response.WasSuccess)

{

return Ok(response.Result);

}

return NotFound(response.Message);

}

}

}

1. Creamos el **CitiesController**:

using Microsoft.AspNetCore.Mvc;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.Entities;

namespace Orders.Backend.Controllers

{

[ApiController]

[Route("api/[controller]")]

public class CitiesController : GenericController<City>

{

public CitiesController(IGenericUnitOfWork<City> unitOfWork) : base(unitOfWork)

{

}

}

}

1. Modificamos el Seeder:

private async Task CheckCountriesAsync()

{

if (!\_context.Countries.Any())

{

\_context.Countries.Add(new Country

{

Name = "Colombia",

States = new List<State>()

{

new State()

{

Name = "Antioquia",

Cities = new List<City>() {

new City() { Name = "Medellín" },

new City() { Name = "Itagüí" },

new City() { Name = "Envigado" },

new City() { Name = "Bello" },

new City() { Name = "Rionegro" },

}

},

new State()

{

Name = "Bogotá",

Cities = new List<City>() {

new City() { Name = "Usaquen" },

new City() { Name = "Champinero" },

new City() { Name = "Santa fe" },

new City() { Name = "Useme" },

new City() { Name = "Bosa" },

}

},

}

});

\_context.Countries.Add(new Country

{

Name = "Estados Unidos",

States = new List<State>()

{

new State()

{

Name = "Florida",

Cities = new List<City>() {

new City() { Name = "Orlando" },

new City() { Name = "Miami" },

new City() { Name = "Tampa" },

new City() { Name = "Fort Lauderdale" },

new City() { Name = "Key West" },

}

},

new State()

{

Name = "Texas",

Cities = new List<City>() {

new City() { Name = "Houston" },

new City() { Name = "San Antonio" },

new City() { Name = "Dallas" },

new City() { Name = "Austin" },

new City() { Name = "El Paso" },

}

},

}

});

}

await \_context.SaveChangesAsync();

}

1. Cambiemos el **CountriesIndex.razor** para ver el número de departamentos/estados de cada país y adicionar el botón de detalles:

<GenericList MyList="countries">

<NoRecords>

<p>Aun no hay paises registrados.</p>

</NoRecords>

<Body>

<a href="/countries/create" class="btn btn-primary">Nuevo País</a>

<table class="table table-striped">

<thead>

<tr>

<th>País</th>

<th>Departamentos / Estados</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var country in countries!)

{

<tr>

<td>@country.Name</td>

<td>

@country.StatesNumber

</td>

<td>

<a class="btn btn-warning btn-sm" href="/countries/edit/@country.Id">Editar</a>

<a class="btn btn-info btn-sm" href="/countries/details/@country.Id">Detalles</a>

<button class="btn btn-danger btn-sm" @onclick=@(() => DeleteAsync(country))>Borrar</button>

</td>

</tr>

}

</tbody>

</table>

</Body>

</GenericList>

1. Probamos y hacemos el **commit**.

## Creando un CRUD multinivel

1. En el proyecto **Frontend** en la carpeta **Pages/Countries** vamos a crear la págima **CountryDetails.razor**:

@page "/countries/details/{CountryId:int}"

@if (country is null)

{

<Loading />

}

else

{

<h3>@country.Name</h3>

<div class="mb-2">

<a class="btn btn-primary" href="/states/create/@country.Id">Nuevo Estado/Departamento</a>

<a class="btn btn-success" href="/countries">Regresar</a>

</div>

<h4>Estados/Departamentos</h4>

<GenericList MyList="country.States!.ToList()">

<Body>

<table class="table table-striped">

<thead>

<tr>

<th>Estado / Departamento</th>

<th>Ciudades</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var state in country.States!)

{

<tr>

<td>

@state.Name

</td>

<td>

@state.CitiesNumber

</td>

<td>

<a class="btn btn-warning btn-sm" href="/states/edit/@state.Id">Editar</a>

<a class="btn btn-info btn-sm" href="/states/details/@state.Id">Detalles</a>

<button class="btn btn-danger btn-sm" @onclick=@(() => DeleteAsync(state))>Borrar</button>

</td>

</tr>

}

</tbody>

</table>

</Body>

</GenericList>

}

1. En el proyecto **Frontend** en la carpeta **Pages/Countries** vamos a crear la págima **CountryDetails.razor.cs**:

using System.Net;

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Countries

{

public partial class CountryDetails

{

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

private Country? country;

[Parameter]

public int CountryId { get; set; }

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

private async Task LoadAsync()

{

var responseHttp = await Repository.GetAsync<Country>($"/api/countries/{CountryId}");

if (responseHttp.Error)

{

if (responseHttp.HttpResponseMessage.StatusCode == HttpStatusCode.NotFound)

{

NavigationManager.NavigateTo("/countries");

return;

}

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

country = responseHttp.Response;

}

private async Task DeleteAsync(State state)

{

var result = await SweetAlertService.FireAsync(new SweetAlertOptions

{

Title = "Confirmación",

Text = $"¿Realmente deseas eliminar el departamento/estado? {state.Name}",

Icon = SweetAlertIcon.Question,

ShowCancelButton = true,

CancelButtonText = "No",

ConfirmButtonText = "Si"

});

var confirm = string.IsNullOrEmpty(result.Value);

if (confirm)

{

return;

}

var responseHttp = await Repository.DeleteAsync($"/api/states/{state.Id}");

if (responseHttp.Error)

{

if (responseHttp.HttpResponseMessage.StatusCode != HttpStatusCode.NotFound)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

}

await LoadAsync();

var toast = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Registro borrado con éxito.");

}

}

}

1. Probamos lo que llevamos hasta el momento.
2. Ahora vamos a implementar la creación de estados. En el proyecto **Frontend** en la carpeta **Pages** la carpeta **States** y dentro de esta creamos el componente **StateForm.razor**:

<NavigationLock OnBeforeInternalNavigation="OnBeforeInternalNavigation" />

<EditForm EditContext="editContext" OnValidSubmit="OnValidSubmit">

<DataAnnotationsValidator />

<div class="mb-3">

<label>Estado/Departamento:</label>

<div>

<InputText class="form-control" @bind-Value="@State.Name" />

<ValidationMessage For="@(() => State.Name)" />

</div>

</div>

<button class="btn btn-primary" type="submit">Guardar Cambios</button>

<button class="btn btn-success" @onclick="ReturnAction">Regresar</button>

</EditForm>

1. Luego creamos la case **StateForm.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Microsoft.AspNetCore.Components.Forms;

using Microsoft.AspNetCore.Components.Routing;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.States

{

public partial class StateForm

{

private EditContext editContext = null!;

[EditorRequired, Parameter] public State State { get; set; } = null!;

[EditorRequired, Parameter] public EventCallback OnValidSubmit { get; set; }

[EditorRequired, Parameter]public EventCallback ReturnAction { get; set; }

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

protected override void OnInitialized()

{

editContext = new(State);

}

public bool FormPostedSuccessfully { get; set; } = false;

private async Task OnBeforeInternalNavigation(LocationChangingContext context)

{

var formWasEdited = editContext.IsModified();

if (!formWasEdited || FormPostedSuccessfully)

{

return;

}

var result = await SweetAlertService.FireAsync(new SweetAlertOptions

{

Title = "Confirmación",

Text = "¿Deseas abandonar la página y perder los cambios?",

Icon = SweetAlertIcon.Warning,

ShowCancelButton = true

});

var confirm = !string.IsNullOrEmpty(result.Value);

if (confirm)

{

return;

}

context.PreventNavigation();

}

}

}

1. En el proyecto **Frontend** en la carpeta **Pages**/**States** y dentro de esta creamos el componente **StateCreate.razor**:

@page "/states/create/{CountryId:int}"

<h3>Nuevo Departamento / Estado</h3>

<StateForm @ref="stateForm" State="state" OnValidSubmit="CreateAsync" ReturnAction="Return" />

1. Luego adicionamos la clase **StateCreate.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.States

{

public partial class StateCreate

{

private State state = new();

private StateForm? stateForm;

[Parameter] public int CountryId { get; set; }

[Inject] private IRepository Repository { get; set; } = null!;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

private async Task CreateAsync()

{

state.CountryId = CountryId;

var responseHttp = await Repository.PostAsync("/api/states", state);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

Return();

var toast = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Registro creado con éxito.");

}

private void Return()

{

stateForm!.FormPostedSuccessfully = true;

NavigationManager.NavigateTo($"/countries/details/{CountryId}");

}

}

}

1. En el proyecto **Frontend** en la carpeta **Pages**/**States** y dentro de esta creamos el componente **StateEdit.razor**:

@page "/states/edit/{StateId:int}"

<h3>Editar Estado/Departamento</h3>

@if (state is null)

{

<Loading />

}

else

{

<StateForm @ref="stateForm" State="state" OnValidSubmit="SaveAsync" ReturnAction="Return" />

}

1. Luego adicionamos la clase **StateEdit.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.Entities;

using System.Net;

namespace Orders.Frontend.Pages.States

{

public partial class StateEdit

{

private State? state;

private StateForm? stateForm;

[Parameter] public int StateId { get; set; }

[Inject] private IRepository Repository { get; set; } = null!;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

protected override async Task OnParametersSetAsync()

{

var responseHttp = await Repository.GetAsync<State>($"/api/states/{StateId}");

if (responseHttp.Error)

{

if (responseHttp.HttpResponseMessage.StatusCode == HttpStatusCode.NotFound)

{

Return();

}

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

state = responseHttp.Response;

}

private async Task SaveAsync()

{

var responseHttp = await Repository.PutAsync($"/api/states", state);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

Return();

var toast = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Cambios guardados con éxito.");

}

private void Return()

{

stateForm!.FormPostedSuccessfully = true;

NavigationManager.NavigateTo($"/countries/details/{state!.CountryId}");

}

}

}

1. Probamos lo que llevamos.
2. En el proyecto **Frontend** en la carpeta **Pages**/**States** y dentro de esta creamos el componente **StateDetails.razor**:

@page "/states/details/{StateId:int}"

@if (state is null)

{

<Loading />

}

else

{

<h3>@state.Name</h3>

<div class="mb-2">

<a class="btn btn-primary" href="/cities/create/@StateId">Nueva Ciudad</a>

<a class="btn btn-success" href="/countries/details/@state.CountryId">Regresar</a>

</div>

<h4>Ciudades</h4>

<GenericList MyList="state.Cities!.ToList()">

<Body>

<table class="table table-striped">

<thead>

<tr>

<th>Ciudad</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var city in state.Cities!)

{

<tr>

<td>

@city.Name

</td>

<td>

<a class="btn btn-warning btn-sm" href="/cities/edit/@city.Id">Editar</a>

<button class="btn btn-danger btn-sm" @onclick=@(() => DeleteAsync(city))>Borrar</button>

</td>

</tr>

}

</tbody>

</table>

</Body>

</GenericList>

}

1. Luego adicionamos la clase **StateDetails.razor.cs**:

using System.Net;

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.States

{

public partial class StateDetails

{

private State? state;

[Parameter] public int StateId { get; set; }

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

private async Task LoadAsync()

{

var responseHttp = await Repository.GetAsync<State>($"/api/states/{StateId}");

if (responseHttp.Error)

{

if (responseHttp.HttpResponseMessage.StatusCode == HttpStatusCode.NotFound)

{

NavigationManager.NavigateTo("/countries");

return;

}

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

state = responseHttp.Response;

}

private async Task DeleteAsync(City city)

{

var result = await SweetAlertService.FireAsync(new SweetAlertOptions

{

Title = "Confirmación",

Text = $"¿Realmente deseas eliminar la ciudad? {city.Name}",

Icon = SweetAlertIcon.Question,

ShowCancelButton = true,

CancelButtonText = "No",

ConfirmButtonText = "Si"

});

var confirm = string.IsNullOrEmpty(result.Value);

if (confirm)

{

return;

}

var responseHttp = await Repository.DeleteAsync($"/api/cities/{city.Id}");

if (responseHttp.Error)

{

if (responseHttp.HttpResponseMessage.StatusCode != HttpStatusCode.NotFound)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

}

await LoadAsync();

var toast = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Registro borrado con éxito.");

}

}

}

1. En el proyecto **Frontend** en la carpeta **Pages**/**Cities** y dentro de esta creamos el componente **CityForm.razor**:

<NavigationLock OnBeforeInternalNavigation="OnBeforeInternalNavigationAsync"></NavigationLock>

<EditForm EditContext="editContext" OnValidSubmit="OnValidSubmit">

<DataAnnotationsValidator />

<div class="mb-3">

<label>Ciudad:</label>

<div>

<InputText class="form-control" @bind-Value="@City.Name" />

<ValidationMessage For="@(() => City.Name)" />

</div>

</div>

<button class="btn btn-primary" type="submit">Guardar</button>

<button class="btn btn-success" @onclick="ReturnAction">Regresar</button>

</EditForm>

1. Luego agregamos la clase **CityForm.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Microsoft.AspNetCore.Components.Forms;

using Microsoft.AspNetCore.Components.Routing;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Cities

{

public partial class CityForm

{

private EditContext editContext = null!;

[EditorRequired, Parameter] public City City { get; set; } = null!;

[EditorRequired, Parameter] public EventCallback OnValidSubmit { get; set; }

[EditorRequired, Parameter] public EventCallback ReturnAction { get; set; }

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

public bool FormPostedSuccessfully { get; set; }

protected override void OnInitialized()

{

editContext = new(City);

}

private async Task OnBeforeInternalNavigationAsync(LocationChangingContext context)

{

var formWasEdited = editContext.IsModified();

if (!formWasEdited)

{

return;

}

if (FormPostedSuccessfully)

{

return;

}

var result = await SweetAlertService.FireAsync(new SweetAlertOptions

{

Title = "Confirmación",

Text = "¿Deseas abandonar la página y perder los cambios?",

Icon = SweetAlertIcon.Question,

ShowCancelButton = true

});

var confirm = !string.IsNullOrEmpty(result.Value);

if (confirm)

{

return;

}

context.PreventNavigation();

}

}

}

1. En el proyecto **Frontend** en la carpeta **Pages**/**Cities** y dentro de esta creamos el componente **CityCreate.razor**:

@page "/cities/create/{StateId:int}"

<h3>Nueva Ciudad</h3>

<CityForm @ref="cityForm" City="city" OnValidSubmit="CreateAsync" ReturnAction="Return" />

1. Luego agregamos la clase **CityCreate.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Cities

{

public partial class CityCreate

{

private City city = new();

private CityForm? cityForm;

[Inject] private IRepository Repository { get; set; } = null!;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Parameter] public int StateId { get; set; }

private async Task CreateAsync()

{

city.StateId = StateId;

var responseHttp = await Repository.PostAsync("/api/cities", city);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

Return();

var toast = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Registro creado con éxito.");

}

private void Return()

{

cityForm!.FormPostedSuccessfully = true;

NavigationManager.NavigateTo($"/states/details/{StateId}");

}

}

}

1. En el proyecto **Frontend** en la carpeta **Pages**/**Cities** y dentro de esta creamos el componente **CityEdit.razor**:

@page "/cities/edit/{CityId:int}"

<h3>Editar Ciudad</h3>

@if (city is null)

{

<Loading />

}

else

{

<CityForm @ref="cityForm" City="city" OnValidSubmit="SaveAsync" ReturnAction="Return" />

}

1. Luego adicionamos la clase **CityEdit.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.Entities;

using System.Net;

namespace Orders.Frontend.Pages.Cities

{

public partial class CityEdit

{

private City? city;

private CityForm? cityForm;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Parameter] public int CityId { get; set; }

protected override async Task OnParametersSetAsync()

{

var responseHttp = await Repository.GetAsync<City>($"/api/cities/{CityId}");

if (responseHttp.Error)

{

if (responseHttp.HttpResponseMessage.StatusCode == HttpStatusCode.NotFound)

{

Return();

}

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

city = responseHttp.Response;

}

private async Task SaveAsync()

{

var response = await Repository.PutAsync($"/api/cities", city);

if (response.Error)

{

var message = await response.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

Return();

var toast = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Cambios guardados con éxito.");

}

private void Return()

{

cityForm!.FormPostedSuccessfully = true;

NavigationManager.NavigateTo($"/states/details/{city!.StateId}");

}

}

}

1. Probamos y hacemos el **commit**.

## Poblar los Países, Estados y Ciudades con un Backend externa

1. Para llenar la información de todos, o al menos la mayorìa de paìses, estados y ciudades del mundo. Vamos a utilizar esta Backend: <https://countrystatecity.in/docs/api/all-countries/> Para poderla utilizar vas a necesitar un token, puedes solicitar tu propio token en: <https://docs.google.com/forms/d/e/1FAIpQLSciOf_227-3pKGKJok6TM0QF2PZhSgfQwy-F-bQaBj0OUgMmA/viewform> llena el formulario y en pocas horas te lo enviarán (la menos eso paso conmigo), luego de tener tu token has los siguientes cambios al proyecto:
2. Al proyecto **Backend** agrega al **appstettings.json** los siguientes parámetros. No olvides cambiar el valor del **TokenValue** por la obtenida por usted en el paso anterior:

{

"ConnectionStrings": {

"DockerConnection": "Data Source=.;Initial Catalog=OrdersPrep;User ID={Your user};Password={Your password};Connect Timeout=30;Encrypt=False;TrustServerCertificate=False;ApplicationIntent=ReadWrite;MultiSubnetFailover=False"

},

"CoutriesBackend": {

"urlBase": "https://api.countrystatecity.in",

"tokenName": "X-CSCBackend-KEY",

"tokenValue": "{Your token value}"

},

"Logging": {

"LogLevel": {

"Default": "Information",

"Microsoft.AspNetCore": "Warning"

}

},

"AllowedHosts": "\*"

}

1. Al proyecto **Shared** dentro de la carpeta **Responses** las clases que vamos a obtener de la Backend. Empecemos con **CountryResponse**:

namespace Orders.Shared.Responses

{

public class CountryResponse

{

public long Id { get; set; }

public string? Name { get; set; }

public string? Iso2 { get; set; }

}

}

1. Continuamos con **StateResponse**:

namespace Orders.Shared.Responses

{

public class StateResponse

{

public long Id { get; set; }

public string? Name { get; set; }

public string? Iso2 { get; set; }

}

}

1. Y luego con **CityResponse**:

namespace Orders.Shared.Responses

{

public class CityResponse

{

public long Id { get; set; }

public string? Name { get; set; }

}

}

1. En el proyecto **Backtend** creamos la carpeta **Services** y dentro de esta, la interfaz **IApiService**:

using Orders.Shared.Responses;

namespace Orders.Backend.Services

{

public interface IApiService

{

Task<ActionResponse<T>> GetAsync<T>(string servicePrefix, string controller);

}

}

1. Luego en la misma carpeta creamos la implementación en el **ApiService**:

using System.Text.Json;

using Orders.Shared.Responses;

namespace Orders.Backend.Services

{

public class ApiService : IApiService

{

private readonly string \_urlBase;

private readonly string \_tokenName;

private readonly string \_tokenValue;

public ApiService(IConfiguration configuration)

{

\_urlBase = configuration["CoutriesBackend:urlBase"]!;

\_tokenName = configuration["CoutriesBackend:tokenName"]!;

\_tokenValue = configuration["CoutriesBackend:tokenValue"]!;

}

private JsonSerializerOptions \_jsonDefaultOptions => new JsonSerializerOptions

{

PropertyNameCaseInsensitive = true,

};

public async Task<ActionResponse<T>> GetAsync<T>(string servicePrefix, string controller)

{

try

{

var client = new HttpClient()

{

BaseAddress = new Uri(\_urlBase),

};

client.DefaultRequestHeaders.Add(\_tokenName, \_tokenValue);

var url = $"{servicePrefix}{controller}";

var responseHttp = await client.GetAsync(url);

var response = await responseHttp.Content.ReadAsStringAsync();

if (!responseHttp.IsSuccessStatusCode)

{

return new ActionResponse<T>

{

WasSuccess = false,

Message = response

};

}

return new ActionResponse<T>

{

WasSuccess = true,

Result = JsonSerializer.Deserialize<T>(response, \_jsonDefaultOptions)!

};

}

catch (Exception ex)

{

return new ActionResponse<T>

{

WasSuccess = false,

Message = ex.Message

};

}

}

}

}

1. Y la inyectamos en el **Program** del proyecto **Backend**:

builder.Services.AddTransient<SeedDb>();

builder.Services.AddScoped<IApiService, ApiService>();

1. Luego modificamos el **SeedDb**:

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Services;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.Data

{

public class SeedDb

{

private readonly DataContext \_context;

private readonly IApiService \_apiService;

public SeedDb(DataContext context, IApiService apiService)

{

\_context = context;

\_apiService = apiService;

}

public async Task SeedAsync()

{

await \_context.Database.EnsureCreatedAsync();

await CheckCountriesAsync();

}

private async Task CheckCountriesAsync()

{

if (!\_context.Countries.Any())

{

var responseCountries = await \_apiService.GetAsync<List<CountryResponse>>("/v1", "/countries");

if (responseCountries.WasSuccess)

{

var countries = responseCountries.Result!;

foreach (var CountryResponse in countries)

{

var country = await \_context.Countries.FirstOrDefaultAsync(c => c.Name == CountryResponse.Name!)!;

if (country == null)

{

country = new() { Name = CountryResponse.Name!, States = new List<State>() };

var responseStates = await \_apiService.GetAsync<List<StateResponse>>("/v1", $"/countries/{CountryResponse.Iso2}/states");

if (responseStates.WasSuccess)

{

var states = responseStates.Result!;

foreach (var StateResponse in states!)

{

var state = country.States!.FirstOrDefault(s => s.Name == StateResponse.Name!)!;

if (state == null)

{

state = new() { Name = StateResponse.Name!, Cities = new List<City>() };

var responseCities = await \_apiService.GetAsync<List<CityResponse>>("/v1", $"/countries/{CountryResponse.Iso2}/states/{StateResponse.Iso2}/cities");

if (responseCities.WasSuccess)

{

var cities = responseCities.Result!;

foreach (var CityResponse in cities)

{

if (CityResponse.Name == "Mosfellsbær" || CityResponse.Name == "Șăulița")

{

continue;

}

var city = state.Cities!.FirstOrDefault(c => c.Name == CityResponse.Name!)!;

if (city == null)

{

state.Cities.Add(new City() { Name = CityResponse.Name! });

}

}

}

if (state.CitiesNumber > 0)

{

country.States.Add(state);

}

}

}

}

if (country.StatesNumber > 0)

{

\_context.Countries.Add(country);

await \_context.SaveChangesAsync();

}

}

}

}

}

}

}

}

1. Borramos los paises que tengamos en la BD.
2. Se puede demorar varias horas para llenar la mayoría de países con sus estados y ciudades. Digo la mayorìa porque la lógica deshecha algunos paises o estados que no tienen ciudades devueltas por la Backend.
3. Probamos y hacemos el **commit**.

## Agregando paginación

1. En el projecto **Shared** creamos la carpeta **DTOs** y dentro de esta creamos la clase **PaginationDTO**:

namespace Orders.Shared.DTOs

{

public class PaginationDTO

{

public int Id { get; set; }

public int Page { get; set; } = 1;

public int RecordsNumber { get; set; } = 10;

}

}

1. En el proyecto **Backend** creamos el folder **Helpers** y dentro de este la clase **QueryableExtensions**:

using Orders.Shared.DTOs;

namespace Orders.Backend.Helpers

{

public static class QueryableExtensions

{

public static IQueryable<T> Paginate<T>(this IQueryable<T> queryable, PaginationDTO pagination)

{

return queryable

.Skip((pagination.Page - 1) \* pagination.RecordsNumber)

.Take(pagination.RecordsNumber);

}

}

}

1. Modificamos el **IGenericRepository**:

Task<ActionResponse<IEnumerable<T>>> GetAsync(PaginationDTO pagination);

Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination);

1. Modificamos el **GenericRepository**:

public virtual async Task<ActionResponse<IEnumerable<T>>> GetAsync(PaginationDTO pagination)

{

var queryable = \_entity.AsQueryable();

return new ActionResponse<IEnumerable<T>>

{

WasSuccess = true,

Result = await queryable

.Paginate(pagination)

.ToListAsync()

};

}

public virtual async Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination)

{

var queryable = \_entity.AsQueryable();

double count = await queryable.CountAsync();

int totalPages = (int)Math.Ceiling(count / pagination.RecordsNumber);

return new ActionResponse<int>

{

WasSuccess = true,

Result = totalPages

};

}

1. Modificamos el **IGenericUnitOfWork**:

Task<ActionResponse<IEnumerable<T>>> GetAsync(PaginationDTO pagination);

Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination);

1. Modificamos el **IGenericUnitOfWork**:

public virtual async Task<ActionResponse<IEnumerable<T>>> GetAsync(PaginationDTO pagination) => await \_repository.GetAsync(pagination);

public virtual async Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination) => await \_repository.GetTotalPagesAsync(pagination);

1. Modificamos el **GenericController**:

[HttpGet]

public virtual async Task<IActionResult> GetAsync([FromQuery] PaginationDTO pagination)

{

var action = await \_unitOfWork.GetAsync(pagination);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return BadRequest();

}

[HttpGet("totalPages")]

public virtual async Task<IActionResult> GetPagesAsync([FromQuery] PaginationDTO pagination)

{

var action = await \_unitOfWork.GetTotalPagesAsync(pagination);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return BadRequest();

}

1. Modificamos el **ICountriesRepository**:

Task<ActionResponse<IEnumerable<Country>>> GetAsync(PaginationDTO pagination);

1. Modificamos el **CountriesRepository**:

public override async Task<ActionResponse<IEnumerable<Country>>> GetAsync(PaginationDTO pagination)

{

var queryable = \_context.Countries

.Include(c => c.States)

.AsQueryable();

return new ActionResponse<IEnumerable<Country>>

{

WasSuccess = true,

Result = await queryable

.Paginate(pagination)

.ToListAsync()

};

}

1. Modificamos el **ICountriesUnitOfWork**:

Task<ActionResponse<IEnumerable<Country>>> GetAsync(PaginationDTO pagination);

1. Modificamos el **CountriesUnitOfWork**:

public override async Task<ActionResponse<IEnumerable<Country>>> GetAsync(PaginationDTO pagination) => await \_countriesRepository.GetAsync(pagination);

1. Modificamos el **CountriesController**:

[HttpGet]

public override async Task<IActionResult> GetAsync(PaginationDTO pagination)

{

var response = await \_countriesUnitOfWork.GetAsync(pagination);

if (response.WasSuccess)

{

return Ok(response.Result);

}

return BadRequest();

}

1. Modificamos el **IStatesRepository**:

Task<ActionResponse<IEnumerable<State>>> GetAsync(PaginationDTO pagination);

Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination);

1. Modificamos el **StatesRepository**:

public override async Task<ActionResponse<IEnumerable<State>>> GetAsync(PaginationDTO pagination)

{

var queryable = \_context.States

.Include(x => x.Cities)

.Where(x => x.Country!.Id == pagination.Id)

.AsQueryable();

return new ActionResponse<IEnumerable<State>>

{

WasSuccess = true,

Result = await queryable

.OrderBy(x => x.Name)

.Paginate(pagination)

.ToListAsync()

};

}

public async override Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination)

{

var queryable = \_context.States

.Where(x => x.Country!.Id == pagination.Id)

.AsQueryable();

double count = await queryable.CountAsync();

int totalPages = (int)Math.Ceiling(count / pagination.RecordsNumber);

return new ActionResponse<int>

{

WasSuccess = true,

Result = totalPages

};

}

1. Modificamos el **IStatesUnitOfWork**:

Task<ActionResponse<IEnumerable<State>>> GetAsync(PaginationDTO pagination);

Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination);

1. Modificamos el **StatesUnitOfWork**:

public override async Task<ActionResponse<IEnumerable<State>>> GetAsync(PaginationDTO pagination) => await \_statesRepository.GetAsync(pagination);

public override async Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination) => await \_statesRepository.GetTotalPagesAsync(pagination);

1. Modificamos el **StatesController**:

[HttpGet]

public override async Task<IActionResult> GetAsync([FromQuery] PaginationDTO pagination)

{

var response = await \_statesUnitOfWork.GetAsync(pagination);

if (response.WasSuccess)

{

return Ok(response.Result);

}

return BadRequest();

}

[HttpGet("totalPages")]

public override async Task<IActionResult> GetPagesAsync([FromQuery] PaginationDTO pagination)

{

var action = await \_statesUnitOfWork.GetTotalPagesAsync(pagination);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return BadRequest();

}

1. Creamos el **ICitiesRepository**:

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories

{

public interface ICitiesRepository

{

Task<ActionResponse<IEnumerable<City>>> GetAsync(PaginationDTO pagination);

Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination);

}

}

1. Creamos el **CitiesRepository**:

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

using Orders.Backend.Helpers;

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories

{

public class CitiesRepository : GenericRepository<City>, ICitiesRepository

{

private readonly DataContext \_context;

public CitiesRepository(DataContext context) : base(context)

{

\_context = context;

}

public override async Task<ActionResponse<IEnumerable<City>>> GetAsync(PaginationDTO pagination)

{

var queryable = \_context.Cities

.Where(x => x.State!.Id == pagination.Id)

.AsQueryable();

return new ActionResponse<IEnumerable<City>>

{

WasSuccess = true,

Result = await queryable

.OrderBy(x => x.Name)

.Paginate(pagination)

.ToListAsync()

};

}

public override async Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination)

{

var queryable = \_context.Cities

.Where(x => x.State!.Id == pagination.Id)

.AsQueryable();

double count = await queryable.CountAsync();

int totalPages = (int)Math.Ceiling(count / pagination.RecordsNumber);

return new ActionResponse<int>

{

WasSuccess = true,

Result = totalPages

};

}

}

}

1. Creamos el **ICitiesUnitOfWork**:

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

using Orders.Shared.Responses;

namespace Orders.Backend.UnitsOfWork

{

public interface ICitiesUnitOfWork

{

Task<ActionResponse<IEnumerable<City>>> GetAsync(PaginationDTO pagination);

Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination);

}

}

1. Creamos el **CitiesUnitOfWork**:

using Orders.Backend.Repositories;

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

using Orders.Shared.Responses;

namespace Orders.Backend.UnitsOfWork

{

public class CitiesUnitOfWork : GenericUnitOfWork<City>, ICitiesUnitOfWork

{

private readonly ICitiesRepository \_citiesRepository;

public CitiesUnitOfWork(IGenericRepository<City> repository, ICitiesRepository citiesRepository) : base(repository)

{

\_citiesRepository = citiesRepository;

}

public override async Task<ActionResponse<IEnumerable<City>>> GetAsync(PaginationDTO pagination) => await \_citiesRepository.GetAsync(pagination);

public override async Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination) => await \_citiesRepository.GetTotalPagesAsync(pagination);

}

}

1. Agregamos las nuevaa inyecciones en el **Program**:

builder.Services.AddScoped<ICitiesRepository, CitiesRepository>();

builder.Services.AddScoped<ICountriesRepository, CountriesRepository>();

builder.Services.AddScoped<IStatesRepository, StatesRepository>();

builder.Services.AddScoped<ICitiesUnitOfWork, CitiesUnitOfWork>();

builder.Services.AddScoped<ICountriesUnitOfWork, CountriesUnitOfWork>();

builder.Services.AddScoped<IStatesUnitOfWork, StatesUnitOfWork>();

1. Modificamos el **CitiesController**:

using Microsoft.AspNetCore.Mvc;

using Orders.Backend.UnitsOfWork;

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

namespace Orders.Backend.Controllers

{

[ApiController]

[Route("api/[controller]")]

public class CitiesController : GenericController<City>

{

private readonly ICitiesUnitOfWork \_citiesUnitOfWork;

public CitiesController(IGenericUnitOfWork<City> unitOfWork, ICitiesUnitOfWork citiesUnitOfWork) : base(unitOfWork)

{

\_citiesUnitOfWork = citiesUnitOfWork;

}

[HttpGet]

public override async Task<IActionResult> GetAsync([FromQuery] PaginationDTO pagination)

{

var response = await \_citiesUnitOfWork.GetAsync(pagination);

if (response.WasSuccess)

{

return Ok(response.Result);

}

return BadRequest();

}

[HttpGet("totalPages")]

public override async Task<IActionResult> GetPagesAsync([FromQuery] PaginationDTO pagination)

{

var action = await \_citiesUnitOfWork.GetTotalPagesAsync(pagination);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return BadRequest();

}

}

}

1. Probamos la paginación por el Swagger.
2. Este es el ciclo de vida en Blazor:
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1. Creamos en el proyecto **Frontend** en la carpeta **Shared** el componente **Pagination.razor**:

<nav>

<ul class="pagination">

@foreach (var link in links)

{

<li @onclick=@(() => InternalSelectedPage(link)) style="cursor: pointer" class="page-item @(link.Enable ? null : "disabled") @(link.Enable ? "active" : null)">

<a class="page-link">@link.Text</a>

</li>

}

</ul>

</nav>

1. Luego agregamos la clase **Pagination.razor.cs**:

using Microsoft.AspNetCore.Components;

namespace Orders.Frontend.Shared

{

public partial class Pagination

{

private List<PageModel> links = new();

[Parameter] public int CurrentPage { get; set; } = 1;

[Parameter] public int TotalPages { get; set; }

[Parameter] public int Radio { get; set; } = 10;

[Parameter] public EventCallback<int> SelectedPage { get; set; }

private async Task InternalSelectedPage(PageModel pageModel)

{

if (pageModel.Page == CurrentPage || pageModel.Page == 0)

{

return;

}

await SelectedPage.InvokeAsync(pageModel.Page);

}

protected override void OnParametersSet()

{

links = new List<PageModel>();

var previousLinkEnable = CurrentPage != 1;

var previousLinkPage = CurrentPage - 1;

links.Add(new PageModel

{

Text = "Anterior",

Page = previousLinkPage,

Enable = previousLinkEnable

});

for (int i = 1; i <= TotalPages; i++)

{

if (TotalPages <= Radio)

{

links.Add(new PageModel

{

Page = i,

Enable = CurrentPage == i,

Text = $"{i}"

});

}

if (TotalPages > Radio && i <= Radio && CurrentPage <= Radio)

{

links.Add(new PageModel

{

Page = i,

Enable = CurrentPage == i,

Text = $"{i}"

});

}

if (CurrentPage > Radio && i > CurrentPage - Radio && i <= CurrentPage)

{

links.Add(new PageModel

{

Page = i,

Enable = CurrentPage == i,

Text = $"{i}"

});

}

}

var linkNextEnable = CurrentPage != TotalPages;

var linkNextPage = CurrentPage != TotalPages ? CurrentPage + 1 : CurrentPage;

links.Add(new PageModel

{

Text = "Siguiente",

Page = linkNextPage,

Enable = linkNextEnable

});

}

private class PageModel

{

public string Text { get; set; } = null!;

public int Page { get; set; }

public bool Enable { get; set; } = true;

public bool Active { get; set; } = false;

}

}

}

1. Modificamos nuestro componente **CountriesIndex.razor**:

@page "/countries"

<h3>Paises</h3>

<div class="mb-3">

<a class="btn btn-primary" href="/countries/create">Nuevo País</a>

</div>

<Pagination CurrentPage="currentPage"

TotalPages="totalPages"

SelectedPage="SelectedPageAsync" />

<GenericList MyList="Countries">

<Body>

<table class="table table-striped">

<thead>

<tr>

<th>País</th>

<th style="width:210px">Departamentos / Estados</th>

<th style="width:210px"></th>

</tr>

</thead>

<tbody>

@foreach (var country in Countries!)

{

<tr>

<td>@country.Name</td>

<td>@country.StatesNumber</td>

<td>

<a class="btn btn-warning btn-sm" href="/countries/edit/@country.Id">Editar</a>

<a class="btn btn-info btn-sm" href="/countries/details/@country.Id">Detalles</a>

<button class="btn btn-danger btn-sm" @onclick=@(() => DeleteAsync(country))>Borrar</button>

</td>

</tr>

}

</tbody>

</table>

</Body>

</GenericList>

1. Modificamos la clase **CountriesIndex.razor.cs**:

…

private int currentPage = 1;

private int totalPages;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

public List<Country>? Countries { get; set; }

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

private async Task SelectedPageAsync(int page)

{

currentPage = page;

await LoadAsync(page);

}

private async Task LoadAsync(int page = 1)

{

var ok = await LoadListAsync(page);

if (ok)

{

await LoadPagesAsync();

}

}

private async Task<bool> LoadListAsync(int page)

{

var responseHttp = await Repository.GetAsync<List<Country>>($"api/countries?page={page}");

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return false;

}

Countries = responseHttp.Response;

return true;

}

private async Task LoadPagesAsync()

{

var responseHttp = await Repository.GetAsync<int>("api/countries/totalPages");

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

totalPages = responseHttp.Response;

}

…

1. Probamos lo que llevamos hasta el momento.
2. uego modificamos el **CountryDetails.razor**:

@page "/countries/details/{CountryId:int}"

@if (country is null)

{

<Loading />

}

else

{

<h3>@country.Name</h3>

<div class="mb-2">

<a class="btn btn-primary" href="/states/create/@country.Id">Nuevo Estado/Departamento</a>

<a class="btn btn-success" href="/countries">Regresar</a>

</div>

<h4>Estados/Departamentos</h4>

<Pagination CurrentPage="currentPage"

TotalPages="totalPages"

SelectedPage="SelectedPageAsync" />

<GenericList MyList="states!">

<Body>

<table class="table table-striped">

<thead>

<tr>

<th>Estado / Departamento</th>

<th style="width:90px">Ciudades</th>

<th style="width:210px"></th>

</tr>

</thead>

<tbody>

@foreach (var state in states!)

{

<tr>

<td>

@state.Name

</td>

<td>

@state.CitiesNumber

</td>

<td>

<a class="btn btn-warning btn-sm" href="/states/edit/@state.Id">Editar</a>

<a class="btn btn-info btn-sm" href="/states/details/@state.Id">Detalles</a>

<button class="btn btn-danger btn-sm" @onclick=@(() => DeleteAsync(state))>Borrar</button>

</td>

</tr>

}

</tbody>

</table>

</Body>

</GenericList>

}

1. Luego modificamos el **CountryDetails.razor.cs**:

…

private Country? country;

private List<State>? states;

private int currentPage = 1;

private int totalPages;

[Parameter] public int CountryId { get; set; }

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

private async Task SelectedPageAsync(int page)

{

currentPage = page;

await LoadAsync(page);

}

private async Task LoadAsync(int page = 1)

{

var ok = await LoadCountryAsync();

if (ok)

{

ok = await LoadStatesAsync(page);

if (ok)

{

await LoadPagesAsync();

}

}

}

private async Task LoadPagesAsync()

{

var responseHttp = await Repository.GetAsync<int>($"api/states/totalPages?id={CountryId}");

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

totalPages = responseHttp.Response;

}

private async Task<bool> LoadStatesAsync(int page)

{

var responseHttp = await Repository.GetAsync<List<State>>($"api/states?id={CountryId}&page={page}");

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return false;

}

states = responseHttp.Response;

return true;

}

private async Task<bool> LoadCountryAsync()

{

var responseHttp = await Repository.GetAsync<Country>($"/api/countries/{CountryId}");

if (responseHttp.Error)

{

if (responseHttp.HttpResponseMessage.StatusCode == HttpStatusCode.NotFound)

{

NavigationManager.NavigateTo("/countries");

return false;

}

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return false;

}

country = responseHttp.Response;

return true;

}

…

1. Probamos.
2. Luego modificamos el **StateDetail.razor**:

@page "/states/details/{StateId:int}"

@if (state is null)

{

<Loading />

}

else

{

<h3>@state.Name</h3>

<div class="mb-2">

<a class="btn btn-primary" href="/cities/create/@StateId">Nueva Ciudad</a>

<a class="btn btn-success" href="/countries/details/@state.CountryId">Regresar</a>

</div>

<h4>Ciudades</h4>

<Pagination CurrentPage="currentPage"

TotalPages="totalPages"

SelectedPage="SelectedPageAsync" />

<GenericList MyList="cities!">

<Body>

<table class="table table-striped">

<thead>

<tr>

<th>Ciudad</th>

<th style="width:140px"></th>

</tr>

</thead>

<tbody>

@foreach (var city in cities!)

{

<tr>

<td>

@city.Name

</td>

<td>

<a class="btn btn-warning btn-sm" href="/cities/edit/@city.Id">Editar</a>

<button class="btn btn-danger btn-sm" @onclick=@(() => DeleteAsync(city))>Borrar</button>

</td>

</tr>

}

</tbody>

</table>

</Body>

</GenericList>

}

1. Luego modificamos el **StateDetail.razor.cs**:

…

private State? state;

private List<City>? cities;

private int currentPage = 1;

private int totalPages;

[Parameter] public int StateId { get; set; }

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

private async Task SelectedPageAsync(int page)

{

currentPage = page;

await LoadAsync(page);

}

private async Task LoadAsync(int page = 1)

{

var ok = await LoadStateAsync();

if (ok)

{

ok = await LoadCitiesAsync(page);

if (ok)

{

await LoadPagesAsync();

}

}

}

private async Task LoadPagesAsync()

{

var responseHttp = await Repository.GetAsync<int>($"api/cities/totalPages?id={StateId}");

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

totalPages = responseHttp.Response;

}

private async Task<bool> LoadCitiesAsync(int page)

{

var responseHttp = await Repository.GetAsync<List<City>>($"api/cities?id={StateId}&page={page}");

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return false;

}

cities = responseHttp.Response;

return true;

}

private async Task<bool> LoadStateAsync()

{

var responseHttp = await Repository.GetAsync<State>($"api/states/{StateId}");

if (responseHttp.Error)

{

if (responseHttp.HttpResponseMessage.StatusCode == HttpStatusCode.NotFound)

{

NavigationManager.NavigateTo("/countries");

return false;

}

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return false;

}

state = responseHttp.Response;

return true;

}

…

1. Probamos.
2. Creamos más registros en el **SeedBd** para que las categorías paginen:

private async Task CheckCategoriesAsync()

{

if (!\_context.Categories.Any())

{

\_context.Categories.Add(new Category { Name = "Apple" });

\_context.Categories.Add(new Category { Name = "Autos" });

\_context.Categories.Add(new Category { Name = "Belleza" });

\_context.Categories.Add(new Category { Name = "Calzado" });

\_context.Categories.Add(new Category { Name = "Comida" });

\_context.Categories.Add(new Category { Name = "Cosmeticos" });

\_context.Categories.Add(new Category { Name = "Deportes" });

\_context.Categories.Add(new Category { Name = "Erótica" });

\_context.Categories.Add(new Category { Name = "Ferreteria" });

\_context.Categories.Add(new Category { Name = "Gamer" });

\_context.Categories.Add(new Category { Name = "Hogar" });

\_context.Categories.Add(new Category { Name = "Jardín" });

\_context.Categories.Add(new Category { Name = "Jugetes" });

\_context.Categories.Add(new Category { Name = "Lenceria" });

\_context.Categories.Add(new Category { Name = "Mascotas" });

\_context.Categories.Add(new Category { Name = "Nutrición" });

\_context.Categories.Add(new Category { Name = "Ropa" });

\_context.Categories.Add(new Category { Name = "Tecnología" });

await \_context.SaveChangesAsync();

}

}

1. Luego modificamos el **CategoriesIndex.razor**:

@page "/categories"

<h3>Categorías</h3>

<div class="mb-3">

<a class="btn btn-primary" href="/categories/create">Nueva Categoría</a>

</div>

<Pagination CurrentPage="currentPage"

TotalPages="totalPages"

SelectedPage="SelectedPageAsync" />

<GenericList MyList="Categories">

<Body>

<table class="table table-striped">

<thead>

<tr>

<th>Categoría</th>

<th style="width:140px"></th>

</tr>

</thead>

<tbody>

@foreach (var category in Categories!)

{

<tr>

<td>

@category.Name

</td>

<td>

<a href="/categories/edit/@category.Id" class="btn btn-warning btn-sm">Editar</a>

<button class="btn btn-danger btn-sm" @onclick=@(() => DeleteAsync(category))>Borrar</button>

</td>

</tr>

}

</tbody>

</table>

</Body>

</GenericList>

1. Luego modificamos el **CategoriesIndex.razor.cs**:

…

private int currentPage = 1;

private int totalPages;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

public List<Category>? Categories { get; set; }

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

private async Task SelectedPageAsync(int page)

{

currentPage = page;

await LoadAsync(page);

}

private async Task LoadAsync(int page = 1)

{

var ok = await LoadListAsync(page);

if (ok)

{

await LoadPagesAsync();

}

}

private async Task<bool> LoadListAsync(int page)

{

var responseHttp = await Repository.GetAsync<List<Category>>($"api/categories?page={page}");

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return false;

}

Categories = responseHttp.Response;

return true;

}

private async Task LoadPagesAsync()

{

var responseHttp = await Repository.GetAsync<int>("api/categories/totalPages");

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

totalPages = responseHttp.Response;

}

…

1. Probamos.
2. Probamos y hacemos el **commit**.

## Agregando filtros

1. En el projecto **Shared** modificamos la clase **PaginationDTO**:

public int RecordsNumber { get; set; } = 10;

public string? Filter { get; set; }

1. Modificamos el **ICountriesRepository**:

Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination);

1. Modificamos el **CountriesRepository**:

public override async Task<ActionResponse<IEnumerable<Country>>> GetAsync(PaginationDTO pagination)

{

var queryable = \_context.Countries

.Include(c => c.States)

.AsQueryable();

if (!string.IsNullOrWhiteSpace(pagination.Filter))

{

queryable = queryable.Where(x => x.Name.ToLower().Contains(pagination.Filter.ToLower()));

}

return new ActionResponse<IEnumerable<Country>>

{

WasSuccess = true,

Result = await queryable

.OrderBy(c => c.Name)

.Paginate(pagination)

.ToListAsync()

};

}

public override async Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination)

{

var queryable = \_context.Countries.AsQueryable();

if (!string.IsNullOrWhiteSpace(pagination.Filter))

{

queryable = queryable.Where(x => x.Name.ToLower().Contains(pagination.Filter.ToLower()));

}

double count = await queryable.CountAsync();

int totalPages = (int)Math.Ceiling(count / pagination.RecordsNumber);

return new ActionResponse<int>

{

WasSuccess = true,

Result = totalPages

};

}

1. Modificamos el **StatesRepository**:

public override async Task<ActionResponse<IEnumerable<State>>> GetAsync(PaginationDTO pagination)

{

var queryable = \_context.States

.Include(x => x.Cities)

.Where(x => x.Country!.Id == pagination.Id)

.AsQueryable();

if (!string.IsNullOrWhiteSpace(pagination.Filter))

{

queryable = queryable.Where(x => x.Name.ToLower().Contains(pagination.Filter.ToLower()));

}

return new ActionResponse<IEnumerable<State>>

{

WasSuccess = true,

Result = await queryable

.OrderBy(x => x.Name)

.Paginate(pagination)

.ToListAsync()

};

}

public override async Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination)

{

var queryable = \_context.States

.Where(x => x.Country!.Id == pagination.Id)

.AsQueryable();

if (!string.IsNullOrWhiteSpace(pagination.Filter))

{

queryable = queryable.Where(x => x.Name.ToLower().Contains(pagination.Filter.ToLower()));

}

double count = await queryable.CountAsync();

int totalPages = (int)Math.Ceiling(count / pagination.RecordsNumber);

return new ActionResponse<int>

{

WasSuccess = true,

Result = totalPages

};

}

1. Modificamos el **CitiesRepository**:

public override async Task<ActionResponse<IEnumerable<City>>> GetAsync(PaginationDTO pagination)

{

var queryable = \_context.Cities

.Where(x => x.State!.Id == pagination.Id)

.AsQueryable();

if (!string.IsNullOrWhiteSpace(pagination.Filter))

{

queryable = queryable.Where(x => x.Name.ToLower().Contains(pagination.Filter.ToLower()));

}

return new ActionResponse<IEnumerable<City>>

{

WasSuccess = true,

Result = await queryable

.OrderBy(x => x.Name)

.Paginate(pagination)

.ToListAsync()

};

}

public override async Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination)

{

var queryable = \_context.Cities

.Where(x => x.State!.Id == pagination.Id)

.AsQueryable();

if (!string.IsNullOrWhiteSpace(pagination.Filter))

{

queryable = queryable.Where(x => x.Name.ToLower().Contains(pagination.Filter.ToLower()));

}

double count = await queryable.CountAsync();

int totalPages = (int)Math.Ceiling(count / pagination.RecordsNumber);

return new ActionResponse<int>

{

WasSuccess = true,

Result = totalPages

};

}

1. Agregamos el **ICategoriesRepository**:

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories

{

public interface ICategoriesRepository

{

Task<ActionResponse<IEnumerable<Category>>> GetAsync(PaginationDTO pagination);

Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination);

}

}

1. Creamos el **CategoriesRepository**:

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

using Orders.Backend.Helpers;

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories

{

public class CategoriesRepository : GenericRepository<Category>, ICategoriesRepository

{

private readonly DataContext \_context;

public CategoriesRepository(DataContext context) : base(context)

{

\_context = context;

}

public override async Task<ActionResponse<IEnumerable<Category>>> GetAsync(PaginationDTO pagination)

{

var queryable = \_context.Categories.AsQueryable();

if (!string.IsNullOrWhiteSpace(pagination.Filter))

{

queryable = queryable.Where(x => x.Name.ToLower().Contains(pagination.Filter.ToLower()));

}

return new ActionResponse<IEnumerable<Category>>

{

WasSuccess = true,

Result = await queryable

.OrderBy(x => x.Name)

.Paginate(pagination)

.ToListAsync()

};

}

public override async Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination)

{

var queryable = \_context.Categories.AsQueryable();

if (!string.IsNullOrWhiteSpace(pagination.Filter))

{

queryable = queryable.Where(x => x.Name.ToLower().Contains(pagination.Filter.ToLower()));

}

double count = await queryable.CountAsync();

int totalPages = (int)Math.Ceiling(count / pagination.RecordsNumber);

return new ActionResponse<int>

{

WasSuccess = true,

Result = totalPages

};

}

}

}

1. Modificamos el **ICountriesUnitOfWork**:

Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination);

1. Modificamos el **CountriesUnitOfWork**:

public override async Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination) => await \_countriesRepository.GetTotalPagesAsync(pagination);

1. Agregamos el **ICategoriesUnitOfWork**:

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

using Orders.Shared.Responses;

namespace Orders.Backend.UnitsOfWork

{

public interface ICategoriesUnitOfWork

{

Task<ActionResponse<IEnumerable<Category>>> GetAsync(PaginationDTO pagination);

Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination);

}

}

1. Agregamos el **CategoriesUnitOfWork**:

using Orders.Backend.Repositories;

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

using Orders.Shared.Responses;

namespace Orders.Backend.UnitsOfWork

{

public class CategoriesUnitOfWork : GenericUnitOfWork<Category>, ICategoriesUnitOfWork

{

private readonly ICategoriesRepository \_categoriesRepository;

public CategoriesUnitOfWork(IGenericRepository<Category> repository, ICategoriesRepository categoriesRepository) : base(repository)

{

\_categoriesRepository = categoriesRepository;

}

public override async Task<ActionResponse<IEnumerable<Category>>> GetAsync(PaginationDTO pagination) => await \_categoriesRepository.GetAsync(pagination);

public override async Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination) => await \_categoriesRepository.GetTotalPagesAsync(pagination);

}

}

1. Agregamos las nuevas inyecciones al **Program**:

builder.Services.AddScoped<ICategoriesRepository, CategoriesRepository>();

builder.Services.AddScoped<ICitiesRepository, CitiesRepository>();

builder.Services.AddScoped<ICountriesRepository, CountriesRepository>();

builder.Services.AddScoped<IStatesRepository, StatesRepository>();

builder.Services.AddScoped<ICategoriesUnitOfWork, CategoriesUnitOfWork>();

builder.Services.AddScoped<ICitiesUnitOfWork, CitiesUnitOfWork>();

builder.Services.AddScoped<ICountriesUnitOfWork, CountriesUnitOfWork>();

builder.Services.AddScoped<IStatesUnitOfWork, StatesUnitOfWork>();

1. Modificamos el controlador **CountriesController**:

[HttpGet("totalPages")]

public override async Task<IActionResult> GetPagesAsync([FromQuery] PaginationDTO pagination)

{

var action = await \_countriesUnitOfWork.GetTotalPagesAsync(pagination);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return BadRequest();

}

1. Modificamos el controlador **CategoriesController**:

using Microsoft.AspNetCore.Mvc;

using Orders.Backend.UnitsOfWork;

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

namespace Orders.Backend.Controllers

{

[ApiController]

[Route("api/[controller]")]

public class CategoriesController : GenericController<Category>

{

private readonly ICategoriesUnitOfWork \_categoriesUnitOfWork;

public CategoriesController(IGenericUnitOfWork<Category> unit, ICategoriesUnitOfWork categoriesUnitOfWork) : base(unit)

{

\_categoriesUnitOfWork = categoriesUnitOfWork;

}

[HttpGet]

public override async Task<IActionResult> GetAsync([FromQuery] PaginationDTO pagination)

{

var response = await \_categoriesUnitOfWork.GetAsync(pagination);

if (response.WasSuccess)

{

return Ok(response.Result);

}

return BadRequest();

}

[HttpGet("totalPages")]

public override async Task<IActionResult> GetPagesAsync([FromQuery] PaginationDTO pagination)

{

var action = await \_categoriesUnitOfWork.GetTotalPagesAsync(pagination);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return BadRequest();

}

}

}

1. Probamos los filtros por Swagger.
2. En el projecto **Frontend** modificamos el **CountriesIndex.razor**:

…

<div class="mb-3">

<a class="btn btn-primary" href="/countries/create">Nuevo País</a>

</div>

<div class="mb-2" style="display: flex; flex-wrap:wrap; align-items: center;">

<input style="width: 400px;" type="text" class="form-control" id="titulo" placeholder="Buscar país..." @bind-value="Filter" />

<button type="button" class="btn btn-outline-primary mx-1" @onclick="ApplyFilterAsync">Filtrar</button>

<button type="button" class="btn btn-outline-danger" @onclick="CleanFilterAsync">Limpiar</button>

</div>

<Pagination CurrentPage="currentPage"

TotalPages="totalPages"

SelectedPage="SelectedPageAsync" />

…

1. En el projecto **Frontend** modificamos el **CountriesIndex.razor.cs**:

…

private int currentPage = 1;

private int totalPages;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

[Parameter, SupplyParameterFromQuery] public string Page { get; set; } = string.Empty;

[Parameter, SupplyParameterFromQuery] public string Filter { get; set; } = string.Empty;

public List<Country>? Countries { get; set; }

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

private async Task SelectedPageAsync(int page)

{

currentPage = page;

await LoadAsync(page);

}

private async Task LoadAsync(int page = 1)

{

if (!string.IsNullOrWhiteSpace(Page))

{

page = Convert.ToInt32(Page);

}

var ok = await LoadListAsync(page);

if (ok)

{

await LoadPagesAsync();

}

}

private async Task<bool> LoadListAsync(int page)

{

var url = $"api/countries?page={page}";

if (!string.IsNullOrEmpty(Filter))

{

url += $"&filter={Filter}";

}

var responseHttp = await Repository.GetAsync<List<Country>>(url);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return false;

}

Countries = responseHttp.Response;

return true;

}

private async Task LoadPagesAsync()

{

var url = "api/countries/totalPages";

if (!string.IsNullOrEmpty(Filter))

{

url += $"?filter={Filter}";

}

var responseHttp = await Repository.GetAsync<int>(url);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

totalPages = responseHttp.Response;

}

private async Task CleanFilterAsync()

{

Filter = string.Empty;

await ApplyFilterAsync();

}

private async Task ApplyFilterAsync()

{

int page = 1;

await LoadAsync(page);

await SelectedPageAsync(page);

}

…

1. Probamos lo que llevamos.
2. En el projecto **Frontend** modificamos el **CountryDetails.razor**:

…

<h4>Estados/Departamentos</h4>

<div class="mb-2" style="display: flex; flex-wrap:wrap; align-items: center;">

<input style="width: 400px;" type="text" class="form-control" id="titulo" placeholder="Buscar estado/departamento..." @bind-value="Filter" />

<button type="button" class="btn btn-outline-primary mx-1" @onclick="ApplyFilterAsync">Filtrar</button>

<button type="button" class="btn btn-outline-danger" @onclick="CleanFilterAsync">Limpiar</button>

</div>

<Pagination CurrentPage="currentPage"

TotalPages="totalPages"

SelectedPage="SelectedPageAsync" />

…

1. En el projecto **Frontend** modificamos el **CountryDetails.razor.cs**:

…

private Country? country;

private List<State>? states;

private int currentPage = 1;

private int totalPages;

[Parameter] public int CountryId { get; set; }

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

[Parameter, SupplyParameterFromQuery] public string Page { get; set; } = string.Empty;

[Parameter, SupplyParameterFromQuery] public string Filter { get; set; } = string.Empty;

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

private async Task SelectedPageAsync(int page)

{

currentPage = page;

await LoadAsync(page);

}

private async Task LoadAsync(int page = 1)

{

if (!string.IsNullOrWhiteSpace(Page))

{

page = Convert.ToInt32(Page);

}

var ok = await LoadCountryAsync();

if (ok)

{

ok = await LoadStatesAsync(page);

if (ok)

{

await LoadPagesAsync();

}

}

}

private async Task LoadPagesAsync()

{

var url = $"api/states/totalPages?id={CountryId}";

if (!string.IsNullOrEmpty(Filter))

{

url += $"&filter={Filter}";

}

var responseHttp = await Repository.GetAsync<int>(url);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

totalPages = responseHttp.Response;

}

private async Task<bool> LoadStatesAsync(int page)

{

var url = $"api/states?id={CountryId}&page={page}";

if (!string.IsNullOrEmpty(Filter))

{

url += $"&filter={Filter}";

}

var responseHttp = await Repository.GetAsync<List<State>>(url);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return false;

}

states = responseHttp.Response;

return true;

}

private async Task CleanFilterAsync()

{

Filter = string.Empty;

await ApplyFilterAsync();

}

private async Task ApplyFilterAsync()

{

int page = 1;

await LoadAsync(page);

await SelectedPageAsync(page);

}

…

1. Probamos.
2. En el projecto **Frontend** modificamos el **StateDetails.razor**:

…

<h4>Ciudades</h4>

<div class="mb-2" style="display: flex; flex-wrap:wrap; align-items: center;">

<input style="width: 400px;" type="text" class="form-control" id="titulo" placeholder="Buscar estado/departamento..." @bind-value="Filter" />

<button type="button" class="btn btn-outline-primary mx-1" @onclick="ApplyFilterAsync">Filtrar</button>

<button type="button" class="btn btn-outline-danger" @onclick="CleanFilterAsync">Limpiar</button>

</div>

<Pagination CurrentPage="currentPage"

TotalPages="totalPages"

SelectedPage="SelectedPageAsync" />

…

1. En el projecto **Frontend** modificamos el **StateDetails.razor.cs**:

private State? state;

private List<City>? cities;

private int currentPage = 1;

private int totalPages;

[Parameter] public int StateId { get; set; }

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

[Parameter, SupplyParameterFromQuery] public string Page { get; set; } = string.Empty;

[Parameter, SupplyParameterFromQuery] public string Filter { get; set; } = string.Empty;

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

private async Task SelectedPageAsync(int page)

{

currentPage = page;

await LoadAsync(page);

}

private async Task LoadAsync(int page = 1)

{

if (!string.IsNullOrWhiteSpace(Page))

{

page = Convert.ToInt32(Page);

}

var ok = await LoadStateAsync();

if (ok)

{

ok = await LoadCitiesAsync(page);

if (ok)

{

await LoadPagesAsync();

}

}

}

private async Task LoadPagesAsync()

{

var url = $"api/cities/totalPages?id={StateId}";

if (!string.IsNullOrEmpty(Filter))

{

url += $"&filter={Filter}";

}

var responseHttp = await Repository.GetAsync<int>(url);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

totalPages = responseHttp.Response;

}

private async Task<bool> LoadCitiesAsync(int page)

{

var url = $"api/cities?id={StateId}&page={page}";

if (!string.IsNullOrEmpty(Filter))

{

url += $"&filter={Filter}";

}

var responseHttp = await Repository.GetAsync<List<City>>(url);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return false;

}

cities = responseHttp.Response;

return true;

}

private async Task CleanFilterAsync()

{

Filter = string.Empty;

await ApplyFilterAsync();

}

private async Task ApplyFilterAsync()

{

int page = 1;

await LoadAsync(page);

await SelectedPageAsync(page);

}

…

1. Probamos.
2. En el projecto **Frontend** modificamos el **CategoriesIndex.razor**:

…

<h3>Categorías</h3>

<div class="mb-3">

<a class="btn btn-primary" href="/categories/create">Nueva Categoría</a>

</div>

<div class="mb-2" style="display: flex; flex-wrap:wrap; align-items: center;">

<input style="width: 400px;" type="text" class="form-control" id="titulo" placeholder="Buscar categoría..." @bind-value="Filter" />

<button type="button" class="btn btn-outline-primary mx-1" @onclick="ApplyFilterAsync">Filtrar</button>

<button type="button" class="btn btn-outline-danger" @onclick="CleanFilterAsync">Limpiar</button>

</div>

<Pagination CurrentPage="currentPage"

TotalPages="totalPages"

SelectedPage="SelectedPageAsync" />

…

1. En el projecto **Frontend** modificamos el **CategoriesIndex.razor.cs**:

…

private int currentPage = 1;

private int totalPages;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

[Parameter, SupplyParameterFromQuery] public string Page { get; set; } = string.Empty;

[Parameter, SupplyParameterFromQuery] public string Filter { get; set; } = string.Empty;

public List<Category>? Categories { get; set; }

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

private async Task SelectedPageAsync(int page)

{

currentPage = page;

await LoadAsync(page);

}

private async Task LoadAsync(int page = 1)

{

if (!string.IsNullOrWhiteSpace(Page))

{

page = Convert.ToInt32(Page);

}

var ok = await LoadListAsync(page);

if (ok)

{

await LoadPagesAsync();

}

}

private async Task<bool> LoadListAsync(int page)

{

var url = $"api/categories/?page={page}";

if (!string.IsNullOrEmpty(Filter))

{

url += $"&filter={Filter}";

}

var responseHttp = await Repository.GetAsync<List<Category>>(url);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return false;

}

Categories = responseHttp.Response;

return true;

}

private async Task LoadPagesAsync()

{

var url = $"api/categories/totalPages";

if (!string.IsNullOrEmpty(Filter))

{

url += $"?filter={Filter}";

}

var responseHttp = await Repository.GetAsync<int>(url);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

totalPages = responseHttp.Response;

}

private async Task CleanFilterAsync()

{

Filter = string.Empty;

await ApplyFilterAsync();

}

private async Task ApplyFilterAsync()

{

int page = 1;

await LoadAsync(page);

await SelectedPageAsync(page);

}

…

1. Probamos y hacemos el **commit**.

## Creando las tablas de usuarios

1. Como vamos a tener dos tipos de usuarios; administradores y usuarios. Vamos a crear una enumeración para diferenciarlos. Creamos la carpeta **Enums** en el proyecto **Shared** y dentro de esta carpeta la enumeración **UserType**:

using System.ComponentModel;

namespace Orders.Shared.Enums

{

public enum UserType

{

[Description("Administrador")]

Admin,

[Description("Usuario")]

User

}

}

1. En el proyecto **Shared** el nuget **Microsoft.AspNetCore.Identity.EntityFrameworkCore**.
2. En el proyecto **Shared** en la carpeta **Entities**, crear la entidad **User**:

using Microsoft.AspNetCore.Identity;

using Orders.Shared.Enums;

using System.ComponentModel.DataAnnotations;

namespace Orders.Shared.Entities

{

public class User : IdentityUser

{

[Display(Name = "Documento")]

[MaxLength(20, ErrorMessage = "El campo {0} debe tener máximo {1} caractéres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string Document { get; set; } = null!;

[Display(Name = "Nombres")]

[MaxLength(50, ErrorMessage = "El campo {0} debe tener máximo {1} caractéres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string FirstName { get; set; } = null!;

[Display(Name = "Apellidos")]

[MaxLength(50, ErrorMessage = "El campo {0} debe tener máximo {1} caractéres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string LastName { get; set; } = null!;

[Display(Name = "Dirección")]

[MaxLength(200, ErrorMessage = "El campo {0} debe tener máximo {1} caractéres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string Address { get; set; } = null!;

[Display(Name = "Foto")]

public string? Photo { get; set; }

[Display(Name = "Tipo de usuario")]

public UserType UserType { get; set; }

public City? City { get; set; }

[Display(Name = "Ciudad")]

[Range(1, int.MaxValue, ErrorMessage = "Debes seleccionar una {0}.")]

public int CityId { get; set; }

[Display(Name = "Usuario")]

public string FullName => $"{FirstName} {LastName}";

}

}

1. Modificamos la entidad **City** para definir la relación a ambos lados de esta:

public State? State { get; set; }

public ICollection<User>? Users { get; set; }

1. En el proyecto **Backend** instalar el nugget **Microsoft.AspNetCore.Identity.EntityFrameworkCore**.
2. Modificar el **DataContext**:

public class DataContext : IdentityDbContext<User>

1. Creamos el **IUsersRepository**:

using Microsoft.AspNetCore.Identity;

using Orders.Shared.Entities;

namespace Orders.Backend.Repositories.Interfaces

{

public interface IUsersRepository

{

Task<User> GetUserAsync(string email);

Task<IdentityResult> AddUserAsync(User user, string password);

Task CheckRoleAsync(string roleName);

Task AddUserToRoleAsync(User user, string roleName);

Task<bool> IsUserInRoleAsync(User user, string roleName);

}

}

1. Creamos el **UsersRepository**:

using Microsoft.AspNetCore.Identity;

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

using Orders.Backend.Repositories.Interfaces;

using Orders.Shared.Entities;

namespace Orders.Backend.Repositories.Implementations

{

public class UsersRepository : IUsersRepository

{

private readonly DataContext \_context;

private readonly UserManager<User> \_userManager;

private readonly RoleManager<IdentityRole> \_roleManager;

public UsersRepository(DataContext context, UserManager<User> userManager, RoleManager<IdentityRole> roleManager)

{

\_context = context;

\_userManager = userManager;

\_roleManager = roleManager;

}

public async Task<IdentityResult> AddUserAsync(User user, string password)

{

return await \_userManager.CreateAsync(user, password);

}

public async Task AddUserToRoleAsync(User user, string roleName)

{

await \_userManager.AddToRoleAsync(user, roleName);

}

public async Task CheckRoleAsync(string roleName)

{

var roleExists = await \_roleManager.RoleExistsAsync(roleName);

if (!roleExists)

{

await \_roleManager.CreateAsync(new IdentityRole

{

Name = roleName

});

}

}

public async Task<User> GetUserAsync(string email)

{

var user = await \_context.Users

.Include(u => u.City!)

.ThenInclude(c => c.State!)

.ThenInclude(s => s.Country)

.FirstOrDefaultAsync(x => x.Email == email);

return user!;

}

public async Task<bool> IsUserInRoleAsync(User user, string roleName)

{

return await \_userManager.IsInRoleAsync(user, roleName);

}

}

}

1. Creamos el **IUsersUnitOfWork**:

using Microsoft.AspNetCore.Identity;

using Orders.Shared.Entities;

namespace Orders.Backend.UnitsOfWork.Interfaces

{

public interface IUsersUnitOfWork

{

Task<User> GetUserAsync(string email);

Task<IdentityResult> AddUserAsync(User user, string password);

Task CheckRoleAsync(string roleName);

Task AddUserToRoleAsync(User user, string roleName);

Task<bool> IsUserInRoleAsync(User user, string roleName);

}

}

1. Creamos el **UsersUnitOfWork**:

using Microsoft.AspNetCore.Identity;

using Orders.Backend.Repositories.Interfaces;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.Entities;

namespace Orders.Backend.UnitsOfWork.Implementations

{

public class UsersUnitOfWork : IUsersUnitOfWork

{

private readonly IUsersRepository \_usersRepository;

public UsersUnitOfWork(IUsersRepository usersRepository)

{

\_usersRepository = usersRepository;

}

public async Task<IdentityResult> AddUserAsync(User user, string password) => await \_usersRepository.AddUserAsync(user, password);

public async Task AddUserToRoleAsync(User user, string roleName) => await \_usersRepository.AddUserToRoleAsync(user, roleName);

public async Task CheckRoleAsync(string roleName) => await \_usersRepository.CheckRoleAsync(roleName);

public async Task<User> GetUserAsync(string email) => await \_usersRepository.GetUserAsync(email);

public async Task<bool> IsUserInRoleAsync(User user, string roleName) => await \_usersRepository.IsUserInRoleAsync(user, roleName);

}

}

1. Matriculamos la nueva inyección en el **Program** del proyecto **Backend**, y otras modificaciones para configurar el manejo de usuarios:

builder.Services.AddScoped<ICategoriesRepository, CategoriesRepository>();

builder.Services.AddScoped<ICitiesRepository, CitiesRepository>();

builder.Services.AddScoped<ICountriesRepository, CountriesRepository>();

builder.Services.AddScoped<IStatesRepository, StatesRepository>();

builder.Services.AddScoped<IUsersRepository, UsersRepository>();

builder.Services.AddScoped<ICategoriesUnitOfWork, CategoriesUnitOfWork>();

builder.Services.AddScoped<ICitiesUnitOfWork, CitiesUnitOfWork>();

builder.Services.AddScoped<ICountriesUnitOfWork, CountriesUnitOfWork>();

builder.Services.AddScoped<IStatesUnitOfWork, StatesUnitOfWork>();

builder.Services.AddScoped<IUsersUnitOfWork, UsersUnitOfWork>();

builder.Services.AddTransient<SeedDb>();

builder.Services.AddScoped<IApiService, ApiService>();

builder.Services.AddIdentity<User, IdentityRole>(x =>

{

x.User.RequireUniqueEmail = true;

x.Password.RequireDigit = false;

x.Password.RequiredUniqueChars = 0;

x.Password.RequireLowercase = false;

x.Password.RequireNonAlphanumeric = false;

x.Password.RequireUppercase = false;

})

.AddEntityFrameworkStores<DataContext>()

.AddDefaultTokenProviders();

var app = builder.Build();

1. Modificamos el **SeedDb**:

…

private readonly DataContext \_context;

private readonly IApiService \_apiService;

private readonly IUsersUnitOfWork \_usersUnitOfWork;

public SeedDb(DataContext context, IApiService apiService, IUsersUnitOfWork usersUnitOfWork)

{

\_context = context;

\_apiService = apiService;

\_usersUnitOfWork = usersUnitOfWork;

}

public async Task SeedAsync()

{

await \_context.Database.EnsureCreatedAsync();

//await CheckCountriesAsync();

await CheckCountriesFullAsync();

await CheckCategoriesAsync();

await CheckRolesAsync();

await CheckUserAsync("1010", "Juan", "Zuluaga", "zulu@yopmail.com", "322 311 4620", "Calle Luna Calle Sol", UserType.Admin);

}

private async Task CheckRolesAsync()

{

await \_usersUnitOfWork.CheckRoleAsync(UserType.Admin.ToString());

await \_usersUnitOfWork.CheckRoleAsync(UserType.User.ToString());

}

private async Task<User> CheckUserAsync(string document, string firstName, string lastName, string email, string phone, string address, UserType userType)

{

var user = await \_usersUnitOfWork.GetUserAsync(email);

if (user == null)

{

user = new User

{

FirstName = firstName,

LastName = lastName,

Email = email,

UserName = email,

PhoneNumber = phone,

Address = address,

Document = document,

City = \_context.Cities.FirstOrDefault(),

UserType = userType,

};

await \_usersUnitOfWork.AddUserAsync(user, "123456");

await \_usersUnitOfWork.AddUserToRoleAsync(user, userType.ToString());

}

return user;

}

…

1. Corremos los siguientes comandos:

PM> drop-database

PM> add-migration Users

PM> update-database

1. Probamos y hacemos el **commit**.

## Creando sistema de seguridad

1. Al proyecto **Frontend** agregamos el paquete:

**Microsoft.AspNetCore.Components.WebAssembly.Authentication**.

1. Agregamos este using en el **\_Imports**:

@using Microsoft.AspNetCore.Components.Authorization

1. En el proyecto **Frontend** creamos la carpeta **AuthenticationProviders** y dentro de esta la clase **AuthenticationProviderTest**:

using System.Security.Claims;

using Microsoft.AspNetCore.Components.Authorization;

namespace Orders.Frontend.AuthenticationProviders

{

public class AuthenticationProviderTest : AuthenticationStateProvider

{

public override async Task<AuthenticationState> GetAuthenticationStateAsync()

{

var anonimous = new ClaimsIdentity();

return await Task.FromResult(new AuthenticationState(new ClaimsPrincipal(anonimous)));

}

}

}

1. Modificamos el **Program** del proyecto **Frontend**:

builder.Services.AddSingleton(sp => new HttpClient { BaseAddress = new Uri("https://localhost:7201/") });

builder.Services.AddScoped<IRepository, Repository>();

builder.Services.AddSweetAlert2();

builder.Services.AddAuthorizationCore();

builder.Services.AddScoped<AuthenticationStateProvider, AuthenticationProviderTest>();

1. Modificamos el **App.razor**:

<Router AppAssembly="@typeof(App).Assembly">

<Found Context="routeData">

<AuthorizeRouteView RouteData="@routeData" DefaultLayout="@typeof(MainLayout)" />

<FocusOnNavigate RouteData="@routeData" Selector="h1" />

</Found>

<NotFound>

<CascadingAuthenticationState>

<PageTitle>No encontrado</PageTitle>

<LayoutView Layout="@typeof(MainLayout)">

<p role="alert">Lo sentimos no hay nada en esta ruta.</p>

</LayoutView>

</CascadingAuthenticationState>

</NotFound>

</Router>

1. Probamos y vemos que aparentemente no pasa nada, ahora a nuestro **AuthenticationProviderTest** le vamos a colocar un tiempo de espera:

public override async Task<AuthenticationState> GetAuthenticationStateAsync()

{

await Task.Delay(3000);

var anonimous = new ClaimsIdentity();

return await Task.FromResult(new AuthenticationState(new ClaimsPrincipal(anonimous)));

}

1. Probamos de nuevo y vemos que tarda los 3 segundos haciendo la autorización.
2. Si queremos cambiar el mensaje, modificamos el **App.razor**:

<AuthorizeRouteView RouteData="@routeData" DefaultLayout="@typeof(MainLayout)">

<Authorizing>

<p>Autorizando...</p>

</Authorizing>

</AuthorizeRouteView>

1. Probamos de nuevo.
2. Modificacmos el **Index.razor**.

@page "/"

<AuthorizeView>

<p>Estas autenticado</p>

</AuthorizeView>

1. Modificamos el **AuthenticationProviderTest**:

public override async Task<AuthenticationState> GetAuthenticationStateAsync()

{

var anonimous = new ClaimsIdentity();

var user = new ClaimsIdentity(authenticationType: "test");

return await Task.FromResult(new AuthenticationState(new ClaimsPrincipal(user)));

}

1. Cambiamos el **Index.razor**.

<AuthorizeView>

<Authorized>

<p>Estas autenticado</p>

</Authorized>

<NotAuthorized>

<p>No estas autorizado</p>

</NotAuthorized>

</AuthorizeView>

1. Y jugamos con el **AuthenticationProviderTest** para ver que pasa con el usuario **anonimous** y con el usuario **user**.
2. Modificamos nuestro **AuthenticationProviderTest**, para agregar algunos **Claims**:

public override async Task<AuthenticationState> GetAuthenticationStateAsync()

{

var anonimous = new ClaimsIdentity();

var user = new ClaimsIdentity(authenticationType: "test");

var admin = new ClaimsIdentity(new List<Claim>

{

new Claim("FirstName", "Juan"),

new Claim("LastName", "Zulu"),

new Claim(ClaimTypes.Name, "zulu@yopmail.com")

},

authenticationType: "test");

return await Task.FromResult(new AuthenticationState(new ClaimsPrincipal(admin)));

}

1. Modificamos el **Index.razor** y probamos:

<AuthorizeView>

<Authorized>

<p>Estas autenticado, @context.User.Identity?.Name</p>

</Authorized>

<NotAuthorized>

<p>No estas autorizado</p>

</NotAuthorized>

</AuthorizeView>

1. Modificamos de nuevo el **Index.razor** para crear un **Role** y probamos:

<AuthorizeView Roles="Admin">

<Authorized>

<p>Estas autenticado y autorizado, @context.User.Identity?.Name</p>

</Authorized>

<NotAuthorized>

<p>No estas autorizado</p>

</NotAuthorized>

</AuthorizeView>

1. Modificamos nuestro **AuthenticationProviderTest**, para agregar el **Claim** de **Role** y probamos:

var admin = new ClaimsIdentity(new List<Claim>

{

new Claim("FirstName", "Juan"),

new Claim("LastName", "Zulu"),

new Claim(ClaimTypes.Name, "zulu@yopmail.com"),

new Claim(ClaimTypes.Role, "Admin")

},

authenticationType: "test");

1. Ahora cambiamos nuestro **NavMenu** para mostrar la opción de países solo a los administradores, y jugamos con nuestro **AuthenticationProviderTest** para cambiarle el rol al usuario:

<div class="@NavMenuCssClass nav-scrollable" @onclick="ToggleNavMenu">

<nav class="flex-column">

<div class="nav-item px-3">

<NavLink class="nav-link" href="" Match="NavLinkMatch.All">

<span class="oi oi-home" aria-hidden="true"></span> Inicio

</NavLink>

</div>

<AuthorizeView Roles="Admin">

<Authorized>

<div class="nav-item px-3">

<NavLink class="nav-link" href="/categories">

<span class="oi oi-list" aria-hidden="true"></span> Categorias

</NavLink>

</div>

<div class="nav-item px-3">

<NavLink class="nav-link" href="/countries">

<span class="oi oi-globe" aria-hidden="true"></span> Ciudades

</NavLink>

</div>

</Authorized>

</AuthorizeView>

</nav>

</div>

1. Pero nótese que solo estamos ocultando la opción, si el usuario por la URL introduce la dirección de países, pues podrá acceder a nuestras páginas, lo cual es algo que no queremos.
2. Para evitar esto le colocamos este atributo a todos los componentes a los que navegamos y queremos proteger:

[Authorize(Roles = "Admin")]

1. Ahora si queremos personalizar el mensaje podemos modificar nuestro **App.razor**:

<AuthorizeRouteView RouteData="@routeData" DefaultLayout="@typeof(MainLayout)">

<Authorizing>

<p>Autorizando...</p>

</Authorizing>

<NotAuthorized>

<p>No estas autorizado para ver este contenido...</p>

</NotAuthorized>

</AuthorizeRouteView>

1. Probamos y hacemos el **commit**.

## Seguridad desde el backend

1. Agregamos al proyecto **Backend** el paquete **Microsoft.AspNetCore.Authentication.JwtBearer**.
2. Creamos el parámetro **jwtKey** en el appsettings del proyecto **Backend** (cualquier cosa, entre mas larga mejor):

"jwtKey": "[Put your own long key]",

"Logging": {

1. Modificamos el **Program** del proyecto **Backend**:

builder.Services.AddAuthentication(JwtBearerDefaults.AuthenticationScheme)

.AddJwtBearer(x => x.TokenValidationParameters = new TokenValidationParameters

{

ValidateIssuer = false,

ValidateAudience = false,

ValidateLifetime = true,

ValidateIssuerSigningKey = true,

IssuerSigningKey = new SymmetricSecurityKey(Encoding.UTF8.GetBytes(builder.Configuration["jwtKey"]!)),

ClockSkew = TimeSpan.Zero

});

var app = builder.Build();

1. En el proyecto **Shared** en la carpeta **DTOs** creamos el **UserDTO**:

using Orders.Shared.Entities;

using System.ComponentModel.DataAnnotations;

using System.Xml.Linq;

namespace Orders.Shared.DTOs

{

public class UserDTO : User

{

[DataType(DataType.Password)]

[Display(Name = "Contraseña")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[StringLength(20, MinimumLength = 6, ErrorMessage = "El campo {0} debe tener entre {2} y {1} carácteres.")]

public string Password { get; set; } = null!;

[Compare("Password", ErrorMessage = "La contraseña y la confirmación no son iguales.")]

[Display(Name = "Confirmación de contraseña")]

[DataType(DataType.Password)]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[StringLength(20, MinimumLength = 6, ErrorMessage = "El campo {0} debe tener entre {2} y {1} carácteres.")]

public string PasswordConfirm { get; set; } = null!;

}

}

1. En el proyecto **Shared** en la carpeta **DTOs** creamos el **TokenDTO**:

using Orders.Shared.Entities;

namespace Orders.Shared.DTOs

{

public class TokenDTO

{

public string Token { get; set; } = null!;

public DateTime Expiration { get; set; }

}

}

1. En el proyecto **Shared** en la carpeta **DTOs** creamos el **LoginDTO**:

using System.ComponentModel.DataAnnotations;

namespace Orders.Shared.DTOs

{

public class LoginDTO

{

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[EmailAddress(ErrorMessage = "Debes ingresar un correo válido.")]

public string Email { get; set; } = null!;

[Display(Name = "Contraseña")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[MinLength(6, ErrorMessage = "El campo {0} debe tener al menos {1} carácteres.")]

public string Password { get; set; } = null!;

}

}

1. Agregamos estos métodos al **IUsersRepository**:

Task<SignInResult> LoginAsync(LoginDTO model);

Task LogoutAsync();

1. Los implementamos en el **UsersRepository**:

…

private readonly DataContext \_context;

private readonly UserManager<User> \_userManager;

private readonly RoleManager<IdentityRole> \_roleManager;

private readonly SignInManager<User> \_signInManager;

public UsersRepository(DataContext context, UserManager<User> userManager, RoleManager<IdentityRole> roleManager, SignInManager<User> signInManager)

{

\_context = context;

\_userManager = userManager;

\_roleManager = roleManager;

\_signInManager = signInManager;

}

public async Task<SignInResult> LoginAsync(LoginDTO model)

{

return await \_signInManager.PasswordSignInAsync(model.Email, model.Password, false, false);

}

public async Task LogoutAsync()

{

await \_signInManager.SignOutAsync();

}

…

1. Agregamos estos métodos al **IUsersUnitOfWork**:

Task<SignInResult> LoginAsync(LoginDTO model);

Task LogoutAsync();

1. Los implementamos en el **UsersUnitOfWork**:

public async Task<SignInResult> LoginAsync(LoginDTO model) => await \_usersRepository.LoginAsync(model);

public async Task LogoutAsync() => await \_usersRepository.LogoutAsync();

1. Creamos el **AccountsController**:

using System.IdentityModel.Tokens.Jwt;

using System.Security.Claims;

using System.Text;

using Microsoft.AspNetCore.Mvc;

using Microsoft.IdentityModel.Tokens;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

namespace Orders.Backend.Controllers

{

[ApiController]

[Route("/api/accounts")]

public class AccountsController : ControllerBase

{

private readonly IUsersUnitOfWork \_usersUnitOfWork;

private readonly IConfiguration \_configuration;

public AccountsController(IUsersUnitOfWork usersUnitOfWork, IConfiguration configuration)

{

\_usersUnitOfWork = usersUnitOfWork;

\_configuration = configuration;

}

[HttpPost("CreateUser")]

public async Task<IActionResult> CreateUser([FromBody] UserDTO model)

{

User user = model;

var result = await \_usersUnitOfWork.AddUserAsync(user, model.Password);

if (result.Succeeded)

{

await \_usersUnitOfWork.AddUserToRoleAsync(user, user.UserType.ToString());

return Ok(BuildToken(user));

}

return BadRequest(result.Errors.FirstOrDefault());

}

[HttpPost("Login")]

public async Task<IActionResult> LoginAsync([FromBody] LoginDTO model)

{

var result = await \_usersUnitOfWork.LoginAsync(model);

if (result.Succeeded)

{

var user = await \_usersUnitOfWork.GetUserAsync(model.Email);

return Ok(BuildToken(user));

}

return BadRequest("Email o contraseña incorrectos.");

}

private TokenDTO BuildToken(User user)

{

var claims = new List<Claim>

{

new Claim(ClaimTypes.Name, user.Email!),

new Claim(ClaimTypes.Role, user.UserType.ToString()),

new Claim("Document", user.Document),

new Claim("FirstName", user.FirstName),

new Claim("LastName", user.LastName),

new Claim("Address", user.Address),

new Claim("Photo", user.Photo ?? string.Empty),

new Claim("CityId", user.CityId.ToString())

};

var key = new SymmetricSecurityKey(Encoding.UTF8.GetBytes(\_configuration["jwtKey"]!));

var credentials = new SigningCredentials(key, SecurityAlgorithms.HmacSha256);

var expiration = DateTime.UtcNow.AddDays(30);

var token = new JwtSecurityToken(

issuer: null,

audience: null,

claims: claims,

expires: expiration,

signingCredentials: credentials);

return new TokenDTO

{

Token = new JwtSecurityTokenHandler().WriteToken(token),

Expiration = expiration

};

}

}

}

1. Luego le colocamos autorización a los 4 controladores **CountriesController**, **StatesController,** **CitiesController** y **CategoriesController**:

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

1. Podemos probar por **POSTMAN** como está funcionando nuestro token, y con <https://jwt.io/> probamos como está quedando nuestro token.
2. Probamos en la interfaz Frontend, y nos debe salir un error porque aun no le mandamos ningún token a nuestra Backend. Hacemos el **commit**.

## Habilitando tokens en swagger

1. Modificamos el **Program** del **Backend**:

builder.Services.AddSwaggerGen(c =>

{

c.SwaggerDoc("v1", new OpenApiInfo { Title = "Orders Backend", Version = "v1" });

c.AddSecurityDefinition("Bearer", new OpenApiSecurityScheme

{

Description = @"JWT Authorization header using the Bearer scheme. <br /> <br />

Enter 'Bearer' [space] and then your token in the text input below.<br /> <br />

Example: 'Bearer 12345abcdef'<br /> <br />",

Name = "Authorization",

In = ParameterLocation.Header,

Type = SecuritySchemeType.ApiKey,

Scheme = "Bearer"

});

c.AddSecurityRequirement(new OpenApiSecurityRequirement()

{

{

new OpenApiSecurityScheme

{

Reference = new OpenApiReference

{

Type = ReferenceType.SecurityScheme,

Id = "Bearer"

},

Scheme = "oauth2",

Name = "Bearer",

In = ParameterLocation.Header,

},

new List<string>()

}

});

});

builder.Services.AddDbContext<DataContext>(x => x.UseSqlServer("name=DockerConnection"));

1. Probamos y hacemos el **commit**.

## Implementando el registro de usuarios, login & logout

1. En el proyecto  **Frontend** Instalamos el paquete: **System.IdentityModel.Tokens.Jwt**.
2. En el proyecto  **Frontend** en la carpeta **Helpers** creamos el **IJSRuntimeExtensionMethods**:

using Microsoft.JSInterop;

namespace Orders. Frontend.Helpers

{

public static class IJSRuntimeExtensionMethods

{

public static ValueTask<object> SetLocalStorage(this IJSRuntime js, string key, string content)

{

return js.InvokeAsync<object>("localStorage.setItem", key, content);

}

public static ValueTask<object> GetLocalStorage(this IJSRuntime js, string key)

{

return js.InvokeAsync<object>("localStorage.getItem", key);

}

public static ValueTask<object> RemoveLocalStorage(this IJSRuntime js, string key)

{

return js.InvokeAsync<object>("localStorage.removeItem", key);

}

}

}

1. En el proyecto  **Frontend** en la carpeta **Services** creamos el **ILoginService**:

namespace Orders. Frontend.Auth

{

public interface ILoginService

{

Task LoginAsync(string token);

Task LogoutAsync();

}

}

1. En el proyecto  **Frontend** en la carpeta **AuthenticationProviders** creamos el **AuthenticationProviderJWT**:

using System.IdentityModel.Tokens.Jwt;

using System.Net.Http.Headers;

using System.Security.Claims;

using Microsoft.AspNetCore.Components.Authorization;

using Microsoft.JSInterop;

using Orders.Frontend.Helpers;

using Orders.Frontend.Services;

namespace Orders.Frontend.AuthenticationProviders

{

public class AuthenticationProviderJWT : AuthenticationStateProvider, ILoginService

{

private readonly IJSRuntime \_jSRuntime;

private readonly HttpClient \_httpClient;

private readonly string \_tokenKey;

private readonly AuthenticationState \_anonimous;

public AuthenticationProviderJWT(IJSRuntime jSRuntime, HttpClient httpClient)

{

\_jSRuntime = jSRuntime;

\_httpClient = httpClient;

\_tokenKey = "TOKEN\_KEY";

\_anonimous = new AuthenticationState(new ClaimsPrincipal(new ClaimsIdentity()));

}

public override async Task<AuthenticationState> GetAuthenticationStateAsync()

{

var token = await \_jSRuntime.GetLocalStorage(\_tokenKey);

if (token is null)

{

return \_anonimous;

}

return BuildAuthenticationState(token.ToString()!);

}

private AuthenticationState BuildAuthenticationState(string token)

{

\_httpClient.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue("bearer", token);

var claims = ParseClaimsFromJWT(token);

return new AuthenticationState(new ClaimsPrincipal(new ClaimsIdentity(claims, "jwt")));

}

private IEnumerable<Claim> ParseClaimsFromJWT(string token)

{

var jwtSecurityTokenHandler = new JwtSecurityTokenHandler();

var unserializedToken = jwtSecurityTokenHandler.ReadJwtToken(token);

return unserializedToken.Claims;

}

public async Task LoginAsync(string token)

{

await \_jSRuntime.SetLocalStorage(\_tokenKey, token);

var authState = BuildAuthenticationState(token);

NotifyAuthenticationStateChanged(Task.FromResult(authState));

}

public async Task LogoutAsync()

{

await \_jSRuntime.RemoveLocalStorage(\_tokenKey);

\_httpClient.DefaultRequestHeaders.Authorization = null;

NotifyAuthenticationStateChanged(Task.FromResult(\_anonimous));

}

}

}

1. Modificamos el **Program** del  **Frontend** para usar nuestro nuevo proveedor de autenticación:

builder.Services.AddSingleton(sp => new HttpClient { BaseAddress = new Uri("https://localhost:7201/") });

builder.Services.AddScoped<IRepository, Repository>();

builder.Services.AddSweetAlert2();

builder.Services.AddAuthorizationCore();

builder.Services.AddScoped<AuthenticationProviderJWT>();

builder.Services.AddScoped<AuthenticationStateProvider, AuthenticationProviderJWT>(x => x.GetRequiredService<AuthenticationProviderJWT>());

builder.Services.AddScoped<ILoginService, AuthenticationProviderJWT>(x => x.GetRequiredService<AuthenticationProviderJWT>());

1. Creamos el componente compartido **AuthLinks**:

<AuthorizeView>

<Authorized>

<span>Hola, @context.User.Identity!.Name</span>

<a href="Logout" class="nav-link btn btn-link">Cerrar Sesión</a>

</Authorized>

<NotAuthorized>

<a href="Register" class="nav-link btn btn-link">Registro</a>

<a href="Login" class="nav-link btn btn-link">Iniciar Sesión</a>

</NotAuthorized>

</AuthorizeView>

1. Llamamos el nuevo componente desde el **MainLayout**:.

@inherits LayoutComponentBase

<div class="page">

<div class="sidebar">

<NavMenu />

</div>

<main>

<div class="top-row px-4">

<AuthLinks/>

<a href="https://docs.microsoft.com/aspnet/" target="\_blank">Acerca de</a>

</div>

<article class="content px-4">

@Body

</article>

</main>

</div>

1. Probamos lo que llevamos.
2. Dentro de **Pages** creamos la carpeta **Auth** y dentro de esta el componente **Register.razor**:

@page "/Register"

<h3>Registrar Nuevo Usuario</h3>

<EditForm Model="userDTO" OnValidSubmit="CreteUserAsync">

<DataAnnotationsValidator />

<div class="row">

<div class="col-6">

<div class="mb-3">

<label>Nombres:</label>

<div>

<InputText class="form-control" @bind-Value="@userDTO.FirstName" />

<ValidationMessage For="@(() => userDTO.FirstName)" />

</div>

</div>

<div class="mb-3">

<label>Apellidos:</label>

<div>

<InputText class="form-control" @bind-Value="@userDTO.LastName" />

<ValidationMessage For="@(() => userDTO.LastName)" />

</div>

</div>

<div class="mb-3">

<label>Documento:</label>

<div>

<InputText class="form-control" @bind-Value="@userDTO.Document" />

<ValidationMessage For="@(() => userDTO.Document)" />

</div>

</div>

<div class="mb-3">

<label>Teléfono:</label>

<div>

<InputText class="form-control" @bind-Value="@userDTO.PhoneNumber" />

<ValidationMessage For="@(() => userDTO.PhoneNumber)" />

</div>

</div>

<div class="mb-3">

<label>Dirección:</label>

<div>

<InputText class="form-control" @bind-Value="@userDTO.Address" />

<ValidationMessage For="@(() => userDTO.Address)" />

</div>

</div>

<div class="mb-3">

<label>Email:</label>

<div>

<InputText class="form-control" @bind-Value="@userDTO.Email" />

<ValidationMessage For="@(() => userDTO.Email)" />

</div>

</div>

</div>

<div class="col-6">

<div class="mb-3">

<label>Ciudad:</label>

<div>

<InputNumber class="form-control" @bind-Value="@userDTO.CityId" />

<ValidationMessage For="@(() => userDTO.CityId)" />

</div>

</div>

<div class="mb-3">

<label>Foto:</label>

<div>

<InputText class="form-control" @bind-Value="@userDTO.Photo" />

<ValidationMessage For="@(() => userDTO.Photo)" />

</div>

</div>

<div class="mb-3">

<label>Contraseña:</label>

<div>

<InputText type="password" class="form-control" @bind-Value="@userDTO.Password" />

<ValidationMessage For="@(() => userDTO.Password)" />

</div>

</div>

<div class="mb-3">

<label>Confirmación de contraseña:</label>

<div>

<InputText type="password" class="form-control" @bind-Value="@userDTO.PasswordConfirm" />

<ValidationMessage For="@(() => userDTO.PasswordConfirm)" />

</div>

</div>

</div>

</div>

<button class="btn btn-primary" type="submit">Registrar</button>

</EditForm>

1. Luego agregamos la clase **Register.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Frontend.Services;

using Orders.Shared.DTOs;

using Orders.Shared.Enums;

namespace Orders.Frontend.Pages.Auth

{

public partial class Register

{

private UserDTO userDTO = new();

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

[Inject] private ILoginService LoginService { get; set; } = null!;

private async Task CreteUserAsync()

{

userDTO.UserName = userDTO.Email;

userDTO.UserType = UserType.User;

var responseHttp = await Repository.PostAsync<UserDTO, TokenDTO>("/api/accounts/CreateUser", userDTO);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

await LoginService.LoginAsync(responseHttp.Response!.Token);

NavigationManager.NavigateTo("/");

}

}

}

1. Probamos.
2. Dentro de **Pages** en la carpeta **Auth** creamos el componente **Login.razor**:

@page "/Login"

<h3>Iniciar Sesión</h3>

<EditForm Model="loginDTO" OnValidSubmit="LoginAsync">

<DataAnnotationsValidator />

<div class="row">

<div class="col-4">

<div class="mb-3">

<label>Email:</label>

<div>

<InputText class="form-control" @bind-Value="@loginDTO.Email" />

<ValidationMessage For="@(() => loginDTO.Email)" />

</div>

</div>

<div class="mb-3">

<label>Contraseña:</label>

<div>

<InputText type="password" class="form-control" @bind-Value="@loginDTO.Password" />

<ValidationMessage For="@(() => loginDTO.Password)" />

</div>

</div>

<button class="btn btn-primary" type="submit">Iniciar Sesión</button>

</div>

</div>

</EditForm>

1. Luego agregamos la clase **Login.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Frontend.Services;

using Orders.Shared.DTOs;

namespace Orders.Frontend.Pages.Auth

{

public partial class Login

{

private LoginDTO loginDTO = new();

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

[Inject] private ILoginService LoginService { get; set; } = null!;

private async Task LoginAsync()

{

var responseHttp = await Repository.PostAsync<LoginDTO, TokenDTO>("/api/accounts/Login", loginDTO);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

await LoginService.LoginAsync(responseHttp.Response!.Token);

NavigationManager.NavigateTo("/");

}

}

}

1. Dentro de **Pages** en la carpeta **Auth** creamos el componente **Logout.razor**:

@page "/logout"

<p>Cerrando sesión...</p>

1. Dentro de **Pages** en la carpeta **Auth** creamos el componente **Logout.razor.cs**:

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Services;

namespace Orders.Frontend.Pages.Auth

{

public partial class Logout

{

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private ILoginService LoginService { get; set; } = null!;

protected override async Task OnInitializedAsync()

{

await LoginService.LogoutAsync();

NavigationManager.NavigateTo("/");

}

}

}

1. Probamos y hacemos el **commit**.

## Mejorando el registro de usuarios con drop-down-lists en cascada

1. Modificamos el **ICountriesRepository**:

Task<IEnumerable<Country>> GetComboAsync();

1. Modificamos el **CountriesRepository**:

public async Task<IEnumerable<Country>> GetComboAsync()

{

return await \_context.Countries

.OrderBy(c => c.Name)

.ToListAsync();

}

1. Modificamos el **ICountriesUnitOfWork**:

Task<IEnumerable<Country>> GetComboAsync();

1. Modificamos el **CountriesUnitOfWork**:

public async Task<IEnumerable<Country>> GetComboAsync() => await \_countriesRepository.GetComboAsync();

1. Modificamos el **IStatesRepository**:

Task<IEnumerable<State>> GetComboAsync(int countryId);

1. Modificamos el **StatesRepository**:

public async Task<IEnumerable<State>> GetComboAsync(int countryId)

{

return await \_context.States

.Where(s => s.CountryId == countryId)

.OrderBy(s => s.Name)

.ToListAsync();

}

1. Modificamos el **IStatesUnitOfWork**:

Task<IEnumerable<State>> GetComboAsync(int countryId);

1. Modificamos el **StatesUnitOfWork**:

public async Task<IEnumerable<State>> GetComboAsync(int countryId) => await \_statesRepository.GetComboAsync(countryId);

1. Modificamos el **ICitiesRepository**:

Task<IEnumerable<City>> GetComboAsync(int stateId);

1. Modificamos el **CitiesRepository**:

public async Task<IEnumerable<City>> GetComboAsync(int stateId)

{

return await \_context.Cities

.Where(c => c.StateId == stateId)

.OrderBy(c => c.Name)

.ToListAsync();

}

1. Modificamos el **ICitiesUnitOfWork**:

Task<IEnumerable<City>> GetComboAsync(int stateId);

1. Modificamos el **CitiesUnitOfWork**:

public async Task<IEnumerable<City>> GetComboAsync(int stateId) => await \_citiesRepository.GetComboAsync(stateId);

1. Modificamos el **ICategoriesRepository**:

Task<IEnumerable<Category>> GetComboAsync();

1. Modificamos el **CategoriesRepository**:

public async Task<IEnumerable<Category>> GetComboAsync()

{

return await \_context.Categories

.OrderBy(c => c.Name)

.ToListAsync();

}

1. Modificamos el **ICategoriesUnitOfWork**:

Task<IEnumerable<Category>> GetComboAsync();

1. Modificamos el **CategoriesUnitOfWork**:

public async Task<IEnumerable<Category>> GetComboAsync() => await \_categoriesRepository.GetComboAsync();

1. Modificamos el **CountriesController**:

[AllowAnonymous]

[HttpGet("combo")]

public async Task<IActionResult> GetComboAsync()

{

return Ok(await \_countriesUnitOfWork.GetComboAsync());

}

1. Modificamos el **StatesController**:

[AllowAnonymous]

[HttpGet("combo/{countryId:int}")]

public async Task<IActionResult> GetComboAsync(int countryId)

{

return Ok(await \_statesUnitOfWork.GetComboAsync(countryId));

}

1. Modificamos el **CitiesController**:

[AllowAnonymous]

[HttpGet("combo/{stateId:int}")]

public async Task<IActionResult> GetComboAsync(int stateId)

{

return Ok(await \_citiesUnitOfWork.GetComboAsync(stateId));

}

1. Modificamos el **CategoriesController**:

[AllowAnonymous]

[HttpGet("combo")]

public async Task<IActionResult> GetComboAsync()

{

return Ok(await \_categoriesUnitOfWork.GetComboAsync());

}

1. Modificamos el **Register.razor.cs**:

…

private UserDTO userDTO = new();

private List<Country>? countries;

private List<State>? states;

private List<City>? cities;

private bool loading;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

[Inject] private ILoginService LoginService { get; set; } = null!;

protected override async Task OnInitializedAsync()

{

await LoadCountriesAsync();

}

private async Task CountryChangedAsync(ChangeEventArgs e)

{

var selectedCountry = Convert.ToInt32(e.Value!);

states = null;

cities = null;

userDTO.CityId = 0;

await LoadStatesAsyn(selectedCountry);

}

private async Task StateChangedAsync(ChangeEventArgs e)

{

var selectedState = Convert.ToInt32(e.Value!);

cities = null;

userDTO.CityId = 0;

await LoadCitiesAsyn(selectedState);

}

private async Task LoadCountriesAsync()

{

var responseHttp = await Repository.GetAsync<List<Country>>("/api/countries/combo");

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

countries = responseHttp.Response;

}

private async Task LoadStatesAsyn(int countryId)

{

var responseHttp = await Repository.GetAsync<List<State>>($"/api/states/combo/{countryId}");

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

states = responseHttp.Response;

}

private async Task LoadCitiesAsyn(int stateId)

{

var responseHttp = await Repository.GetAsync<List<City>>($"/api/cities/combo/{stateId}");

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

cities = responseHttp.Response;

}

private async Task CreteUserAsync()

{

userDTO.UserName = userDTO.Email;

userDTO.UserType = UserType.User;

loading = true;

var responseHttp = await Repository.PostAsync<UserDTO, TokenDTO>("/api/accounts/CreateUser", userDTO);

loading = false;

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

await LoginService.LoginAsync(responseHttp.Response!.Token);

NavigationManager.NavigateTo("/");

}

…

1. Modificamos el **Register.razor**:

…

<h3>Registrar Nuevo Usuario</h3>

@if (loading)

{

<Loading />

}

else

{

<EditForm Model="userDTO" OnValidSubmit="CreteUserAsync">

…

<div class="col-6">

<div class="mb-3">

<label>País:</label>

<div>

<select class="form-select" @onchange="CountryChangedAsync">

<option value="0">-- Seleccione un país --</option>

@if (countries is not null)

{

@foreach (var country in countries)

{

<option value="@country.Id">@country.Name</option>

}

}

</select>

</div>

</div>

<div class="mb-3">

<label>Estado/Departamento:</label>

<div>

<select class="form-select" @onchange="StateChangedAsync">

<option value="0">-- Seleccione un estado/departamento --</option>

@if (states is not null)

{

@foreach (var state in states)

{

<option value="@state.Id">@state.Name</option>

}

}

</select>

</div>

</div>

<div class="mb-3">

<label>Ciudad:</label>

<div>

<select class="form-select" @bind="userDTO.CityId">

<option value="0">-- Seleccione una ciudad --</option>

@if (cities is not null)

{

@foreach (var city in cities)

{

<option value="@city.Id">@city.Name</option>

}

}

</select>

<ValidationMessage For="@(() => userDTO.CityId)" />

</div>

</div>

<div class="mb-3">

<label>Foto:</label>

…

</EditForm>

}

1. Probamos y hacemos el **commit**.

## Mejorando un poco la interfaz de usuario

1. Luego modificamos nuestro **CountriesIndex.razor**:

@page "/countries"

<div class="card">

<div class="card-header">

<span>

<i class="oi oi-globe"></i> Países

<a class="btn btn-sm btn-primary float-end" href="/countries/create"><i class="oi oi-plus"></i> Adicionar País</a>

</span>

</div>

<div class="card-body">

<div class="mb-2" style="display: flex; flex-wrap:wrap; align-items: center;">

<div>

<input style="width: 400px;" type="text" class="form-control" id="titulo" placeholder="Buscar país..." @bind-value="Filter" />

</div>

<div class="mx-1">

<button type="button" class="btn btn-outline-primary" @onclick="ApplyFilterAsync"><i class="oi oi-layers" /> Filtrar</button>

<button type="button" class="btn btn-outline-danger" @onclick="CleanFilterAsync"><i class="oi oi-ban" /> Limpiar</button>

</div>

</div>

<Pagination CurrentPage="currentPage"

TotalPages="totalPages"

SelectedPage="SelectedPageAsync" />

<GenericList MyList="Countries">

<Body>

<table class="table table-striped">

<thead>

<tr>

<th>País</th>

<th style="width:210px">Departamentos / Estados</th>

<th style="width:168px"></th>

</tr>

</thead>

<tbody>

@foreach (var country in Countries!)

{

<tr>

<td><a href="/countries/details/@country.Id"> @country.Name</a></td>

<td>@country.StatesNumber</td>

<td>

<a href="/countries/edit/@country.Id" class="btn btn-warning btn-sm"><i class="oi oi-pencil" /> Editar</a>

<button class="btn btn-danger btn-sm" @onclick=@(() => DeleteAsync(country))><i class="oi oi-trash" /> Borrar</button>

</td>

</tr>

}

</tbody>

</table>

</Body>

</GenericList>

</div>

</div>

1. Luego modificamos nuestro **CountryDetails**:

@page "/countries/details/{CountryId:int}"

@if (country is null)

{

<Loading />

}

else

{

<div class="card">

<div class="card-header">

<span>

<i class="oi oi-globe"></i> @country.Name

<a class="btn btn-sm btn-primary float-end mx-1" href="/states/create/@country.Id"><i class="oi oi-plus"></i> Adicionar Estado/Departamento</a>

<a class="btn btn-sm btn-success float-end" href="/countries"><i class="oi oi-arrow-thick-left" /> Regresar</a>

</span>

</div>

<div class="card-body">

<div class="mb-2" style="display: flex; flex-wrap:wrap; align-items: center;">

<div>

<input style="width: 400px;" type="text" class="form-control" id="titulo" placeholder="Buscar estado/departamento..." @bind-value="Filter" />

</div>

<div class="mx-1">

<button type="button" class="btn btn-outline-primary" @onclick="ApplyFilterAsync"><i class="oi oi-layers" /> Filtrar</button>

<button type="button" class="btn btn-outline-danger" @onclick="CleanFilterAsync"><i class="oi oi-ban" /> Limpiar</button>

</div>

</div>

<Pagination CurrentPage="currentPage"

TotalPages="totalPages"

SelectedPage="SelectedPageAsync" />

<GenericList MyList="states!">

<Body>

<table class="table table-striped">

<thead>

<tr>

<th>Estado / Departamento</th>

<th style="width:90px">Ciudades</th>

<th style="width:168px"></th>

</tr>

</thead>

<tbody>

@foreach (var state in states!)

{

<tr>

<td><a href="/states/details/@state.Id">@state.Name</a></td>

<td>@state.CitiesNumber</td>

<td>

<a class="btn btn-warning btn-sm" href="/states/edit/@state.Id"><i class="oi oi-pencil" /> Editar</a>

<button class="btn btn-danger btn-sm" @onclick=@(() => DeleteAsync(state))><i class="oi oi-trash" /> Borrar</button>

</td>

</tr>

}

</tbody>

</table>

</Body>

</GenericList>

</div>

</div>

}

1. Luego modificamos nuestro **StateDetails**:

@page "/states/details/{StateId:int}"

@if (state is null)

{

<Loading />

}

else

{

<div class="card">

<div class="card-header">

<span>

<i class="oi oi-globe"></i> @state.Name

<a class="btn btn-sm btn-primary float-end mx-1" href="/cities/create/@StateId"><i class="oi oi-plus"></i> Adicionar Ciudad</a>

<a class="btn btn-sm btn-success float-end" href="/countries/details/@state.CountryId"><i class="oi oi-arrow-thick-left" /> Regresar</a>

</span>

</div>

<div class="card-body">

<div class="mb-2" style="display: flex; flex-wrap:wrap; align-items: center;">

<div>

<input style="width: 400px;" type="text" class="form-control" id="titulo" placeholder="Buscar ciudad..." @bind-value="Filter" />

</div>

<div class="mx-1">

<button type="button" class="btn btn-outline-primary" @onclick="ApplyFilterAsync"><i class="oi oi-layers" /> Filtrar</button>

<button type="button" class="btn btn-outline-danger" @onclick="CleanFilterAsync"><i class="oi oi-ban" /> Limpiar</button>

</div>

</div>

<Pagination CurrentPage="currentPage"

TotalPages="totalPages"

SelectedPage="SelectedPageAsync" />

<GenericList MyList="cities!">

<Body>

<table class="table table-striped">

<thead>

<tr>

<th>Ciudad</th>

<th style="width:168px"></th>

</tr>

</thead>

<tbody>

@foreach (var city in cities!)

{

<tr>

<td>@city.Name</td>

<td>

<a class="btn btn-warning btn-sm" href="/cities/edit/@city.Id"><i class="oi oi-pencil" /> Editar</a>

<button class="btn btn-danger btn-sm" @onclick=@(() => DeleteAsync(city))><i class="oi oi-trash" /> Borrar</button>

</td>

</tr>

}

</tbody>

</table>

</Body>

</GenericList>

</div>

</div>

}

1. Luego modificamos nuestro **CategoriesIndex**:

@page "/categories"

<div class="card">

<div class="card-header">

<span>

<i class="oi oi-list"></i> Categorias

<a class="btn btn-sm btn-primary float-end" href="/categories/create"><i class="oi oi-plus"></i> Adicionar Categoría</a>

</span>

</div>

<div class="card-body">

<div class="mb-2" style="display: flex; flex-wrap:wrap; align-items: center;">

<div>

<input style="width: 400px;" type="text" class="form-control" id="titulo" placeholder="Buscar categoría..." @bind-value="Filter" />

</div>

<div class="mx-1">

<button type="button" class="btn btn-outline-primary" @onclick="ApplyFilterAsync"><i class="oi oi-layers" /> Filtrar</button>

<button type="button" class="btn btn-outline-danger" @onclick="CleanFilterAsync"><i class="oi oi-ban" /> Limpiar</button>

</div>

</div>

<Pagination CurrentPage="currentPage"

TotalPages="totalPages"

SelectedPage="SelectedPageAsync" />

<GenericList MyList="Categories">

<Body>

<table class="table table-striped">

<thead>

<tr>

<th>Categoría</th>

<th style="width:168px"></th>

</tr>

</thead>

<tbody>

@foreach (var category in Categories!)

{

<tr>

<td>@category.Name</td>

<td>

<a href="/categories/edit/@category.Id" class="btn btn-warning btn-sm"><i class="oi oi-pencil" /> Editar</a>

<button class="btn btn-danger btn-sm" @onclick=@(() => DeleteAsync(category))><i class="oi oi-trash" /> Borrar</button>

</td>

</tr>

}

</tbody>

</table>

</Body>

</GenericList>

</div>

</div>

1. Si quieres una lista de íconos que puedes usar te dejo este link: <https://kordamp.org/ikonli/cheat-sheet-openiconic.html>
2. Este es un ejemplo de como puede quedar la página de **Register**:

@page "/Register"

@if (loading)

{

<Loading />

}

else

{

<EditForm Model="userDTO" OnValidSubmit="CreteUserAsync">

<DataAnnotationsValidator />

<div class="card">

<div class="card-header">

<span>

<i class="oi oi-person" /> Registrar Nuevo Usuario

<button class="btn btn-sm btn-primary float-end" type="submit"><i class="oi oi-check" /> Registrar</button>

</span>

</div>

<div class="card-body">

<div class="row">

…

</div>

</div>

</div>

</EditForm>

}

1. Y este es un ejemplo de como puede quedar la página de **Login**:

@page "/Login"

<div class="row mt-5">

<div class="col-md-4 offset-md-4">

<EditForm Model="loginDTO" OnValidSubmit="LoginAsync">

<DataAnnotationsValidator />

<div class="card bg-light">

<div class="card-header justify-content-center">

<span>

<i class="oi oi-account-login" /> Iniciar Sesión

<button class="btn btn-sm btn-primary float-end" type="submit"><i class="oi oi-check" /> Iniciar Sesión</button>

</span>

</div>

<div class="card-body">

<div class="mb-3">

<label>Email:</label>

<div>

<InputText class="form-control" @bind-Value="@loginDTO.Email" />

<ValidationMessage For="@(() => loginDTO.Email)" />

</div>

</div>

<div class="mb-3">

<label>Contraseña:</label>

<div>

<InputText type="password" class="form-control" @bind-Value="@loginDTO.Password" />

<ValidationMessage For="@(() => loginDTO.Password)" />

</div>

</div>

</div>

</div>

</EditForm>

</div>

</div>

1. Hacemos el **commit**.

## Almacenando la foto del usuario

1. Creamos el componente genérico **InputImg.razor**:

<div>

<label>@Label</label>

<div>

<InputFile OnChange="OnChange" accept=".jpg,.jpeg,.png" />

</div>

</div>

<div>

@if (imageBase64 is not null)

{

<div>

<div style="margin: 10px">

<img src="data:image/jpeg;base64, @imageBase64" style="width:400px" />

</div>

</div>

}

@if (ImageURL is not null)

{

<div>

<div style="margin: 10px">

<img src="@ImageURL" style="width:400px" />

</div>

</div>

}

</div>

1. Creamos el componente genérico **InputImg.razor.cs**:

using Microsoft.AspNetCore.Components;

using Microsoft.AspNetCore.Components.Forms;

namespace Orders.Frontend.Shared

{

public partial class InputImg

{

private string? imageBase64;

[Parameter] public string Label { get; set; } = "Imagen";

[Parameter] public string? ImageURL { get; set; }

[Parameter] public EventCallback<string> ImageSelected { get; set; }

private async Task OnChange(InputFileChangeEventArgs e)

{

var imagenes = e.GetMultipleFiles();

foreach (var imagen in imagenes)

{

var arrBytes = new byte[imagen.Size];

await imagen.OpenReadStream().ReadAsync(arrBytes);

imageBase64 = Convert.ToBase64String(arrBytes);

ImageURL = null;

await ImageSelected.InvokeAsync(imageBase64);

StateHasChanged();

}

}

}

}

1. Modificamos la clase de **Register.razor.cs**:

…

private UserDTO userDTO = new();

private List<Country>? countries;

private List<State>? states;

private List<City>? cities;

private bool loading;

private string? imageUrl;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

[Inject] private ILoginService LoginService { get; set; } = null!;

protected override async Task OnInitializedAsync()

{

await LoadCountriesAsync();

}

private void ImageSelected(string imagenBase64)

{

userDTO.Photo = imagenBase64;

imageUrl = null;

}

…

1. Modificamos la página de **Register.razor**:

…

</div>

<div class="mb-3">

<InputImg Label="Foto" ImageSelected="ImageSelected" ImageURL="@imageUrl" />

</div>

</div>

</div>

</div>

</div>

</EditForm>

}

1. Probamos lo que llevamos hasta el momento.
2. Ahora vamos a crear el **blob** en **Azure**:
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1. Y luego creamos los contenedores para **users** y **products**:
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1. Luego que termine copiamos el connection string que necesitamos para acceder a nuestro blob storage:
2. Agregamos ese connection string en el **appsettings** de nuestro proyecto **Backend**:

"ConnectionStrings": {

"DockerConnection": "Data Source=.;Initial Catalog=Orders;User ID={Your user};Password={Your password};Connect Timeout=30;Encrypt=False;TrustServerCertificate=False;ApplicationIntent=ReadWrite;MultiSubnetFailover=False",

"LocalConnection": "Server=(localdb)\\MSSQLLocalDB;Database=Orders2023;Trusted\_Connection=True;MultipleActiveResultSets=true",

"AzureStorage": "{Your azure connection string}"

},

1. En el proyecto **Backend** en la carpeta **Helpers** creamos la interfaz **IFileStorage**:

namespace Orders.Backend.Helpers

{

public interface IFileStorage

{

Task<string> SaveFileAsync(byte[] content, string extention, string containerName);

Task RemoveFileAsync(string path, string containerName);

async Task<string> EditFileAsync(byte[] content, string extention, string containerName, string path)

{

if (path is not null)

{

await RemoveFileAsync(path, containerName);

}

return await SaveFileAsync(content, extention, containerName);

}

}

}

1. En la misma carpeta creamos la implementation **FileStorage**:

using Azure.Storage.Blobs;

using Azure.Storage.Blobs.Models;

namespace Orders.Backend.Helpers

{

public class FileStorage : IFileStorage

{

private readonly string \_connectionString;

public FileStorage(IConfiguration configuration)

{

\_connectionString = configuration.GetConnectionString("AzureStorage")!;

}

public async Task RemoveFileAsync(string path, string containerName)

{

var client = new BlobContainerClient(\_connectionString, containerName);

await client.CreateIfNotExistsAsync();

var fileName = Path.GetFileName(path);

var blob = client.GetBlobClient(fileName);

await blob.DeleteIfExistsAsync();

}

public async Task<string> SaveFileAsync(byte[] content, string extention, string containerName)

{

var client = new BlobContainerClient(\_connectionString, containerName);

await client.CreateIfNotExistsAsync();

client.SetAccessPolicy(PublicAccessType.Blob);

var fileName = $"{Guid.NewGuid()}{extention}";

var blob = client.GetBlobClient(fileName);

using (var ms = new MemoryStream(content))

{

await blob.UploadAsync(ms);

}

return blob.Uri.ToString();

}

}

}

1. Configuramos la nueva inyección en el **Program** del **Backend**:

builder.Services.AddScoped<IFileStorage, FileStorage>();

1. Modificamos el **AccountsController**:

[ApiController]

[Route("/api/accounts")]

public class AccountsController : ControllerBase

{

private readonly IUserHelper \_userHelper;

private readonly IConfiguration \_configuration;

private readonly IFileStorage \_fileStorage;

private readonly string \_container;

public AccountsController(IUserHelper userHelper, IConfiguration configuration, IFileStorage fileStorage)

{

\_userHelper = userHelper;

\_configuration = configuration;

\_fileStorage = fileStorage;

\_container = "users";

}

[HttpPost("CreateUser")]

public async Task<IActionResult> CreateUser([FromBody] UserDTO model)

{

User user = model;

if(!string.IsNullOrEmpty(model.Photo))

{

var photoUser = Convert.FromBase64String(model.Photo);

model.Photo = await \_fileStorage.SaveFileAsync(photoUser, ".jpg", \_container);

}

var result = await \_usersUnitOfWork.AddUserAsync(user, model.Password);

if (result.Succeeded)

{

await \_usersUnitOfWork.AddUserToRoleAsync(user, user.UserType.ToString());

return Ok(BuildToken(user));

}

return BadRequest(result.Errors.FirstOrDefault());

}

1. Adicionamos el **AuthLinks.razor.cs**:

using Microsoft.AspNetCore.Components;

using Microsoft.AspNetCore.Components.Authorization;

namespace Orders.Frontend.Shared

{

public partial class AuthLinks

{

private string? photoUser;

[CascadingParameter]

private Task<AuthenticationState> AuthenticationStateTask { get; set; } = null!;

protected override async Task OnParametersSetAsync()

{

var authenticationState = await AuthenticationStateTask;

var claims = authenticationState.User.Claims.ToList();

var photoClaim = claims.FirstOrDefault(x => x.Type == "Photo");

if (photoClaim is not null)

{

photoUser = photoClaim.Value;

}

}

}

}

1. Modificamos el **AuthLinks.razor**:

<AuthorizeView>

<Authorized>

<span>Hola, @context.User.Identity!.Name</span>

@if (!string.IsNullOrEmpty(photoUser))

{

<div class="mx-2">

<img src="@photoUser" width="50" height="50" style="border-radius:50%" />

</div>

}

<a href="Logout" class="nav-link btn btn-link">Cerrar Sesión</a>

</Authorized>

<NotAuthorized>

<a href="Register" class="nav-link btn btn-link">Registro</a>

<a href="Login" class="nav-link btn btn-link">Iniciar Sesión</a>

</NotAuthorized>

</AuthorizeView>

1. Probamos y hacemos el **commit**.

## Editando el usuario

1. Modificamos el **IUsersRepository**:

Task<User> GetUserAsync(Guid userId);

Task<IdentityResult> ChangePasswordAsync(User user, string currentPassword, string newPassword);

Task<IdentityResult> UpdateUserAsync(User user);

1. Modificamos el **UsersRepository**:

public async Task<User> GetUserAsync(Guid userId)

{

var user = await \_context.Users

.Include(u => u.City!)

.ThenInclude(c => c.State!)

.ThenInclude(s => s.Country)

.FirstOrDefaultAsync(x => x.Id == userId.ToString());

return user!;

}

public async Task<IdentityResult> ChangePasswordAsync(User user, string currentPassword, string newPassword)

{

return await \_userManager.ChangePasswordAsync(user, currentPassword, newPassword);

}

public async Task<IdentityResult> UpdateUserAsync(User user)

{

return await \_userManager.UpdateAsync(user);

}

1. Modificamos el **IUsersUnitOfWork**:

Task<User> GetUserAsync(Guid userId);

Task<IdentityResult> ChangePasswordAsync(User user, string currentPassword, string newPassword);

Task<IdentityResult> UpdateUserAsync(User user);

1. Modificamos el **UsersUnitOfWork**:

public async Task<User> GetUserAsync(Guid userId) => await \_usersRepository.GetUserAsync(userId);

public async Task<IdentityResult> ChangePasswordAsync(User user, string currentPassword, string newPassword) => await \_usersRepository.ChangePasswordAsync(user, currentPassword, newPassword);

public async Task<IdentityResult> UpdateUserAsync(User user) => await \_usersRepository.UpdateUserAsync(user);

1. Creamos estos métodos en el **AccountsController**:

[HttpPut]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

public async Task<IActionResult> PutAsync(User user)

{

try

{

var currentUser = await \_usersUnitOfWork.GetUserAsync(User.Identity!.Name!);

if (currentUser == null)

{

return NotFound();

}

if (!string.IsNullOrEmpty(user.Photo))

{

var photoUser = Convert.FromBase64String(user.Photo);

user.Photo = await \_fileStorage.SaveFileAsync(photoUser, ".jpg", \_container);

}

currentUser.Document = user.Document;

currentUser.FirstName = user.FirstName;

currentUser.LastName = user.LastName;

currentUser.Address = user.Address;

currentUser.PhoneNumber = user.PhoneNumber;

currentUser.Photo = !string.IsNullOrEmpty(user.Photo) && user.Photo != currentUser.Photo ? user.Photo : currentUser.Photo;

currentUser.CityId = user.CityId;

var result = await \_usersUnitOfWork.UpdateUserAsync(currentUser);

if (result.Succeeded)

{

return NoContent();

}

return BadRequest(result.Errors.FirstOrDefault());

}

catch (Exception ex)

{

return BadRequest(ex.Message);

}

}

[HttpGet]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

public async Task<IActionResult> GetAsync()

{

return Ok(await \_usersUnitOfWork.GetUserAsync(User.Identity!.Name!));

}

1. Modificamos el **AuthLinks**:

<Authorized>

<span class="d-flex align-items-center">Hola, <a href="EditUser" class="nav-link btn btn-link">@context.User.Identity!.Name</a></span>

@if (!string.IsNullOrEmpty(photoUser))

{

<div class="mx-2">

<img src="@photoUser" width="50" height="50" style="border-radius:50%" />

</div>

}

<a href="Logout" class="nav-link btn btn-link">Cerrar Sesión</a>

</Authorized>

1. Creamos el **EditUser.razor**:

@page "/EditUser"

@if (user is null)

{

<Loading />

}

else

{

<EditForm Model="user" OnValidSubmit="SaveUserAsync">

<DataAnnotationsValidator />

<div class="card">

<div class="card-header">

<span>

<i class="oi oi-person" /> Editar Usuario

<a class="btn btn-sm btn-secondary float-end" href="/changePassword"><i class="oi oi-key" /> Cambiar Contraseña</a>

<button class="btn btn-sm btn-primary float-end mx-2" type="submit"><i class="oi oi-check" /> Guardar Cambios</button>

</span>

</div>

<div class="card-body">

<div class="row">

<div class="col-6">

<div class="mb-3">

<label>Nombres:</label>

<div>

<InputText class="form-control" @bind-Value="@user.FirstName" />

<ValidationMessage For="@(() => user.FirstName)" />

</div>

</div>

<div class="mb-3">

<label>Apellidos:</label>

<div>

<InputText class="form-control" @bind-Value="@user.LastName" />

<ValidationMessage For="@(() => user.LastName)" />

</div>

</div>

<div class="mb-3">

<label>Documento:</label>

<div>

<InputText class="form-control" @bind-Value="@user.Document" />

<ValidationMessage For="@(() => user.Document)" />

</div>

</div>

<div class="mb-3">

<label>Teléfono:</label>

<div>

<InputText class="form-control" @bind-Value="@user.PhoneNumber" />

<ValidationMessage For="@(() => user.PhoneNumber)" />

</div>

</div>

<div class="mb-3">

<label>Dirección:</label>

<div>

<InputText class="form-control" @bind-Value="@user.Address" />

<ValidationMessage For="@(() => user.Address)" />

</div>

</div>

</div>

<div class="col-6">

<div class="mb-3">

<label>País:</label>

<div>

<select class="form-select" @onchange="CountryChangedAsync">

<option value="0">-- Seleccione un país --</option>

@if (countries is not null)

{

@foreach (var country in countries)

{

<option value="@country.Id" selected="@(country.Id == user.City!.State!.Country!.Id)">@country.Name</option>

}

}

</select>

</div>

</div>

<div class="mb-3">

<label>Estado/Departamento:</label>

<div>

<select class="form-select" @onchange="StateChangedAsync">

<option value="0">-- Seleccione un estado/departamento --</option>

@if (states is not null)

{

@foreach (var state in states)

{

<option value="@state.Id" selected="@(state.Id == user.City!.State!.Id)">@state.Name</option>

}

}

</select>

</div>

</div>

<div class="mb-3">

<label>Ciudad:</label>

<div>

<select class="form-select" @bind="user.CityId">

<option value="0">-- Seleccione una ciudad --</option>

@if (cities is not null)

{

@foreach (var city in cities)

{

<option value="@city.Id" selected="@(city.Id == user.City!.Id)">@city.Name</option>

}

}

</select>

<ValidationMessage For="@(() => user.CityId)" />

</div>

</div>

<div class="mb-3">

<InputImg Label="Foto" ImageSelected="ImageSelected" ImageURL="@imageUrl" />

</div>

</div>

</div>

</div>

</div>

</EditForm>

}

1. Creamos el **EditUser.razor.cs**:

using System.Net;

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Frontend.Services;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Auth

{

public partial class EditUser

{

private User? user;

private List<Country>? countries;

private List<State>? states;

private List<City>? cities;

private string? imageUrl;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

[Inject] private ILoginService LoginService { get; set; } = null!;

protected override async Task OnInitializedAsync()

{

await LoadUserAsyc();

await LoadCountriesAsync();

await LoadStatesAsyn(user!.City!.State!.Country!.Id);

await LoadCitiesAsyn(user!.City!.State!.Id);

if (!string.IsNullOrEmpty(user!.Photo))

{

imageUrl = user.Photo;

user.Photo = null;

}

}

private async Task LoadUserAsyc()

{

var responseHttp = await Repository.GetAsync<User>($"/api/accounts");

if (responseHttp.Error)

{

if (responseHttp.HttpResponseMessage.StatusCode == HttpStatusCode.NotFound)

{

NavigationManager.NavigateTo("/");

return;

}

var messageError = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", messageError, SweetAlertIcon.Error);

return;

}

user = responseHttp.Response;

}

private void ImageSelected(string imagenBase64)

{

user!.Photo = imagenBase64;

imageUrl = null;

}

private async Task CountryChangedAsync(ChangeEventArgs e)

{

var selectedCountry = Convert.ToInt32(e.Value!);

states = null;

cities = null;

user!.CityId = 0;

await LoadStatesAsyn(selectedCountry);

}

private async Task StateChangedAsync(ChangeEventArgs e)

{

var selectedState = Convert.ToInt32(e.Value!);

cities = null;

user!.CityId = 0;

await LoadCitiesAsyn(selectedState);

}

private async Task LoadCountriesAsync()

{

var responseHttp = await Repository.GetAsync<List<Country>>("/api/countries/combo");

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

countries = responseHttp.Response;

}

private async Task LoadStatesAsyn(int countryId)

{

var responseHttp = await Repository.GetAsync<List<State>>($"/api/states/combo/{countryId}");

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

states = responseHttp.Response;

}

private async Task LoadCitiesAsyn(int stateId)

{

var responseHttp = await Repository.GetAsync<List<City>>($"/api/cities/combo/{stateId}");

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

cities = responseHttp.Response;

}

private async Task SaveUserAsync()

{

var responseHttp = await Repository.PutAsync<User>("/api/accounts", user!);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

NavigationManager.NavigateTo("/");

}

}

}

1. Probamos y hacemos el **commit**.

## Cambiando password del usuario

1. Dentro de **Orders.Shared.DTOs** creamos el **ChangePasswordDTO**:

using System.ComponentModel.DataAnnotations;

namespace Orders.Shared.DTOs

{

public class ChangePasswordDTO

{

[DataType(DataType.Password)]

[Display(Name = "Contraseña actual")]

[StringLength(20, MinimumLength = 6, ErrorMessage = "El campo {0} debe tener entre {2} y {1} carácteres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string CurrentPassword { get; set; } = null!;

[DataType(DataType.Password)]

[Display(Name = "Nueva contraseña")]

[StringLength(20, MinimumLength = 6, ErrorMessage = "El campo {0} debe tener entre {2} y {1} carácteres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string NewPassword { get; set; } = null!;

[Compare("NewPassword", ErrorMessage = "La nueva contraseña y la confirmación no son iguales.")]

[DataType(DataType.Password)]

[Display(Name = "Confirmación nueva contraseña")]

[StringLength(20, MinimumLength = 6, ErrorMessage = "El campo {0} debe tener entre {2} y {1} carácteres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string Confirm { get; set; } = null!;

}

}

1. En **Orders.Backend.Controllers** en el controlador **AccountsController** adicionamos este método:

[HttpPost("changePassword")]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

public async Task<IActionResult> ChangePasswordAsync(ChangePasswordDTO model)

{

if (!ModelState.IsValid)

{

return BadRequest(ModelState);

}

var user = await \_usersUnitOfWork.GetUserAsync(User.Identity!.Name!);

if (user == null)

{

return NotFound();

}

var result = await \_usersUnitOfWork.ChangePasswordAsync(user, model.CurrentPassword, model.NewPassword);

if (!result.Succeeded)

{

return BadRequest(result.Errors.FirstOrDefault()!.Description);

}

return NoContent();

}

1. Dentro de **Orders. Frontend.Pages** creamos el **ChangePassword.razor**:

@page "/changePassword"

@if (loading)

{

<Loading />

}

<div class="row">

<div class="col-6">

<EditForm Model="changePasswordDTO" OnValidSubmit="ChangePasswordAsync">

<DataAnnotationsValidator />

<div class="card">

<div class="card-header">

<span>

<i class="oi oi-key" /> Cambiar Contraseña

<a class="btn btn-sm btn-success float-end" href="/editUser"><i class="oi oi-arrow-thick-left" /> Regresar</a>

<button class="btn btn-sm btn-primary float-end mx-2" type="submit"><i class="oi oi-check" /> Guardar Cambios</button>

</span>

</div>

<div class="card-body">

<div class="mb-3">

<label>Contraseña actual:</label>

<div>

<InputText type="password" class="form-control" @bind-Value="@changePasswordDTO.CurrentPassword" />

<ValidationMessage For="@(() => changePasswordDTO.CurrentPassword)" />

</div>

</div>

<div class="mb-3">

<label>Nueva contraseña:</label>

<div>

<InputText type="password" class="form-control" @bind-Value="@changePasswordDTO.NewPassword" />

<ValidationMessage For="@(() => changePasswordDTO.CurrentPassword)" />

</div>

</div>

<div class="mb-3">

<label>Confirmación de nueva contraseña:</label>

<div>

<InputText type="password" class="form-control" @bind-Value="@changePasswordDTO.Confirm" />

<ValidationMessage For="@(() => changePasswordDTO.Confirm)" />

</div>

</div>

</div>

</div>

</EditForm>

</div>

</div>

1. Luego adicionamos la clase **ChangePassword.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.DTOs;

namespace Orders.Frontend.Pages.Auth

{

public partial class ChangePassword

{

private ChangePasswordDTO changePasswordDTO = new();

private bool loading;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

private async Task ChangePasswordAsync()

{

loading = true;

var responseHttp = await Repository.PostAsync("/api/accounts/changePassword", changePasswordDTO);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

loading = false;

return;

}

loading = false;

NavigationManager.NavigateTo("/editUser");

var toast = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Contraseña cambiada con éxito.");

}

}

}

1. Probamos y hacemos el **commit**.

## Confirmar el registro de usuarios

1. Cambiamos la configuración de usuarios en el **Program** del **Backend**:

builder.Services.AddIdentity<User, IdentityRole>(x =>

{

x.Tokens.AuthenticatorTokenProvider = TokenOptions.DefaultAuthenticatorProvider;

x.SignIn.RequireConfirmedEmail = true;

x.User.RequireUniqueEmail = true;

x.Password.RequireDigit = false;

x.Password.RequiredUniqueChars = 0;

x.Password.RequireLowercase = false;

x.Password.RequireNonAlphanumeric = false;

x.Password.RequireUppercase = false;

x.Lockout.DefaultLockoutTimeSpan = TimeSpan.FromMinutes(5);

x.Lockout.MaxFailedAccessAttempts = 3;

x.Lockout.AllowedForNewUsers = true;

})

.AddEntityFrameworkStores<DataContext>()

.AddDefaultTokenProviders();

1. Verificamos que la cuenta de Gmail con la que vamos a mandar los correos tenga lo siguiente:

![](data:image/png;base64,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)

1. Adicionamos estos parámetros a la configuración del **Backend**:

"Mail": {

"From": "onsalezulu@gmail.com",

"Name": "Soporte Orders",

"Smtp": "smtp.gmail.com",

"Port": 587,

"Password": "{Your password}"

},

"Url Frontend": "localhost:7175"

**Nota**: reemplazar el 7175 por el puerto donde sale tu App Frontend, y reemplazar el password por el generado de tu cuenta.

1. Adicionamos el nuget “**Mailkit**” al proyecto **Backend**:
2. En los **Helpers** del **Backend** adicionamos la interzar **IMailHelper**:

using Orders.Shared.Responses;

namespace Orders.Backend.Helpers

{

public interface IMailHelper

{

ActionResponse<string> SendMail(string toName, string toEmail, string subject, string body);

}

}

1. Luego agregamos la implementation **MailHelper**:

using MailKit.Net.Smtp;

using MimeKit;

using Orders.Shared.Responses;

namespace Orders.Backend.Helpers

{

public class MailHelper : IMailHelper

{

private readonly IConfiguration \_configuration;

public MailHelper(IConfiguration configuration)

{

\_configuration = configuration;

}

public ActionResponse<string> SendMail(string toName, string toEmail, string subject, string body)

{

try

{

var from = \_configuration["Mail:From"];

var name = \_configuration["Mail:Name"];

var smtp = \_configuration["Mail:Smtp"];

var port = \_configuration["Mail:Port"];

var password = \_configuration["Mail:Password"];

var message = new MimeMessage();

message.From.Add(new MailboxAddress(name, from));

message.To.Add(new MailboxAddress(toName, toEmail));

message.Subject = subject;

BodyBuilder bodyBuilder = new BodyBuilder

{

HtmlBody = body

};

message.Body = bodyBuilder.ToMessageBody();

using (var client = new SmtpClient())

{

client.Connect(smtp, int.Parse(port!), false);

client.Authenticate(from, password);

client.Send(message);

client.Disconnect(true);

}

return new ActionResponse<string> { WasSuccess = true };

}

catch (Exception ex)

{

return new ActionResponse<string>

{

WasSuccess = false,

Message = ex.Message,

};

}

}

}

}

1. Configuramos la inyección del servicio:

builder.Services.AddScoped<IMailHelper, MailHelper>();

1. Add those methods to **IUsersRepository**:

Task<string> GenerateEmailConfirmationTokenAsync(User user);

Task<IdentityResult> ConfirmEmailAsync(User user, string token);

Y la implementación:

public async Task<string> GenerateEmailConfirmationTokenAsync(User user)

{

return await \_userManager.GenerateEmailConfirmationTokenAsync(user);

}

public async Task<IdentityResult> ConfirmEmailAsync(User user, string token)

{

return await \_userManager.ConfirmEmailAsync(user, token);

}

1. Add those methods to **IUsersUnitOfWork**:

Task<string> GenerateEmailConfirmationTokenAsync(User user);

Task<IdentityResult> ConfirmEmailAsync(User user, string token);

Y la implementación:

public async Task<string> GenerateEmailConfirmationTokenAsync(User user) => await \_usersRepository.GenerateEmailConfirmationTokenAsync(user);

public async Task<IdentityResult> ConfirmEmailAsync(User user, string token) => await \_usersRepository.ConfirmEmailAsync(user, token);

1. Modificamos el método **CreateUser** del controlador **AccountsController** (primero inyectamos el **IMailHelper**):

[HttpPost("CreateUser")]

public async Task<IActionResult> CreateUser([FromBody] UserDTO model)

{

User user = model;

if (!string.IsNullOrEmpty(model.Photo))

{

var photoUser = Convert.FromBase64String(model.Photo);

model.Photo = await \_fileStorage.SaveFileAsync(photoUser, ".jpg", \_container);

}

var result = await \_usersUnitOfWork.AddUserAsync(user, model.Password);

if (result.Succeeded)

{

await \_usersUnitOfWork.AddUserToRoleAsync(user, user.UserType.ToString());

var response = await SendConfirmationEmailAsync(user);

if (response.WasSuccess)

{

return NoContent();

}

return BadRequest(response.Message);

}

return BadRequest(result.Errors.FirstOrDefault());

}

private async Task<ActionResponse<string>> SendConfirmationEmailAsync(User user)

{

var myToken = await \_usersUnitOfWork.GenerateEmailConfirmationTokenAsync(user);

var tokenLink = Url.Action("ConfirmEmail", "accounts", new

{

userid = user.Id,

token = myToken

}, HttpContext.Request.Scheme, \_configuration["Url Frontend"]);

return \_mailHelper.SendMail(user.FullName, user.Email!,

$"Orders - Confirmación de cuenta",

$"<h1>Orders - Confirmación de cuenta</h1>" +

$"<p>Para habilitar el usuario, por favor hacer clic 'Confirmar Email':</p>" +

$"<b><a href ={tokenLink}>Confirmar Email</a></b>");

}

1. Crear el método para confirmar el email en el **AccountsController**:

[HttpGet("ConfirmEmail")]

public async Task<IActionResult> ConfirmEmailAsync(string userId, string token)

{

token = token.Replace(" ", "+");

var user = await \_usersUnitOfWork.GetUserAsync(new Guid(userId));

if (user == null)

{

return NotFound();

}

var result = await \_usersUnitOfWork.ConfirmEmailAsync(user, token);

if (!result.Succeeded)

{

return BadRequest(result.Errors.FirstOrDefault());

}

return NoContent();

}

1. Modificamos el método **Login** en el **AccountsController**:

[HttpPost("Login")]

public async Task<IActionResult> Login([FromBody] LoginDTO model)

{

var result = await \_usersUnitOfWork.LoginAsync(model);

if (result.Succeeded)

{

var user = await \_usersUnitOfWork.GetUserAsync(model.Email);

return Ok(BuildToken(user));

}

if (result.IsLockedOut)

{

return BadRequest("Ha superado el máximo número de intentos, su cuenta está bloqueada, intente de nuevo en 5 minutos.");

}

if (result.IsNotAllowed)

{

return BadRequest("El usuario no ha sido habilitado, debes de seguir las instrucciones del correo enviado para poder habilitar el usuario.");

}

return BadRequest("Email o contraseña incorrectos.");

}

1. Agregamos este método al **IRepository** en el **Frontend**:

Task<HttpResponseWrapper<object>> GetAsync(string url);

1. Lo implementamos en el **Repository**:

public async Task<HttpResponseWrapper<object>> GetAsync(string url)

{

var responseHTTP = await \_httpClient.GetAsync(url);

return new HttpResponseWrapper<object>(null, !responseHTTP.IsSuccessStatusCode, responseHTTP);

}

1. Dentro de **Pages/Auth** creamos la página **ConfirmEmail.razor**:

@page "/api/accounts/ConfirmEmail"

<h3>Confirmación de email</h3>

<p>Presione el botón para confirmar su cuenta</p>

<button class="btn btn-primary" @onclick="ConfirmAccountAsync">Confirmar Cuenta</button>

1. Luego adicionamos la clase **ConfirmEmail.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

namespace Orders.Frontend.Pages.Auth

{

public partial class ConfirmEmail

{

private string? message;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

[Parameter, SupplyParameterFromQuery] public string UserId { get; set; } = string.Empty;

[Parameter, SupplyParameterFromQuery] public string Token { get; set; } = string.Empty;

protected async Task ConfirmAccountAsync()

{

var responseHttp = await Repository.GetAsync($"/api/accounts/ConfirmEmail/?userId={UserId}&token={Token}");

if (responseHttp.Error)

{

message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

NavigationManager.NavigateTo("/");

return;

}

await SweetAlertService.FireAsync("Confirmación", "Gracias por confirmar su email, ahora puedes ingresar al sistema.", SweetAlertIcon.Info);

NavigationManager.NavigateTo("/Login");

}

}

}

1. Borramos los usuarios de la base de datos.
2. Modificamos el alimentador de la base de datos:

private async Task<User> CheckUserAsync(string document, string firstName, string lastName, string email, string phone, string address, UserType userType)

{

var user = await \_usersUnitOfWork.GetUserAsync(email);

if (user == null)

{

var city = await \_context.Cities.FirstOrDefaultAsync(x => x.Name == "Medellín");

if (city == null)

{

city = await \_context.Cities.FirstOrDefaultAsync();

}

user = new User

{

FirstName = firstName,

LastName = lastName,

Email = email,

UserName = email,

PhoneNumber = phone,

Address = address,

Document = document,

City = city,

UserType = userType,

};

await \_usersUnitOfWork.AddUserAsync(user, "123456");

await \_usersUnitOfWork.AddUserToRoleAsync(user, userType.ToString());

var token = await \_usersUnitOfWork.GenerateEmailConfirmationTokenAsync(user);

await \_usersUnitOfWork.ConfirmEmailAsync(user, token);

}

return user;

}

1. Modificamos el **Register.razor.cs**:

private async Task CreteUserAsync()

{

loading = true;

userDTO.UserName = userDTO.Email;

userDTO.UserType = UserType.User;

var responseHttp = await Repository.PostAsync<UserDTO>("/api/accounts/CreateUser", userDTO);

loading = false;

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await sweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

await SweetAlertService.FireAsync("Confirmación", "Su cuenta ha sido creada con éxito. Se te ha enviado un correo electrónico con las instrucciones para activar tu usuario.", SweetAlertIcon.Info);

navigationManager.NavigateTo("/");

}

1. Probamos y hacemos el **commit**.

## Reenviar correo de confirmación

1. En **Orders.Shared.DTOs** creamos la clase **EmailDTO**:

using System.ComponentModel.DataAnnotations;

namespace Orders.Shared.DTOs

{

public class EmailDTO

{

[Display(Name = "Email")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[EmailAddress(ErrorMessage = "Debes ingresar un correo válido.")]

public string Email { get; set; } = null!;

}

}

1. En el **Backend** creamos este método en el **AccountsController**:

[HttpPost("ResedToken")]

public async Task<IActionResult> ResedTokenAsync([FromBody] EmailDTO model)

{

var user = await \_usersUnitOfWork.GetUserAsync(model.Email);

if (user == null)

{

return NotFound();

}

var response = await SendConfirmationEmailAsync(user);

if (response.WasSuccess)

{

return NoContent();

}

return BadRequest(response.Message);

}

1. Modificamos nuestro **Login.razor**:

<div class="row">

<div class="col-md-4 offset-md-4">

<EditForm Model="loginDTO" OnValidSubmit="LoginAsync">

<DataAnnotationsValidator />

<div class="card bg-light">

<div class="card-header justify-content-center">

<span>

<i class="oi oi-account-login" /> Iniciar Sesión

<button class="btn btn-sm btn-primary float-end" type="submit"><i class="oi oi-check" /> Iniciar Sesión</button>

</span>

</div>

<div class="card-body">

<div class="mb-3">

<label>Email:</label>

<div>

<InputText class="form-control" @bind-Value="@loginDTO.Email" />

<ValidationMessage For="@(() => loginDTO.Email)" />

</div>

</div>

<div class="mb-3">

<label>Contraseña:</label>

<div>

<InputText type="password" class="form-control" @bind-Value="@loginDTO.Password" />

<ValidationMessage For="@(() => loginDTO.Password)" />

</div>

</div>

</div>

<div class="card-footer">

<a class="bbtn btn-link" href="/ResendToken">Reenviar correro de activación de cuenta</a>

</div>

</div>

</EditForm>

</div>

</div>

1. Dentro de **Pages/Auth** creamos el **ResendConfirmationEmailToken.razor**:

@page "/ResendToken"

@if (loading)

{

<Loading />

}

<div class="row">

<div class="col-6">

<EditForm Model="emailDTO" OnValidSubmit="ResendConfirmationEmailTokenAsync">

<DataAnnotationsValidator />

<div class="card">

<div class="card-header">

<span>

<i class="oi oi-key" /> Reenviar correo de confirmación de contraseña

<button class="btn btn-sm btn-primary float-end mx-2" type="submit"><i class="oi oi-loop-square" /> Reenviar</button>

</span>

</div>

<div class="card-body">

<div class="mb-3">

<label>Email:</label>

<div>

<InputText class="form-control" @bind-Value="@emailDTO.Email" />

<ValidationMessage For="@(() => emailDTO.Email)" />

</div>

</div>

</div>

</div>

</EditForm>

</div>

</div>

1. Creamos el **ResendConfirmationEmailToken.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.DTOs;

namespace Orders.Frontend.Pages.Auth

{

public partial class ResendConfirmationEmailToken

{

private EmailDTO emailDTO = new();

private bool loading;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

private async Task ResendConfirmationEmailTokenAsync()

{

loading = true;

var responseHttp = await Repository.PostAsync("/api/accounts/ResedToken", emailDTO);

loading = false;

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

loading = false;

return;

}

await SweetAlertService.FireAsync("Confirmación", "Se te ha enviado un correo electrónico con las instrucciones para activar tu usuario.", SweetAlertIcon.Info);

NavigationManager.NavigateTo("/");

}

}

}

1. Probamos y hacemos el **commit**.

## Actualización de la foto del usuario luego de editar usuario

1. Modificamos el **PUT** del **AccountsController**:

…

var result = await \_usersUnitOfWork.UpdateUserAsync(currentUser);

if (result.Succeeded)

{

return Ok(BuildToken(currentUser));

}

…

1. Modificamos el **EditUser**:

private async Task SaveUserAsync()

{

var responseHttp = await Repository.PutAsync<User, TokenDTO>("/api/accounts", user!);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await sweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

await LoginService.LoginAsync(responseHttp.Response!.Token);

navigationManager.NavigateTo("/");

}

1. Probamos y hacemos el **Commit**.

## Recuperación de contraseña

1. Modificamos el **Login.razor**:

<div class="card-footer">

<p><a class="btn btn-link" href="/ResendToken">Reenviar correro de activación de cuenta</a></p>

<p><a class="btn btn-link" href="/RecoverPassword">¿Has olvidado tu contraseña?</a></p>

</div>

1. Adicionamos en **Orders.Shared.DTOs** la clase **ResetPasswordDTO**:

using System.ComponentModel.DataAnnotations;

namespace Orders.Shared.DTOs

{

public class ResetPasswordDTO

{

[Display(Name = "Email")]

[EmailAddress(ErrorMessage = "Debes ingresar un correo válido.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string Email { get; set; } = null!;

[DataType(DataType.Password)]

[Display(Name = "Contraseña")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[StringLength(20, MinimumLength = 6, ErrorMessage = "El campo {0} debe tener entre {2} y {1} carácteres.")]

public string Password { get; set; } = null!;

[Compare("Password", ErrorMessage = "La nueva contraseña y la confirmación no son iguales.")]

[DataType(DataType.Password)]

[Display(Name = "Confirmación de contraseña")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

[StringLength(20, MinimumLength = 6, ErrorMessage = "El campo {0} debe tener entre {2} y {1} carácteres.")]

public string ConfirmPassword { get; set; } = null!;

public string Token { get; set; } = null!;

}

}

1. Adicionamos estos métodos al **IUsersRepository**:

Task<string> GeneratePasswordResetTokenAsync(User user);

Task<IdentityResult> ResetPasswordAsync(User user, string token, string password);

Y la implementación:

public async Task<string> GeneratePasswordResetTokenAsync(User user)

{

return await \_userManager.GeneratePasswordResetTokenAsync(user);

}

public async Task<IdentityResult> ResetPasswordAsync(User user, string token, string password)

{

return await \_userManager.ResetPasswordAsync(user, token, password);

}

1. Adicionamos estos métodos al **IUsersUnitOfWork**:

Task<string> GeneratePasswordResetTokenAsync(User user);

Task<IdentityResult> ResetPasswordAsync(User user, string token, string password);

Y la implementación:

public async Task<string> GeneratePasswordResetTokenAsync(User user) => await \_usersRepository.GeneratePasswordResetTokenAsync(user);

public async Task<IdentityResult> ResetPasswordAsync(User user, string token, string password) => await \_usersRepository.ResetPasswordAsync(user, token, password);

1. Adicionamos estos métodos al **AccountController**:

[HttpPost("RecoverPassword")]

public async Task<IActionResult> RecoverPasswordAsync([FromBody] EmailDTO model)

{

var user = await \_usersUnitOfWork.GetUserAsync(model.Email);

if (user == null)

{

return NotFound();

}

var myToken = await \_usersUnitOfWork.GeneratePasswordResetTokenAsync(user);

var tokenLink = Url.Action("ResetPassword", "accounts", new

{

userid = user.Id,

token = myToken

}, HttpContext.Request.Scheme, \_configuration["Url Frontend"]);

var response = \_mailHelper.SendMail(user.FullName, user.Email!,

$"Orders - Recuperación de contraseña",

$"<h1>Orders - Recuperación de contraseña</h1>" +

$"<p>Para recuperar su contraseña, por favor hacer clic 'Recuperar Contraseña':</p>" +

$"<b><a href ={tokenLink}>Recuperar Contraseña</a></b>");

if (response.WasSuccess)

{

return NoContent();

}

return BadRequest(response.Message);

}

[HttpPost("ResetPassword")]

public async Task<IActionResult> ResetPasswordAsync([FromBody] ResetPasswordDTO model)

{

var user = await \_usersUnitOfWork.GetUserAsync(model.Email);

if (user == null)

{

return NotFound();

}

var result = await \_usersUnitOfWork.ResetPasswordAsync(user, model.Token, model.Password);

if (result.Succeeded)

{

return NoContent();

}

return BadRequest(result.Errors.FirstOrDefault()!.Description);

}

1. Dentro de **Pages/Auth** creamos el **RecoverPassword.razor**:

@page "/RecoverPassword"

@if (loading)

{

<Loading />

}

<div class="row">

<div class="col-6">

<EditForm Model="emailDTO" OnValidSubmit="SendRecoverPasswordEmailTokenAsync">

<DataAnnotationsValidator />

<div class="card">

<div class="card-header">

<span>

<i class="oi oi-key" /> Enviar email para recuperación de contraseña

<button class="btn btn-sm btn-primary float-end mx-2" type="submit"><i class="oi oi-loop-square" /> Enviar</button>

</span>

</div>

<div class="card-body">

<div class="mb-3">

<label>Email:</label>

<div>

<InputText class="form-control" @bind-Value="@emailDTO.Email" />

<ValidationMessage For="@(() => emailDTO.Email)" />

</div>

</div>

</div>

</div>

</EditForm>

</div>

</div>

1. Creamos el **RecoverPassword.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.DTOs;

namespace Orders.Frontend.Pages.Auth

{

public partial class RecoverPassword

{

private EmailDTO emailDTO = new();

private bool loading;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

private async Task SendRecoverPasswordEmailTokenAsync()

{

loading = true;

var responseHttp = await Repository.PostAsync("/api/accounts/RecoverPassword", emailDTO);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

loading = false;

return;

}

loading = false;

await SweetAlertService.FireAsync("Confirmación", "Se te ha enviado un correo electrónico con las instrucciones para recuperar su contraseña.", SweetAlertIcon.Info);

NavigationManager.NavigateTo("/");

}

}

}

1. Dentro de **Pages/Auth** creamos el **ResetPassword.razor**:

@page "/api/accounts/ResetPassword"

@if (loading)

{

<Loading />

}

<div class="row">

<div class="col-6">

<EditForm Model="resetPasswordDTO" OnValidSubmit="ChangePasswordAsync">

<DataAnnotationsValidator />

<div class="card">

<div class="card-header">

<span>

<i class="oi oi-key" /> Cambiar Contraseña

<button class="btn btn-sm btn-primary float-end mx-2" type="submit"><i class="oi oi-check" /> Cambiar Contrasña</button>

</span>

</div>

<div class="card-body">

<div class="mb-3">

<label>Email:</label>

<div>

<InputText class="form-control" @bind-Value="@resetPasswordDTO.Email" />

<ValidationMessage For="@(() => resetPasswordDTO.Email)" />

</div>

</div>

<div class="mb-3">

<label>Nueva contraseña:</label>

<div>

<InputText type="password" class="form-control" @bind-Value="@resetPasswordDTO.Password" />

<ValidationMessage For="@(() => resetPasswordDTO.Password)" />

</div>

</div>

<div class="mb-3">

<label>Confirmar contraseña:</label>

<div>

<InputText type="password" class="form-control" @bind-Value="@resetPasswordDTO.ConfirmPassword" />

<ValidationMessage For="@(() => resetPasswordDTO.ConfirmPassword)" />

</div>

</div>

</div>

</div>

</EditForm>

</div>

</div>

1. Creamos el **ResetPassword.razor.cd**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.DTOs;

namespace Orders.Frontend.Pages.Auth

{

public partial class ResetPassword

{

private ResetPasswordDTO resetPasswordDTO = new();

private bool loading;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

[Parameter, SupplyParameterFromQuery] public string Token { get; set; } = string.Empty;

private async Task ChangePasswordAsync()

{

resetPasswordDTO.Token = Token;

loading = true;

var responseHttp = await Repository.PostAsync("/api/accounts/ResetPassword", resetPasswordDTO);

loading = false;

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

loading = false;

return;

}

await SweetAlertService.FireAsync("Confirmación", "Contraseña cambiada con éxito, ahora puede ingresar con su nueva contraseña.", SweetAlertIcon.Info);

NavigationManager.NavigateTo("/Login");

}

}

}

1. Probamos y hacemos el **commit**.

## Implementación de ventanas modales

Documentación oficial en:<https://blazored.github.io/Modal/>

1. Instalar el paquete **Blazored.Modal** en el **Frontend**:
2. Modificamos el **Program** del proyecto  **Frontend**:

builder.Services.AddBlazoredModal();

1. Modificamos el **\_Imports.razor**:

@using Blazored.Modal

@using Blazored.Modal.Services

1. Modificamos el **App.razor**:

<CascadingBlazoredModal Position="ModalPosition.Middle" Size="ModalSize.Large" HideHeader="true" DisableBackgroundCancel="true" AnimationType="ModalAnimationType.FadeInOut">

<Router AppAssembly="@typeof(App).Assembly">

<Found Context="routeData">

<AuthorizeRouteView RouteData="@routeData" DefaultLayout="@typeof(MainLayout)">

<Authorizing>

<p>Autorizando...</p>

</Authorizing>

<NotAuthorized>

<p>No estas autorizado para ver este contenido...</p>

</NotAuthorized>

</AuthorizeRouteView>

<FocusOnNavigate RouteData="@routeData" Selector="h1" />

</Found>

<NotFound>

<CascadingAuthenticationState>

<PageTitle>No encontrado</PageTitle>

<LayoutView Layout="@typeof(MainLayout)">

<p role="alert">Lo sentimos no hay nada en esta ruta.</p>

</LayoutView>

</CascadingAuthenticationState>

</NotFound>

</Router>

</CascadingBlazoredModal>

1. Modificamos el **CategoriesIndex.razor.cs**:

…

[CascadingParameter] IModalService Modal { get; set; } = default!;

…

private async Task ShowModal(int id = 0, bool isEdit = false)

{

IModalReference modalReference;

if (isEdit)

{

modalReference = Modal.Show<CategoryEdit>(string.Empty, new ModalParameters().Add("Id", id));

}

else

{

modalReference = Modal.Show<CategoryCreate>();

}

var result = await modalReference.Result;

if (result.Confirmed)

{

await LoadAsync();

}

}

…

1. Modificamos el **CategoriesIndex.razor**:

…

<a class="btn btn-sm btn-primary float-end" @onclick=@(() => ShowModalAsync())><i class="oi oi-plus"></i> Adicionar Categoría</a>

…

<a @onclick=@(() => ShowModalAsync(category.Id, true)) class="btn btn-warning"><i class="oi oi-pencil" /> Editar</a>

…

1. Modificamos el **CategoriesEdit.razor.cs**:

…

[CascadingParameter] BlazoredModalInstance BlazoredModal { get; set; } = default!;

…

private async Task EditAsync()

{

var responseHTTP = await Repository.PutAsync("api/categories", category);

if (responseHTTP.Error)

{

var mensajeError = await responseHTTP.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", mensajeError, SweetAlertIcon.Error);

return;

}

await BlazoredModal.CloseAsync(ModalResult.Ok());

Return();

var toast = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Cambios guardados con éxito.");

}

…

1. Modificamos el **CategoriesCreate.razor.cs**:

…

[CascadingParameter] BlazoredModalInstance BlazoredModal { get; set; } = default!;

…

private async Task CreateAsync()

{

var responseHttp = await Repository.PostAsync("/api/categories", category);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message);

return;

}

await BlazoredModal.CloseAsync(ModalResult.Ok());

Return();

var toast = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Registro creado con éxito.");

}

…

1. Probamos (Corremos la App con Ctrl + F5).
2. Modificamos el **CountriesIndex.razor.cs**:

…

[CascadingParameter] IModalService Modal { get; set; } = default!;

…

private async Task ShowModalAsync(int id = 0, bool isEdit = false)

{

IModalReference modalReference;

if (isEdit)

{

modalReference = Modal.Show<CountryEdit>(string.Empty, new ModalParameters().Add("Id", id));

}

else

{

modalReference = Modal.Show<CountryCreate>();

}

var result = await modalReference.Result;

if (result.Confirmed)

{

await LoadAsync();

}

}

…

1. Modificamos el **CountriesIndex.razor**:

…

<a class="btn btn-sm btn-primary float-end" @onclick=@(() => ShowModalAsync())><i class="oi oi-plus"></i> Adicionar País</a>

…

<a class="btn btn-warning btn-sm" @onclick=@(() => ShowModalAsync(country.Id, true))><i class="oi oi-pencil" /> Editar</a>

…

1. Modificamos el **CountryCreate.razor.cs**:

…

[CascadingParameter] BlazoredModalInstance BlazoredModal { get; set; } = default!;

…

await BlazoredModal.CloseAsync(ModalResult.Ok());

Return();

…

1. Modificamos el **CountryEdit.razor.cs**:

…

[CascadingParameter] BlazoredModalInstance BlazoredModal { get; set; } = default!;

…

await BlazoredModal.CloseAsync(ModalResult.Ok());

Return();

…

1. Probamos (Corremos la App con Ctrl + F5).
2. Modificamos el **CountryDetails,razor.cs**:

…

[CascadingParameter] IModalService Modal { get; set; } = default!;

…

private async Task ShowModalAsync(int id = 0, bool isEdit = false)

{

IModalReference modalReference;

if (isEdit)

{

modalReference = Modal.Show<StateEdit>(string.Empty, new ModalParameters().Add("StateId", id));

}

else

{

modalReference = Modal.Show<StateCreate>(string.Empty, new ModalParameters().Add("CountryId", CountryId));

}

var result = await modalReference.Result;

if (result.Confirmed)

{

await LoadAsync();

}

}

…

1. Modificamos el **CountryDetails.razor**:

…

<a class="btn btn-sm btn-primary float-end mx-1" @onclick=@(() => ShowModalAsync())><i class="oi oi-plus"></i> Adicionar Estado/Departamento</a>

…

<a class="btn btn-warning btn-sm" @onclick=@(() => ShowModalAsync(state.Id, true))><i class="oi oi-pencil" /> Editar</a>

…

1. Modificamos el **StateCreate.razor.cs**:

…

[CascadingParameter] BlazoredModalInstance BlazoredModal { get; set; } = default!;

…

await BlazoredModal.CloseAsync(ModalResult.Ok());

Return();

…

1. Modificamos el **StateEdit.razor**:

…

[CascadingParameter] BlazoredModalInstance BlazoredModal { get; set; } = default!;

…

await BlazoredModal.CloseAsync(ModalResult.Ok());

Return();

…

1. Probamos (Corremos la App con Ctrl + F5).
2. Modificamos el **StateDetails.razor.cs**:

…

[CascadingParameter] IModalService Modal { get; set; } = default!;

…

private async Task ShowModalAsync(int id = 0, bool isEdit = false)

{

IModalReference modalReference;

if (isEdit)

{

modalReference = Modal.Show<CityEdit>(string.Empty, new ModalParameters().Add("CityId", id));

}

else

{

modalReference = Modal.Show<CityCreate>(string.Empty, new ModalParameters().Add("StateId", StateId));

}

var result = await modalReference.Result;

if (result.Confirmed)

{

await LoadAsync();

}

}

…

1. Modificamos el **StateDetails.razor**:

…

<a class="btn btn-sm btn-primary float-end mx-1" @onclick=@(() => ShowModalAsync())><i class="oi oi-plus"></i> Adicionar Ciudad</a>

…

<a class="btn btn-warning btn-sm" @onclick=@(() => ShowModalAsync(city.Id, true))><i class="oi oi-pencil" /> Editar</a>

…

1. Modificamos el **CityCreate.razor.cs**:

…

[CascadingParameter] BlazoredModalInstance BlazoredModal { get; set; } = default!;

…

await BlazoredModal.CloseAsync(ModalResult.Ok());

Return();

…

1. Modificamos el **CityEdit.razor.cs**:

…

[CascadingParameter] BlazoredModalInstance BlazoredModal { get; set; } = default!;

…

await BlazoredModal.CloseAsync(ModalResult.Ok());

Return();

…

1. Probamos (Corremos la App con Ctrl + F5).
2. Modificamos el **ConfirmEmail.razor.cs**:

…

[CascadingParameter] IModalService Modal { get; set; } = default!;

…

await sweetAlertService.FireAsync("Confirmación", "Gracias por confirmar su email, ahora puedes ingresar al sistema.", SweetAlertIcon.Info);

Modal.Show<Login>();

…

1. Modificamos el **EditUser.razor.cs**:

…

[CascadingParameter] IModalService Modal { get; set; } = default!;

…

private void ShowModal()

{

Modal.Show<ChangePassword>();

}

…

1. Modificamos el **EditUser.razor**:

…

<a class="btn btn-sm btn-secondary float-end" @onclick=@(() => ShowModal())><i class="oi oi-key" /> Cambiar Contraseña</a>

…

1. Modificamos el **ResetPassword.razor.cs**:

…

[CascadingParameter] IModalService Modal { get; set; } = default!;

…

await sweetAlertService.FireAsync("Confirmación", "Contraseña cambiada con éxito, ahora puede ingresar con su nueva contraseña.", SweetAlertIcon.Info);

Modal.Show<Login>();

…

1. Modificamos el **AuthLinks.razor.cs**:

…

[CascadingParameter] IModalService Modal { get; set; } = default!;

…

private void ShowModal()

{

Modal.Show<Login>();

}

…

1. Modificamos el **AuthLinks.razor**:

…

<a @onclick=@(() => ShowModal()) class="nav-link btn btn-link">Iniciar Sesión</a>

…

1. Modificamos el **ChangePassword.razor.cs**:

…

[CascadingParameter] BlazoredModalInstance BlazoredModal { get; set; } = default!;

…

loading = false;

await BlazoredModal.CloseAsync(ModalResult.Ok());

…

1. Modificamos el **ChangePassword.razor**:

…

<div class="row">

<div class="col-12">

<EditForm Model="changePasswordDTO" OnValidSubmit="ChangePasswordAsync">

…

1. Modificamos el **Login.razor.cs**:

…

private LoginDTO loginDTO = new();

private bool wasClose;

[CascadingParameter] BlazoredModalInstance BlazoredModal { get; set; } = default!;

…

private async Task CloseModalAsync()

{

wasClose = true;

await BlazoredModal.CloseAsync(ModalResult.Ok());

}

private async Task LoginAsync()

{

if (wasClose)

{

NavigationManager.NavigateTo("/");

return;

}

var responseHttp = await repository.PostAsync<LoginDTO, TokenDTO>("/api/accounts/Login", loginDTO);

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await sweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

await loginService.LoginAsync(responseHttp.Response!.Token);

navigationManager.NavigateTo("/");

}

…

1. Modificamos el **Login.razor**:

…

<div class="row">

<div class="col-12">

<EditForm Model="loginDTO" OnValidSubmit="LoginAsync">

…

<button class="btn btn-sm btn-primary float-end" @onclick=@(() => LoginAsync())><i class="oi oi-check" /> Iniciar Sesión</button>

<button class="btn btn-sm mx-1 btn-danger float-end" @onclick=@(() => CloseModalAsync())><i class="oi oi-ban" /> Cancelar</button>

…

<div class="card-footer">

<p><a class="btn btn-link" href="/Register">¿No eres usuario aún? Resgitrate aquí</a></p>

<p><a class="btn btn-link" href="/ResendToken">Reenviar correro de activación de cuenta</a></p>

<p><a class="btn btn-link" href="/RecoverPassword">¿Has olvidado tu contraseña?</a></p>

</div>

…

1. Probamos (Corremos la App con Ctrl + F5) y hacemos el commit.

## Creando tablas de productos y listando productos

1. Creamos la entidad **Product**:

using Microsoft.EntityFrameworkCore.Metadata.Internal;

using System.ComponentModel.DataAnnotations;

using System.ComponentModel.DataAnnotations.Schema;

namespace Orders.Shared.Entities

{

public class Product

{

public int Id { get; set; }

[Display(Name = "Nombre")]

[MaxLength(50, ErrorMessage = "El campo {0} debe tener máximo {1} caractéres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string Name { get; set; } = null!;

[DataType(DataType.MultilineText)]

[Display(Name = "Descripción")]

[MaxLength(500, ErrorMessage = "El campo {0} debe tener máximo {1} caractéres.")]

public string Description { get; set; } = null!;

[Column(TypeName = "decimal(18,2)")]

[DisplayFormat(DataFormatString = "{0:C2}")]

[Display(Name = "Precio")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public decimal Price { get; set; }

[DisplayFormat(DataFormatString = "{0:N2}")]

[Display(Name = "Inventario")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public float Stock { get; set; }

}

}

1. Creamos la entidad **ProductImage**:

using System.ComponentModel.DataAnnotations;

namespace Orders.Shared.Entities

{

public class ProductImage

{

public int Id { get; set; }

public Product? Product { get; set; };

public int ProductId { get; set; }

[Display(Name = "Imagen")]

public string Image { get; set; } = null!;

}

}

1. Creamos la entidad **ProductCategory**:

namespace Orders.Shared.Entities

{

public class ProductCategory

{

public int Id { get; set; }

public Product? Product { get; set; };

public int ProductId { get; set; }

public Category? Category { get; set; };

public int CategoryId { get; set; }

}

}

1. Modificamos la entidad **Category**:

public class Category

{

public int Id { get; set; }

[Display(Name = "Categoría")]

[MaxLength(100, ErrorMessage = "El campo {0} debe tener máximo {1} caractéres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string Name { get; set; } = null!;

public ICollection<ProductCategory>? ProductCategories { get; set; }

[Display(Name = "Productos")]

public int ProductCategoriesNumber => ProductCategories == null || ProductCategories.Count == 0 ? 0 : ProductCategories.Count;

}

1. Modificamos la entidad **Product**:

public class Product

{

public int Id { get; set; }

[Display(Name = "Nombre")]

[MaxLength(50, ErrorMessage = "El campo {0} debe tener máximo {1} caractéres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string Name { get; set; } = null!;

[DataType(DataType.MultilineText)]

[Display(Name = "Descripción")]

[MaxLength(500, ErrorMessage = "El campo {0} debe tener máximo {1} caractéres.")]

public string Description { get; set; } = null!;

[Column(TypeName = "decimal(18,2)")]

[DisplayFormat(DataFormatString = "{0:C2}")]

[Display(Name = "Precio")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public decimal Price { get; set; }

[DisplayFormat(DataFormatString = "{0:N2}")]

[Display(Name = "Inventario")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public float Stock { get; set; }

public ICollection<ProductCategory>? ProductCategories { get; set; }

[Display(Name = "Categorías")]

public int ProductCategoriesNumber => ProductCategories == null || ProductCategories.Count == 0 ? 0 : ProductCategories.Count;

public ICollection<ProductImage>? ProductImages { get; set; }

[Display(Name = "Imágenes")]

public int ProductImagesNumber => ProductImages == null || ProductImages.Count == 0 ? 0 : ProductImages.Count;

[Display(Name = "Imagén")]

public string MainImage => ProductImages == null || ProductImages.Count == 0 ? string.Empty : ProductImages.FirstOrDefault()!.Image;

}

1. Modificamos el **DataContext**.

public class DataContext : IdentityDbContext<User>

{

public DataContext(DbContextOptions<DataContext> options) : base(options)

{

}

public DbSet<Category> Categories { get; set; }

public DbSet<City> Cities { get; set; }

public DbSet<Country> Countries { get; set; }

public DbSet<Product> Products { get; set; }

public DbSet<ProductCategory> ProductCategories { get; set; }

public DbSet<ProductImage> ProductImages { get; set; }

public DbSet<State> States { get; set; }

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

base.OnModelCreating(modelBuilder);

modelBuilder.Entity<Country>().HasIndex(x => x.Name).IsUnique();

modelBuilder.Entity<Category>().HasIndex(x => x.Name).IsUnique();

modelBuilder.Entity<Product>().HasIndex(x => x.Name).IsUnique();

modelBuilder.Entity<State>().HasIndex("CountryId", "Name").IsUnique();

modelBuilder.Entity<City>().HasIndex("StateId", "Name").IsUnique();

DisableCascadingDelete(modelBuilder);

}

private void DisableCascadingDelete(ModelBuilder modelBuilder)

{

var relationships = modelBuilder.Model.GetEntityTypes().SelectMany(e => e.GetForeignKeys());

foreach (var relationship in relationships)

{

relationship.DeleteBehavior = DeleteBehavior.Restrict;

}

}

}

1. Corremos los siguientes comandos para aplicar la migracion y correrla:

PM> add-migration AddProductsTables

PM> update-database

1. Dentro del proyecto **Backend** copiamos el folder **Images** el cual puedes obtener de mi repositorio.
2. Borramos de la base de datos las **categorías** y **usuarios** que tengamos.
3. Modificamos el **SeedDb** para agregar registros a las nuevas tablas y de paso aprovechamos y creamos los usuarios y productos con fotos:

…

public class SeedDb

{

private readonly DataContext \_context;

private readonly IApiService \_apiService;

private readonly IUsersUnitOfWork \_usersUnitOfWork;

private readonly IFileStorage \_fileStorage;

public SeedDb(DataContext context, IApiService apiService, IUsersUnitOfWork usersUnitOfWork, IFileStorage fileStorage)

{

\_context = context;

\_apiService = apiService;

\_usersUnitOfWork = usersUnitOfWork;

\_fileStorage = fileStorage;

}

public async Task SeedAsync()

{

await \_context.Database.EnsureCreatedAsync();

//await CheckCountriesAsync();

await CheckCountriesFullAsync();

await CheckCategoriesAsync();

await CheckRolesAsync();

await CheckProductsAsync();

await CheckUserAsync("0001", "Juan", "Zuluaga", "zulu@yopmail.com", "322 311 4620", "Calle Luna Calle Sol", "JuanZuluaga.jpg", UserType.Admin);

await CheckUserAsync("0002", "Ledys", "Bedoya", "ledys@yopmail.com", "322 311 4620", "Calle Luna Calle Sol", "LedysBedoya.jpg", UserType.User);

await CheckUserAsync("0003", "Brad", "Pitt", "brad@yopmail.com", "322 311 4620", "Calle Luna Calle Sol", "Brad.jpg", UserType.User);

await CheckUserAsync("0004", "Angelina", "Jolie", "angelina@yopmail.com", "322 311 4620", "Calle Luna Calle Sol", "Angelina.jpg", UserType.User);

await CheckUserAsync("0005", "Bob", "Marley", "bob@yopmail.com", "322 311 4620", "Calle Luna Calle Sol", "bob.jpg", UserType.User);

await CheckUserAsync("0006", "Celia", "Cruz", "celia@yopmail.com", "322 311 4620", "Calle Luna Calle Sol", "celia.jpg", UserType.Admin);

await CheckUserAsync("0007", "Fredy", "Mercury", "fredy@yopmail.com", "322 311 4620", "Calle Luna Calle Sol", "fredy.jpg", UserType.User);

await CheckUserAsync("0008", "Hector", "Lavoe", "hector@yopmail.com", "322 311 4620", "Calle Luna Calle Sol", "hector.jpg", UserType.User);

await CheckUserAsync("0009", "Liv", "Taylor", "liv@yopmail.com", "322 311 4620", "Calle Luna Calle Sol", "liv.jpg", UserType.User);

await CheckUserAsync("0010", "Otep", "Shamaya", "otep@yopmail.com", "322 311 4620", "Calle Luna Calle Sol", "otep.jpg", UserType.User);

await CheckUserAsync("0011", "Ozzy", "Osbourne", "ozzy@yopmail.com", "322 311 4620", "Calle Luna Calle Sol", "ozzy.jpg", UserType.User);

await CheckUserAsync("0012", "Selena", "Quintanilla", "selenba@yopmail.com", "322 311 4620", "Calle Luna Calle Sol", "selena.jpg", UserType.User);

}

…

private async Task CheckCategoriesAsync()

{

if (!\_context.Categories.Any())

{

\_context.Categories.Add(new Category { Name = "Apple" });

\_context.Categories.Add(new Category { Name = "Autos" });

\_context.Categories.Add(new Category { Name = "Belleza" });

\_context.Categories.Add(new Category { Name = "Calzado" });

\_context.Categories.Add(new Category { Name = "Comida" });

\_context.Categories.Add(new Category { Name = "Cosmeticos" });

\_context.Categories.Add(new Category { Name = "Deportes" });

\_context.Categories.Add(new Category { Name = "Gamer" });

\_context.Categories.Add(new Category { Name = "Jugetes" });

\_context.Categories.Add(new Category { Name = "Mascotas" });

\_context.Categories.Add(new Category { Name = "Nutrición" });

\_context.Categories.Add(new Category { Name = "Ropa" });

\_context.Categories.Add(new Category { Name = "Tecnología" });

await \_context.SaveChangesAsync();

}

}

private async Task CheckProductsAsync()

{

if (!\_context.Products.Any())

{

await AddProductAsync("Adidas Barracuda", 270000M, 12F, new List<string>() { "Calzado", "Deportes" }, new List<string>() { "adidas\_barracuda.png" });

await AddProductAsync("Adidas Superstar", 250000M, 12F, new List<string>() { "Calzado", "Deportes" }, new List<string>() { "Adidas\_superstar.png" });

await AddProductAsync("Aguacate", 5000M, 500F, new List<string>() { "Comida" }, new List<string>() { "Aguacate1.png", "Aguacate2.png", "Aguacate3.png" });

await AddProductAsync("AirPods", 1300000M, 12F, new List<string>() { "Tecnología", "Apple" }, new List<string>() { "airpos.png", "airpos2.png" });

await AddProductAsync("Akai APC40 MKII", 2650000M, 12F, new List<string>() { "Tecnología" }, new List<string>() { "Akai1.png", "Akai2.png", "Akai3.png" });

await AddProductAsync("Apple Watch Ultra", 4500000M, 24F, new List<string>() { "Apple", "Tecnología" }, new List<string>() { "AppleWatchUltra1.png", "AppleWatchUltra2.png" });

await AddProductAsync("Audifonos Bose", 870000M, 12F, new List<string>() { "Tecnología" }, new List<string>() { "audifonos\_bose.png" });

await AddProductAsync("Bicicleta Ribble", 12000000M, 6F, new List<string>() { "Deportes" }, new List<string>() { "bicicleta\_ribble.png" });

await AddProductAsync("Camisa Cuadros", 56000M, 24F, new List<string>() { "Ropa" }, new List<string>() { "camisa\_cuadros.png" });

await AddProductAsync("Casco Bicicleta", 820000M, 12F, new List<string>() { "Deportes" }, new List<string>() { "casco\_bicicleta.png", "casco.png" });

await AddProductAsync("Gafas deportivas", 160000M, 24F, new List<string>() { "Deportes" }, new List<string>() { "Gafas1.png", "Gafas2.png", "Gafas3.png" });

await AddProductAsync("Hamburguesa triple carne", 25500M, 240F, new List<string>() { "Comida" }, new List<string>() { "Hamburguesa1.png", "Hamburguesa2.png", "Hamburguesa3.png" });

await AddProductAsync("iPad", 2300000M, 6F, new List<string>() { "Tecnología", "Apple" }, new List<string>() { "ipad.png" });

await AddProductAsync("iPhone 13", 5200000M, 6F, new List<string>() { "Tecnología", "Apple" }, new List<string>() { "iphone13.png", "iphone13b.png", "iphone13c.png", "iphone13d.png" });

await AddProductAsync("Johnnie Walker Blue Label 750ml", 1266700M, 18F, new List<string>() { "Licores" }, new List<string>() { "JohnnieWalker3.png", "JohnnieWalker2.png", "JohnnieWalker1.png" });

await AddProductAsync("KOOY Disfraz inflable de gallo para montar", 150000M, 28F, new List<string>() { "Juguetes" }, new List<string>() { "KOOY1.png", "KOOY2.png", "KOOY3.png" });

await AddProductAsync("Mac Book Pro", 12100000M, 6F, new List<string>() { "Tecnología", "Apple" }, new List<string>() { "mac\_book\_pro.png" });

await AddProductAsync("Mancuernas", 370000M, 12F, new List<string>() { "Deportes" }, new List<string>() { "mancuernas.png" });

await AddProductAsync("Mascarilla Cara", 26000M, 100F, new List<string>() { "Belleza" }, new List<string>() { "mascarilla\_cara.png" });

await AddProductAsync("New Balance 530", 180000M, 12F, new List<string>() { "Calzado", "Deportes" }, new List<string>() { "newbalance530.png" });

await AddProductAsync("New Balance 565", 179000M, 12F, new List<string>() { "Calzado", "Deportes" }, new List<string>() { "newbalance565.png" });

await AddProductAsync("Nike Air", 233000M, 12F, new List<string>() { "Calzado", "Deportes" }, new List<string>() { "nike\_air.png" });

await AddProductAsync("Nike Zoom", 249900M, 12F, new List<string>() { "Calzado", "Deportes" }, new List<string>() { "nike\_zoom.png" });

await AddProductAsync("Buso Adidas Mujer", 134000M, 12F, new List<string>() { "Ropa", "Deportes" }, new List<string>() { "buso\_adidas.png" });

await AddProductAsync("Suplemento Boots Original", 15600M, 12F, new List<string>() { "Nutrición" }, new List<string>() { "Boost\_Original.png" });

await AddProductAsync("Whey Protein", 252000M, 12F, new List<string>() { "Nutrición" }, new List<string>() { "whey\_protein.png" });

await AddProductAsync("Arnes Mascota", 25000M, 12F, new List<string>() { "Mascotas" }, new List<string>() { "arnes\_mascota.png" });

await AddProductAsync("Cama Mascota", 99000M, 12F, new List<string>() { "Mascotas" }, new List<string>() { "cama\_mascota.png" });

await AddProductAsync("Teclado Gamer", 67000M, 12F, new List<string>() { "Gamer", "Tecnología" }, new List<string>() { "teclado\_gamer.png" });

await AddProductAsync("Ring de Lujo 17", 1600000M, 33F, new List<string>() { "Autos" }, new List<string>() { "Ring1.png", "Ring2.png" });

await AddProductAsync("Silla Gamer", 980000M, 12F, new List<string>() { "Gamer", "Tecnología" }, new List<string>() { "silla\_gamer.png" });

await AddProductAsync("Mouse Gamer", 132000M, 12F, new List<string>() { "Gamer", "Tecnología" }, new List<string>() { "mouse\_gamer.png" });

await \_context.SaveChangesAsync();

}

}

private async Task AddProductAsync(string name, decimal price, float stock, List<string> categories, List<string> images)

{

Product prodcut = new()

{

Description = name,

Name = name,

Price = price,

Stock = stock,

ProductCategories = new List<ProductCategory>(),

ProductImages = new List<ProductImage>()

};

foreach (var categoryName in categories)

{

var category = await \_context.Categories.FirstOrDefaultAsync(c => c.Name == categoryName);

if (category != null)

{

prodcut.ProductCategories.Add(new ProductCategory { Category = category });

}

}

foreach (string? image in images)

{

var filePath = $"{Environment.CurrentDirectory}\\Images\\products\\{image}";

var fileBytes = File.ReadAllBytes(filePath);

var imagePath = await \_fileStorage.SaveFileAsync(fileBytes, "jpg", "products");

prodcut.ProductImages.Add(new ProductImage { Image = imagePath });

}

\_context.Products.Add(prodcut);

}

…

private async Task<User> CheckUserAsync(string document, string firstName, string lastName, string email, string phone, string address, string image, UserType userType)

{

var user = await \_usersUnitOfWork.GetUserAsync(email);

if (user == null)

{

var city = await \_context.Cities.FirstOrDefaultAsync(x => x.Name == "Medellín");

if (city == null)

{

city = await \_context.Cities.FirstOrDefaultAsync();

}

var filePath = $"{Environment.CurrentDirectory}\\Images\\users\\{image}";

var fileBytes = File.ReadAllBytes(filePath);

var imagePath = await \_fileStorage.SaveFileAsync(fileBytes, "jpg", "users");

user = new User

{

FirstName = firstName,

LastName = lastName,

Email = email,

UserName = email,

PhoneNumber = phone,

Address = address,

Document = document,

City = city,

UserType = userType,

Photo= imagePath,

};

await \_usersUnitOfWork.AddUserAsync(user, "123456");

await \_usersUnitOfWork.AddUserToRoleAsync(user, userType.ToString());

var token = await \_usersUnitOfWork.GenerateEmailConfirmationTokenAsync(user);

await \_usersUnitOfWork.ConfirmEmailAsync(user, token);

}

return user;

}

…

1. Probamos lo que llevamos.
2. Creamos el **ProductDTO**:

using Microsoft.EntityFrameworkCore.Metadata.Internal;

using System.ComponentModel.DataAnnotations;

using System.ComponentModel.DataAnnotations.Schema;

namespace Orders.Shared.DTOs

{

public class ProductDTO

{

public int Id { get; set; }

[Display(Name = "Nombre")]

[MaxLength(50, ErrorMessage = "El campo {0} debe tener máximo {1} caractéres.")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public string Name { get; set; } = null!;

[DataType(DataType.MultilineText)]

[Display(Name = "Descripción")]

[MaxLength(500, ErrorMessage = "El campo {0} debe tener máximo {1} caractéres.")]

public string Description { get; set; } = null!;

[Column(TypeName = "decimal(18,2)")]

[DisplayFormat(DataFormatString = "{0:C2}")]

[Display(Name = "Precio")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public decimal Price { get; set; }

[DisplayFormat(DataFormatString = "{0:N2}")]

[Display(Name = "Inventario")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public float Stock { get; set; }

public List<int>? ProductCategoryIds { get; set; }

public List<string>? ProductImages { get; set; }

}

}

1. Creamos el **IProductsRepository**:

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories.Interfaces

{

public interface IProductsRepository

{

Task<ActionResponse<Product>> GetAsync(int id);

Task<ActionResponse<IEnumerable<Product>>> GetAsync(PaginationDTO pagination);

Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination);

Task<ActionResponse<Product>> AddFullAsync(ProductDTO productDTO);

Task<ActionResponse<Product>> UpdateFullAsync(ProductDTO productDTO);

}

}

1. Creamos el **ProductsRepository**:

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

using Orders.Backend.Helpers;

using Orders.Backend.Repositories.Interfaces;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories.Implementations

{

public class ProductsRepository : GenericRepository<Product>, IProductsRepository

{

private readonly DataContext \_context;

private readonly IFileStorage \_fileStorage;

public ProductsRepository(DataContext context, IFileStorage fileStorage) : base(context)

{

\_context = context;

\_fileStorage = fileStorage;

}

public override async Task<ActionResponse<IEnumerable<Product>>> GetAsync(PaginationDTO pagination)

{

var queryable = \_context.Products

.Include(x => x.ProductImages)

.Include(x => x.ProductCategories)

.AsQueryable();

if (!string.IsNullOrWhiteSpace(pagination.Filter))

{

queryable = queryable.Where(x => x.Name.ToLower().Contains(pagination.Filter.ToLower()));

}

return new ActionResponse<IEnumerable<Product>>

{

WasSuccess = true,

Result = await queryable

.OrderBy(x => x.Name)

.Paginate(pagination)

.ToListAsync()

};

}

public override async Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination)

{

var queryable = \_context.Products.AsQueryable();

if (!string.IsNullOrWhiteSpace(pagination.Filter))

{

queryable = queryable.Where(x => x.Name.ToLower().Contains(pagination.Filter.ToLower()));

}

double count = await queryable.CountAsync();

int totalPages = (int)Math.Ceiling(count / pagination.RecordsNumber);

return new ActionResponse<int>

{

WasSuccess = true,

Result = totalPages

};

}

public override async Task<ActionResponse<Product>> GetAsync(int id)

{

var product = await \_context.Products

.Include(x => x.ProductImages)

.Include(x => x.ProductCategories!)

.ThenInclude(x => x.Category)

.FirstOrDefaultAsync(x => x.Id == id);

if (product == null)

{

return new ActionResponse<Product>

{

WasSuccess = false,

Message = "Producto no existe"

};

}

return new ActionResponse<Product>

{

WasSuccess = true,

Result = product

};

}

public async Task<ActionResponse<Product>> AddFullAsync(ProductDTO productDTO)

{

try

{

var newProduct = new Product

{

Name = productDTO.Name,

Description = productDTO.Description,

Price = productDTO.Price,

Stock = productDTO.Stock,

ProductCategories = new List<ProductCategory>(),

ProductImages = new List<ProductImage>()

};

foreach (var productImage in productDTO.ProductImages!)

{

var photoProduct = Convert.FromBase64String(productImage);

newProduct.ProductImages.Add(new ProductImage { Image = await \_fileStorage.SaveFileAsync(photoProduct, ".jpg", "products") });

}

foreach (var productCategoryId in productDTO.ProductCategoryIds!)

{

var category = await \_context.Categories.FirstOrDefaultAsync(x => x.Id == productCategoryId);

if (category != null)

{

newProduct.ProductCategories.Add(new ProductCategory { Category = category });

}

}

\_context.Add(newProduct);

await \_context.SaveChangesAsync();

return new ActionResponse<Product>

{

WasSuccess = true,

Result = newProduct

};

}

catch (DbUpdateException)

{

return new ActionResponse<Product>

{

WasSuccess = false,

Message = "Ya existe un producto con el mismo nombre."

};

}

catch (Exception exception)

{

return new ActionResponse<Product>

{

WasSuccess = false,

Message = exception.Message

};

}

}

public async Task<ActionResponse<Product>> UpdateFullAsync(ProductDTO productDTO)

{

try

{

var product = await \_context.Products

.Include(x => x.ProductCategories!)

.ThenInclude(x => x.Category)

.FirstOrDefaultAsync(x => x.Id == productDTO.Id);

if (product == null)

{

return new ActionResponse<Product>

{

WasSuccess = false,

Message = "Producto no existe"

};

}

product.Name = productDTO.Name;

product.Description = productDTO.Description;

product.Price = productDTO.Price;

product.Stock = productDTO.Stock;

\_context.ProductCategories.RemoveRange(product.ProductCategories!);

product.ProductCategories = new List<ProductCategory>();

foreach (var productCategoryId in productDTO.ProductCategoryIds!)

{

var category = await \_context.Categories.FindAsync(productCategoryId);

if (category != null)

{

\_context.ProductCategories.Add(new ProductCategory { CategoryId = category.Id, ProductId = product.Id });

}

}

\_context.Update(product);

await \_context.SaveChangesAsync();

return new ActionResponse<Product>

{

WasSuccess = true,

Result = product

};

}

catch (DbUpdateException)

{

return new ActionResponse<Product>

{

WasSuccess = false,

Message = "Ya existe un producto con el mismo nombre."

};

}

catch (Exception exception)

{

return new ActionResponse<Product>

{

WasSuccess = false,

Message = exception.Message

};

}

}

}

}

1. Creamos el **IProductsUnitOfWork**:

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.UnitsOfWork.Interfaces

{

public interface IProductsUnitOfWork

{

Task<ActionResponse<Product>> GetAsync(int id);

Task<ActionResponse<IEnumerable<Product>>> GetAsync(PaginationDTO pagination);

Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination);

Task<ActionResponse<Product>> AddFullAsync(ProductDTO productDTO);

Task<ActionResponse<Product>> UpdateFullAsync(ProductDTO productDTO);

}

}

1. Creamos el **ProductsUnitOfWork**:

using Orders.Backend.Repositories.Interfaces;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.UnitsOfWork.Implementations

{

public class ProductsUnitOfWork : GenericUnitOfWork<Product>, IProductsUnitOfWork

{

private readonly IProductsRepository \_productsRepository;

public ProductsUnitOfWork(IGenericRepository<Product> repository, IProductsRepository productsRepository) : base(repository)

{

\_productsRepository = productsRepository;

}

public override async Task<ActionResponse<IEnumerable<Product>>> GetAsync(PaginationDTO pagination) => await \_productsRepository.GetAsync(pagination);

public override async Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination) => await \_productsRepository.GetTotalPagesAsync(pagination);

public override async Task<ActionResponse<Product>> GetAsync(int id) => await \_productsRepository.GetAsync(id);

public async Task<ActionResponse<Product>> AddFullAsync(ProductDTO productDTO) => await \_productsRepository.AddFullAsync(productDTO);

public async Task<ActionResponse<Product>> UpdateFullAsync(ProductDTO productDTO) => await \_productsRepository.UpdateFullAsync(productDTO);

}

}

1. Adicinamos las nuevas inyecciones en el **Program** del **Backend**:

builder.Services.AddScoped<ICategoriesRepository, CategoriesRepository>();

builder.Services.AddScoped<ICitiesRepository, CitiesRepository>();

builder.Services.AddScoped<ICountriesRepository, CountriesRepository>();

builder.Services.AddScoped<IProductsRepository, ProductsRepository>();

builder.Services.AddScoped<IStatesRepository, StatesRepository>();

builder.Services.AddScoped<IUsersRepository, UsersRepository>();

builder.Services.AddScoped<ICategoriesUnitOfWork, CategoriesUnitOfWork>();

builder.Services.AddScoped<ICitiesUnitOfWork, CitiesUnitOfWork>();

builder.Services.AddScoped<ICountriesUnitOfWork, CountriesUnitOfWork>();

builder.Services.AddScoped<IProductsUnitOfWork, ProductsUnitOfWork>();

builder.Services.AddScoped<IStatesUnitOfWork, StatesUnitOfWork>();

builder.Services.AddScoped<IUsersUnitOfWork, UsersUnitOfWork>();

1. Creamos el **ProductsController**:

using Microsoft.AspNetCore.Authentication.JwtBearer;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Mvc;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

namespace Orders.Backend.Controllers

{

[ApiController]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

[Route("api/[controller]")]

public class ProductsController : GenericController<Product>

{

private readonly IProductsUnitOfWork \_productsUnitOfWork;

public ProductsController(IGenericUnitOfWork<Product> unitOfWork, IProductsUnitOfWork productsUnitOfWork) : base(unitOfWork)

{

\_productsUnitOfWork = productsUnitOfWork;

}

[HttpGet]

public override async Task<IActionResult> GetAsync([FromQuery] PaginationDTO pagination)

{

var response = await \_productsUnitOfWork.GetAsync(pagination);

if (response.WasSuccess)

{

return Ok(response.Result);

}

return BadRequest();

}

[HttpGet("totalPages")]

public override async Task<IActionResult> GetPagesAsync([FromQuery] PaginationDTO pagination)

{

var action = await \_productsUnitOfWork.GetTotalPagesAsync(pagination);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return BadRequest();

}

[HttpGet("{id}")]

public override async Task<IActionResult> GetAsync(int id)

{

var action = await \_productsUnitOfWork.GetAsync(id);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return NotFound(action.Message);

}

[HttpPost("full")]

public async Task<IActionResult> PostFullAsync(ProductDTO productDTO)

{

var action = await \_productsUnitOfWork.AddFullAsync(productDTO);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return NotFound(action.Message);

}

[HttpPut("full")]

public async Task<IActionResult> PutFullAsync(ProductDTO productDTO)

{

var action = await \_productsUnitOfWork.UpdateFullAsync(productDTO);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return NotFound(action.Message);

}

}

}

1. Dentro de **Pages** creamos la carpeta **Products** y dentro de esta creamos el **ProductsIndex.razor**:

@page "/products"

<div class="card">

<div class="card-header">

<span>

<i class="oi oi-star" /> Productos

<a class="btn btn-sm btn-primary float-end" href="/products/create"><i class="oi oi-plus" /> Nuevo Producto</a>

</span>

</div>

<div class="card-body">

<div class="mb-2" style="display: flex; flex-wrap:wrap; align-items: center;">

<div>

<input style="width: 400px;" type="text" class="form-control" id="titulo" placeholder="Buscar producto..." @bind-value="Filter" />

</div>

<div class="mx-1">

<button type="button" class="btn btn-outline-primary" @onclick="ApplyFilterAsync"><i class="oi oi-layers" /> Filtrar</button>

<button type="button" class="btn btn-outline-danger" @onclick="CleanFilterAsync"><i class="oi oi-ban" /> Limpiar</button>

</div>

</div>

<Pagination CurrentPage="currentPage"

TotalPages="totalPages"

SelectedPage="SelectedPageAsync" />

<GenericList MyList="Products">

<Body>

<table class="table table-striped">

<thead>

<tr>

<th>Nombre</th>

<th>Descripción</th>

<th>Precio</th>

<th>Inventario</th>

<th>Categorías</th>

<th>Imagenes</th>

<th>Imagen Principal</th>

<th style="width:168px"></th>

</tr>

</thead>

<tbody>

@foreach (var product in Products!)

{

<tr>

<td>

@product.Name

</td>

<td>

@product.Description

</td>

<td>

@($"{product.Price:C2}")

</td>

<td>

@($"{product.Stock:N2}")

</td>

<td>

@product.ProductCategoriesNumber

</td>

<td>

@product.ProductImagesNumber

</td>

<td>

<img src="@product.MainImage" style="width:100px;" />

</td>

<td>

<a href="/products/edit/@product.Id" class="btn btn-warning btn-sm"><i class="oi oi-pencil" /> Editar</a>

<button class="btn btn-danger btn-sm" @onclick=@(() => Delete(product.Id))><i class="oi oi-trash" /> Borrar</button>

</td>

</tr>

}

</tbody>

</table>

</Body>

</GenericList>

</div>

</div>

1. Luego adicionamos el **ProductsIndex.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Products

{

[Authorize(Roles = "Admin")]

public partial class ProductsIndex

{

private int currentPage = 1;

private int totalPages;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

public List<Product>? Products { get; set; }

[Parameter]

[SupplyParameterFromQuery]

public string Page { get; set; } = string.Empty;

[Parameter]

[SupplyParameterFromQuery]

public string Filter { get; set; } = string.Empty;

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

private async Task SelectedPageAsync(int page)

{

currentPage = page;

await LoadAsync(page);

}

private async Task LoadAsync(int page = 1)

{

if (!string.IsNullOrWhiteSpace(Page))

{

page = Convert.ToInt32(Page);

}

var ok = await LoadListAsync(page);

if (ok)

{

await LoadPagesAsync();

}

}

private async Task<bool> LoadListAsync(int page)

{

var url = $"api/products?page={page}";

if (!string.IsNullOrEmpty(Filter))

{

url += $"&filter={Filter}";

}

var response = await Repository.GetAsync<List<Product>>(url);

if (response.Error)

{

var message = await response.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return false;

}

Products = response.Response;

return true;

}

private async Task LoadPagesAsync()

{

var url = string.Empty;

if (string.IsNullOrEmpty(Filter))

{

url = $"api/products/totalPages";

}

else

{

url = $"api/products/totalPages?filter={Filter}";

}

var response = await Repository.GetAsync<int>(url);

if (response.Error)

{

var message = await response.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

totalPages = response.Response;

}

private async Task Delete(int productId)

{

var result = await SweetAlertService.FireAsync(new SweetAlertOptions

{

Title = "Confirmación",

Text = "¿Esta seguro que quieres borrar el registro?",

Icon = SweetAlertIcon.Question,

ShowCancelButton = true

});

var confirm = string.IsNullOrEmpty(result.Value);

if (confirm)

{

return;

}

var responseHttp = await Repository.DeleteAsync($"api/products/{productId}");

if (responseHttp.Error)

{

if (responseHttp.HttpResponseMessage.StatusCode == System.Net.HttpStatusCode.NotFound)

{

NavigationManager.NavigateTo("/");

return;

}

var mensajeError = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", mensajeError, SweetAlertIcon.Error);

return;

}

await LoadAsync(1);

}

private async Task CleanFilterAsync()

{

Filter = string.Empty;

await ApplyFilterAsync();

}

private async Task ApplyFilterAsync()

{

int page = 1;

await LoadAsync(page);

await SelectedPageAsync(page);

}

}

}

1. Modificamos el **NavMenu.razor**:

</div>

<div class="nav-item px-3">

<NavLink class="nav-link" href="/countries">

<span class="oi oi-globe" aria-hidden="true"></span> Ciudades

</NavLink>

</div>

<div class="nav-item px-3">

<NavLink class="nav-link" href="products">

<span class="oi oi-star" aria-hidden="true"></span> Productos

</NavLink>

</div>

1. Probamos y hacemos el **commit** de lo que llevamos.

## Creando nuevos productos

1. Creamos el componente genérico para poder seleccionar varitas categorías. Primero creamos en **Orders. Frontend.Helpers** la clase **MultipleSelectorModel**:

namespace Orders. Frontend.Helpers

{

public class MultipleSelectorModel

{

public MultipleSelectorModel(string key, string value)

{

Key = key;

Value = value;

}

public string Key { get; set; }

public string Value { get; set; }

}

}

1. Le agregamos estas líneas a nuestro archivo de estilos **app.css**:

.multiple-selector {

display: flex;

}

.selectable-ul {

height: 200px;

overflow-y: auto;

list-style-type: none;

width: 170px;

padding: 0;

border-radius: 3px;

border: 1px solid #ccc;

}

.selectable-ul li {

cursor: pointer;

border-bottom: 1px #eee solid;

padding: 2px 10px;

font-size: 14px;

}

.selectable-ul li:hover {

background-color: #08c

}

.multiple-selector-botones {

display: flex;

flex-direction: column;

justify-content: center;

padding: 5px

}

.multiple-selector-botones button {

margin: 5px;

}

1. Creamos en **Shared** nuestro **MultipleSelector.razor**:

<div class="multiple-selector">

<ul class="selectable-ul">

@foreach (var item in NonSelected)

{

<li @onclick=@(() => Select(item))>@item.Value</li>

}

</ul>

<div class="selector-multiple-botones">

<div class="mx-2 my-2">

<p><button type="button" @onclick="SelectAll">@addAllText</button></p>

</div>

<div class="mx-2 my-2">

<p><button type="button" @onclick="UnselectAll">@removeAllText</button></p>

</div>

</div>

<ul class="selectable-ul">

@foreach (var item in Selected)

{

<li @onclick=@(() => Unselect(item))>@item.Value</li>

}

</ul>

</div>

1. Luego agregamos el **MultipleSelector.razor.cs**:

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Helpers;

namespace Orders.Frontend.Shared

{

public partial class MultipleSelector

{

private string addAllText = ">>";

private string removeAllText = "<<";

[Parameter]

public List<MultipleSelectorModel> NonSelected { get; set; } = new();

[Parameter]

public List<MultipleSelectorModel> Selected { get; set; } = new();

private void Select(MultipleSelectorModel item)

{

NonSelected.Remove(item);

Selected.Add(item);

}

private void Unselect(MultipleSelectorModel item)

{

Selected.Remove(item);

NonSelected.Add(item);

}

private void SelectAll()

{

Selected.AddRange(NonSelected);

NonSelected.Clear();

}

private void UnselectAll()

{

NonSelected.AddRange(Selected);

Selected.Clear();

}

}

}

1. Dentro de **Pages/Products** creamos el **ProductForm.razor**:

<NavigationLock OnBeforeInternalNavigation="OnBeforeInternalNavigation"></NavigationLock>

<EditForm EditContext="editContext" OnValidSubmit="OnDataAnnotationsValidatedAsync">

<DataAnnotationsValidator />

<div class="card">

<div class="card-header">

<span>

<i class="oi oi-star" /> Crear Nuevo Producto

<a class="btn btn-sm btn-success float-end" href="/products"><i class="oi oi-arrow-thick-left" /> Regresar</a>

<button class="btn btn-sm btn-primary float-end mx-2" type="submit"><i class="oi oi-check" /> Guardar Cambios</button>

</span>

</div>

<div class="card-body">

<div class="row">

<div class="col-6">

<div class="mb-3">

<label>Nombre:</label>

<div>

<InputText class="form-control" @bind-Value="@ProductDTO.Name" />

<ValidationMessage For="@(() => ProductDTO.Name)" />

</div>

</div>

<div class="mb-3">

<label>Descripción:</label>

<div>

<InputText class="form-control" @bind-Value="@ProductDTO.Description" />

<ValidationMessage For="@(() => ProductDTO.Description)" />

</div>

</div>

<div class="mb-3">

<label>Precio:</label>

<div>

<InputNumber class="form-control" @bind-Value="@ProductDTO.Price" />

<ValidationMessage For="@(() => ProductDTO.Price)" />

</div>

</div>

<div class="mb-3">

<label>Inventario:</label>

<div>

<InputNumber class="form-control" @bind-Value="@ProductDTO.Stock" />

<ValidationMessage For="@(() => ProductDTO.Stock)" />

</div>

</div>

</div>

<div class="col-6">

<div class="mb-3">

<label>Categorías:</label>

<div>

<MultipleSelector NonSelected="nonSelected" Selected="selected" />

</div>

</div>

<div class="mb-3">

<InputImg Label="Foto" ImageSelected="ImageSelected" ImageURL="@imageUrl" />

</div>

@if (IsEdit)

{

<div class="mb-3">

<button type="button" class="btn btn-outline-primary" @onclick="AddImageAction"><i class="oi oi-plus" /> Agregar Imagenes</button>

<button type="button" class="btn btn-outline-danger" @onclick="RemoveImageAction"><i class="oi oi-trash" /> Eliminar Última Imagén</button>

</div>

}

</div>

</div>

</div>

</div>

</EditForm>

@\*@if (IsEdit && ProductDTO.ProductImages is not null)

{

<CarouselView Images="ProductDTO.ProductImages" />

}\*@

1. Luego agregamos el **ProductForm.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Microsoft.AspNetCore.Components.Forms;

using Microsoft.AspNetCore.Components.Routing;

using Orders.Frontend.Helpers;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Products

{

public partial class ProductForm

{

private EditContext editContext = null!;

private string? imageUrl;

private List<MultipleSelectorModel> selected { get; set; } = new();

private List<MultipleSelectorModel> nonSelected { get; set; } = new();

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Parameter, EditorRequired] public ProductDTO ProductDTO { get; set; } = null!;

[Parameter, EditorRequired] public EventCallback OnValidSubmit { get; set; }

[Parameter, EditorRequired] public EventCallback ReturnAction { get; set; }

[Parameter, EditorRequired] public List<Category> NonSelectedCategories { get; set; } = new();

[Parameter] public bool IsEdit { get; set; } = false;

[Parameter] public EventCallback AddImageAction { get; set; }

[Parameter] public EventCallback RemoveImageAction { get; set; }

[Parameter] public List<Category> SelectedCategories { get; set; } = new();

public bool FormPostedSuccessfully { get; set; } = false;

protected override void OnInitialized()

{

editContext = new(ProductDTO);

selected = SelectedCategories.Select(x => new MultipleSelectorModel(x.Id.ToString(), x.Name)).ToList();

nonSelected = NonSelectedCategories.Select(x => new MultipleSelectorModel(x.Id.ToString(), x.Name)).ToList();

}

private void ImageSelected(string imagenBase64)

{

if (ProductDTO.ProductImages is null)

{

ProductDTO.ProductImages = new List<string>();

}

ProductDTO.ProductImages!.Add(imagenBase64);

imageUrl = null;

}

private async Task OnDataAnnotationsValidatedAsync()

{

ProductDTO.ProductCategoryIds = selected.Select(x => int.Parse(x.Key)).ToList();

await OnValidSubmit.InvokeAsync();

}

private async Task OnBeforeInternalNavigation(LocationChangingContext context)

{

var formWasEdited = editContext.IsModified();

if (!formWasEdited)

{

return;

}

if (FormPostedSuccessfully)

{

return;

}

var result = await SweetAlertService.FireAsync(new SweetAlertOptions

{

Title = "Confirmación",

Text = "¿Deseas abandonar la página y perder los cambios?",

Icon = SweetAlertIcon.Warning,

ShowCancelButton = true

});

var confirm = !string.IsNullOrEmpty(result.Value);

if (confirm)

{

return;

}

context.PreventNavigation();

}

}

}

1. Dentro de **Pages/Products** creamos el **ProductCreate.razor**:
2. Dentro de **Pages/Products** creamos el **ProductCreate.razor.cs**:

@page "/products/create"

@inject IRepository repository

@inject NavigationManager navigationManager

@inject SweetAlertService sweetAlertService

@attribute [Authorize(Roles = "Admin")]

@if (loading)

{

<Loading/>

}

else

{

<ProductForm @ref="productForm" ProductDTO="productDTO" NonSelectedCategories="nonSelectedCategories" OnValidSubmit="CreateAsync" ReturnAction="Return" />

}

@code {

1. Probamos y hacemos el **commit** de lo que hemos logrado hasta el momento, corra la App con **Ctrl + F5**, para que tome los cambios en el CSS.

## Empezar con la edición de productos y colocar las imágenes en un carrusel

1. Para nuestro componente de Carrusel vamos a utilizar las librerías de **MudBlazor**, la documentación está en <https://mudblazor.com/getting-started/installation#prerequisites> primero procedemos con la instalación.
2. Agregamos el nuget **MudBlazor**.
3. En el **\_Imports.razor** agregamos la línea:

@using MudBlazor

1. Agregamos al **index.html** la hoja de estilos y los scripts:

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="utf-8" />

<meta name="viewport" content="width=device-width, initial-scale=1.0, maximum-scale=1.0, user-scalable=no" />

<title>Orders. Frontend</title>

<base href="/" />

<link href="css/bootstrap/bootstrap.min.css" rel="stylesheet" />

<link href="css/app.css" rel="stylesheet" />

<link rel="icon" type="image/png" href="favicon.png" />

<link href="Orders. Frontend.styles.css" rel="stylesheet" />

<link href="https://fonts.googleapis.com/css?family=Roboto:300,400,500,700&display=swap" rel="stylesheet" />

<link href="\_content/MudBlazor/MudBlazor.min.css" rel="stylesheet" />

</head>

<body>

<div id="app">

<svg class="loading-progress">

<circle r="40%" cx="50%" cy="50%" />

<circle r="40%" cx="50%" cy="50%" />

</svg>

<div class="loading-progress-text"></div>

</div>

<div id="blazor-error-ui">

An unhandled error has occurred.

<a href="" class="reload">Reload</a>

<a class="dismiss">🗙</a>

</div>

<script src="\_framework/blazor. Frontendassembly.js"></script>

<script src="\_content/CurrieTechnologies.Razor.SweetAlert2/sweetAlert2.min.js"></script>

<script src="\_content/MudBlazor/MudBlazor.min.js"></script>

</body>

</html>

1. Injectamos en el **Program** del proyecto  **Frontend**:

builder.Services.AddMudServices();

1. Creamos el componente compartido **CarouselView.razor**:

<div class="my-2">

<MudCarousel Class="mud-width-full" Style="height:200px;" ShowArrows="@arrows" ShowBullets="@bullets" EnableSwipeGesture="@enableSwipeGesture" AutoCycle="@autocycle" TData="object">

@foreach (var image in Images)

{

<MudCarouselItem Transition="transition" Color="@Color.Primary">

<div class="d-flex" style="height:100%; justify-content:center">

<img src="@image" />

</div>

</MudCarouselItem>

}

</MudCarousel>

</div>

1. Luego agregamos el **CarouselView.razor.cs**:

using Microsoft.AspNetCore.Components;

using MudBlazor;

namespace Orders.Frontend.Shared

{

public partial class CarouselView

{

private bool arrows = true;

private bool bullets = true;

private bool enableSwipeGesture = true;

private bool autocycle = true;

private Transition transition = Transition.Slide;

[Parameter, EditorRequired] public List<string> Images { get; set; } = null!;

}

}

1. Modificamos el **ProductForm**:

…

</EditForm>

@if (IsEdit && ProductDTO.ProductImages is not null)

{

<CarouselView Images="ProductDTO.ProductImages" />

}

…

1. Creamos el **ProductEdit.razor**:

@page "/products/edit/{ProductId:int}"

@if (loading)

{

<Loading />

}

else

{

<ProductForm @ref="productForm" ProductDTO="productDTO" SelectedCategories="selectedCategories" NonSelectedCategories="nonSelectedCategories" OnValidSubmit="SaveChangesAsync" ReturnAction="Return" IsEdit=true AddImageAction="AddImageAsync" RemoveImageAction="RemoveImageAsyc" />

}

1. Luego agregamos el **ProductEdit.razor.cs**:

using System.Data;

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Products

{

[Authorize(Roles = "Admin")]

public partial class ProductEdit

{

private ProductDTO productDTO = new()

{

ProductCategoryIds = new List<int>(),

ProductImages = new List<string>()

};

private ProductForm? productForm;

private List<Category> selectedCategories = new();

private List<Category> nonSelectedCategories = new();

private bool loading = true;

private Product? product;

[Parameter] public int ProductId { get; set; }

[Inject] private IRepository Repository { get; set; } = null!;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

protected override async Task OnInitializedAsync()

{

await LoadProductAsync();

await LoadCategoriesAsync();

}

private async Task AddImageAsync()

{

}

private async Task RemoveImageAsyc()

{

}

private async Task LoadProductAsync()

{

loading = true;

var httpActionResponse = await Repository.GetAsync<Product>($"/api/products/{ProductId}");

if (httpActionResponse.Error)

{

loading = false;

var message = await httpActionResponse.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

product = httpActionResponse.Response!;

productDTO = ToProductDTO(product);

loading = false;

}

private ProductDTO ToProductDTO(Product product)

{

return new ProductDTO

{

Description = product.Description,

Id = product.Id,

Name = product.Name,

Price = product.Price,

Stock = product.Stock,

ProductCategoryIds = product.ProductCategories!.Select(x => x.CategoryId).ToList(),

ProductImages = product.ProductImages!.Select(x => x.Image).ToList()

};

}

private async Task LoadCategoriesAsync()

{

loading = true;

var httpActionResponse = await Repository.GetAsync<List<Category>>("/api/categories/combo");

if (httpActionResponse.Error)

{

loading = false;

var message = await httpActionResponse.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

var categories = httpActionResponse.Response!;

foreach (var category in categories!)

{

var found = product!.ProductCategories!.FirstOrDefault(x => x.CategoryId == category.Id);

if (found == null)

{

nonSelectedCategories.Add(category);

}

else

{

selectedCategories.Add(category);

}

}

loading = false;

}

private async Task SaveChangesAsync()

{

var httpActionResponse = await Repository.PutAsync("/api/products/full", productDTO);

if (httpActionResponse.Error)

{

var message = await httpActionResponse.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

Return();

}

private void Return()

{

productForm!.FormPostedSuccessfully = true;

NavigationManager.NavigateTo($"/products");

}

}

}

1. Probamos y hacemos el **commit** de lo que hemos logrado hasta el momento, corra la App con **Ctrl + F5**, para que tome los cambios en el CSS.

## Agregando y eliminando imágenes a los productos y terminando la edición de producto

1. Dento de **Orders.Shared.DTOs** creamos el **ImageDTO**.

using System.ComponentModel.DataAnnotations;

namespace Orders.Shared.DTOs

{

public class ImageDTO

{

[Required]

public int ProductId { get; set; }

[Required]

public List<string> Images { get; set; } = null!;

}

}

1. Modificamos el **IProductsRepository**:

Task<ActionResponse<ImageDTO>> AddImageAsync(ImageDTO imageDTO);

Task<ActionResponse<ImageDTO>> RemoveLastImageAsync(ImageDTO imageDTO);

1. Modificamos el **ProductsRepository**:

public async Task<ActionResponse<ImageDTO>> AddImageAsync(ImageDTO imageDTO)

{

var product = await \_context.Products

.Include(x => x.ProductImages)

.FirstOrDefaultAsync(x => x.Id == imageDTO.ProductId);

if (product == null)

{

return new ActionResponse<ImageDTO>

{

WasSuccess = false,

Message = "Producto no existe"

};

}

for (int i = 0; i < imageDTO.Images.Count; i++)

{

if (!imageDTO.Images[i].StartsWith("https://"))

{

var photoProduct = Convert.FromBase64String(imageDTO.Images[i]);

imageDTO.Images[i] = await \_fileStorage.SaveFileAsync(photoProduct, ".jpg", "products");

product.ProductImages!.Add(new ProductImage { Image = imageDTO.Images[i] });

}

}

\_context.Update(product);

await \_context.SaveChangesAsync();

return new ActionResponse<ImageDTO>

{

WasSuccess = true,

Result = imageDTO

};

}

public async Task<ActionResponse<ImageDTO>> RemoveLastImageAsync(ImageDTO imageDTO)

{

var product = await \_context.Products

.Include(x => x.ProductImages)

.FirstOrDefaultAsync(x => x.Id == imageDTO.ProductId);

if (product == null)

{

return new ActionResponse<ImageDTO>

{

WasSuccess = false,

Message = "Producto no existe"

};

}

if (product.ProductImages is null || product.ProductImages.Count == 0)

{

return new ActionResponse<ImageDTO>

{

WasSuccess = true,

Result = imageDTO

};

}

var lastImage = product.ProductImages.LastOrDefault();

await \_fileStorage.RemoveFileAsync(lastImage!.Image, "products");

\_context.ProductImages.Remove(lastImage);

await \_context.SaveChangesAsync();

imageDTO.Images = product.ProductImages.Select(x => x.Image).ToList();

return new ActionResponse<ImageDTO>

{

WasSuccess = true,

Result = imageDTO

};

}

1. Modificamos el **IProductsUnitOfWork**:

Task<ActionResponse<ImageDTO>> AddImageAsync(ImageDTO imageDTO);

Task<ActionResponse<ImageDTO>> RemoveLastImageAsync(ImageDTO imageDTO);

1. Modificamos el **ProductsUnitOfWork**:

public async Task<ActionResponse<ImageDTO>> AddImageAsync(ImageDTO imageDTO) => await \_productsRepository.AddImageAsync(imageDTO);

public async Task<ActionResponse<ImageDTO>> RemoveLastImageAsync(ImageDTO imageDTO) => await \_productsRepository.RemoveLastImageAsync(imageDTO);

1. Modificamos el **ProductsController**.

[HttpPost("addImages")]

public async Task<IActionResult> PostAddImagesAsync(ImageDTO imageDTO)

{

var action = await \_productsUnitOfWork.AddImageAsync(imageDTO);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return BadRequest(action.Message);

}

[HttpPost("removeLastImage")]

public async Task<IActionResult> PostRemoveLastImageAsync(ImageDTO imageDTO)

{

var action = await \_productsUnitOfWork.RemoveLastImageAsync(imageDTO);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return BadRequest(action.Message);

}

1. Modificamos el **CarouselView.razor**.

<div class="my-2">

<MudCarousel Class="mud-width-full" Style="height:200px;" ShowArrows="@arrows" ShowBullets="@bullets" EnableSwipeGesture="@enableSwipeGesture" AutoCycle="@autocycle" TData="object">

@foreach (var image in Images)

{

@if (image.StartsWith("https://"))

{

<MudCarouselItem Transition="transition" Color="@Color.Primary">

<div class="d-flex" style="height:100%; justify-content:center">

<img src="@image" />

</div>

</MudCarouselItem>

}

}

</MudCarousel>

</div>

1. Modificamos el **ProductEdit.razor.cs**.

private async Task AddImageAsync()

{

if (productDTO.ProductImages is null || productDTO.ProductImages.Count == 0)

{

return;

}

var imageDTO = new ImageDTO

{

ProductId = ProductId,

Images = productDTO.ProductImages!

};

var httpActionResponse = await Repository.PostAsync<ImageDTO, ImageDTO>("/api/products/addImages", imageDTO);

if (httpActionResponse.Error)

{

var message = await httpActionResponse.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

productDTO.ProductImages = httpActionResponse.Response!.Images;

var toast = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Imagenes agregadas con éxito.");

}

private async Task RemoveImageAsyc()

{

if (productDTO.ProductImages is null || productDTO.ProductImages.Count == 0)

{

return;

}

var imageDTO = new ImageDTO

{

ProductId = ProductId,

Images = productDTO.ProductImages!

};

var httpActionResponse = await Repository.PostAsync<ImageDTO, ImageDTO>("/api/products/removeLastImage", imageDTO);

if (httpActionResponse.Error)

{

var message = await httpActionResponse.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

productDTO.ProductImages = httpActionResponse.Response!.Images;

var toast = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Imagén eliminada con éxito.");

}

1. Probamos y hacemos el **commit** de lo que hemos logrado hasta el momento, corra la App con **Ctrl + F5**, para que tome los cambios en el CSS.
2. Si itentemos borrar un registro. Nos genera error por los registros relacionados. Vamos a corregir eso.
3. Modicamos el **IProductsRepository**:

Task<ActionResponse<Product>> DeleteAsync(int id);

1. Modicamos el **ProductsRepository**:

public override async Task<ActionResponse<Product>> DeleteAsync(int id)

{

var product = await \_context.Products

.Include(x => x.ProductCategories)

.Include(x => x.ProductImages)

.FirstOrDefaultAsync(x => x.Id == id);

if (product == null)

{

return new ActionResponse<Product>

{

WasSuccess = false,

Message = "Producto no encontrado"

};

}

foreach (var productImage in product.ProductImages!)

{

await \_fileStorage.RemoveFileAsync(productImage.Image, "products");

}

try

{

\_context.ProductCategories.RemoveRange(product.ProductCategories!);

\_context.ProductImages.RemoveRange(product.ProductImages!);

\_context.Products.Remove(product);

await \_context.SaveChangesAsync();

return new ActionResponse<Product>

{

WasSuccess = true,

};

}

catch

{

return new ActionResponse<Product>

{

WasSuccess = false,

Message = "No se puede borrar el producto, porque tiene registros relacionados"

};

}

}

1. Modicamos el **IProductsUnitOfWork**:

Task<ActionResponse<Product>> DeleteAsync(int id);

1. Modicamos el **ProductsUnitOfWork**:

public override async Task<ActionResponse<Product>> DeleteAsync(int id) => await \_productsRepository.DeleteAsync(id);

1. Modicamos el **ProductsController**:

[HttpDelete("{id}")]

public override async Task<IActionResult> DeleteAsync(int id)

{

var action = await \_productsUnitOfWork.DeleteAsync(id);

if (!action.WasSuccess)

{

return NotFound();

}

return NoContent();

}

1. Probamos y hacemos el **commit**.

## Creando el “Home” de nuestra aplicación

1. Modificamos el **ProductsController** y le colocamos el **[AllowAnonymous]** a todos los **GET** de este controlador.
2. Agregamos el **Index.razor.css**:

.card {

display: flex;

flex-direction: column;

justify-content: space-between;

border: 1px solid lightgray;

box-shadow: 2px 2px 8px 4px #d3d3d3d1;

border-radius: 15px;

font-family: sans-serif;

margin: 5px;

}

1. Agregamos el **Index.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages

{

public partial class Index

{

private int currentPage = 1;

private int totalPages;

public List<Product>? Products { get; set; }

[Parameter, SupplyParameterFromQuery] public string Page { get; set; } = string.Empty;

[Parameter, SupplyParameterFromQuery] public string Filter { get; set; } = string.Empty;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

private async Task SelectedPageAsync(int page)

{

currentPage = page;

await LoadAsync(page);

}

private async Task LoadAsync(int page = 1)

{

if (!string.IsNullOrWhiteSpace(Page))

{

page = Convert.ToInt32(Page);

}

var ok = await LoadListAsync(page);

if (ok)

{

await LoadPagesAsync();

}

}

private async Task<bool> LoadListAsync(int page)

{

var url = $"api/products?page={page}&RecordsNumber=8";

if (!string.IsNullOrEmpty(Filter))

{

url += $"&filter={Filter}";

}

var response = await Repository.GetAsync<List<Product>>(url);

if (response.Error)

{

var message = await response.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return false;

}

Products = response.Response;

return true;

}

private async Task LoadPagesAsync()

{

var url = $"api/products/totalPages/?RecordsNumber=8";

if (string.IsNullOrEmpty(Filter))

{

url += $"&filter={Filter}";

}

var response = await Repository.GetAsync<int>(url);

if (response.Error)

{

var message = await response.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

totalPages = response.Response;

}

private async Task CleanFilterAsync()

{

Filter = string.Empty;

await ApplyFilterAsync();

}

private async Task ApplyFilterAsync()

{

int page = 1;

await LoadAsync(page);

await SelectedPageAsync(page);

}

private void AddToCartAsync(int productId)

{

}

}

}

1. Modificamos el **Index.razor**:

@page "/"

@if (Products is null)

{

<Loading />

}

else

{

<div class="mb-2" style="display: flex; flex-wrap:wrap; align-items: center;">

<div>

<input style="width: 400px;" type="text" class="form-control" id="titulo" placeholder="Buscar producto..." @bind-value="Filter" />

</div>

<div class="mx-1">

<button type="button" class="btn btn-outline-primary" @onclick="ApplyFilterAsync"><i class="oi oi-layers" /> Filtrar</button>

<button type="button" class="btn btn-outline-danger" @onclick="CleanFilterAsync"><i class="oi oi-ban" /> Limpiar</button>

</div>

</div>

<Pagination CurrentPage="currentPage"

TotalPages="totalPages"

SelectedPage="SelectedPageAsync" />

<div class="row row-cols-1 row-cols-md-4 g-4 mt-1">

@foreach (var product in Products!)

{

<div class="col">

<div class="card h-100">

<div class="text-center zoom">

<img src="@product.MainImage" style="height:150px; max-width:200px;" class="text-center" alt=@product.Name />

</div>

<div class="card-body">

<h5 class="card-title text-navy"> @product.Name</h5>

<p class="card-text smfnt">@product.Description</p>

<h5 class="text-muted">@($"{product.Price:C2}")</h5>

</div>

<div class="card-footer text-center">

<a href="/products/details/@product.Id" class="btn btn-sm btn-secondary"><i class="oi oi-info" /> Detalles</a>

<button class="btn btn-sm btn-primary" @onclick=@(() => AddToCartAsync(product.Id))><i class="oi oi-plus" /> Agregar al Carro</button>

</div>

</div>

</div>

}

</div>

}

1. Probamos y hacemos el **commit**.

## Agregando productos al carro de compras

1. Creamos la entidad **TemporalOrder**:

using System.ComponentModel.DataAnnotations;

namespace Orders.Shared.Entities

{

public class TemporalOrder

{

public int Id { get; set; }

public User? User { get; set; }

public string? UserId { get; set; }

public Product? Product { get; set; }

public int ProductId { get; set; }

[DisplayFormat(DataFormatString = "{0:N2}")]

[Display(Name = "Cantidad")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public float Quantity { get; set; }

[DataType(DataType.MultilineText)]

[Display(Name = "Comentarios")]

public string? Remarks { get; set; }

public decimal Value => Product == null ? 0 : Product.Price \* (decimal)Quantity;

}

}

1. Modificmos la entidad **Product** agregando esta propiedad:

public ICollection<TemporalOrder>? TemporalOrders { get; set; }

1. Modificmos la entidad **User** agregando esta propiedad:

public ICollection<TemporalOrder>? TemporalOrders { get; set; }

1. La adicionamos en el **DataContext**:

public DbSet<TemporalOrder> TemporalOrders { get; set; }

1. Creamos la migración y actualizamos la base de datos.
2. En **Orders.Shared.DTOs** creamos el **TemporalOrderDTO**.

namespace Orders.Shared.DTOs

{

public class TemporalOrderDTO

{

public int ProductId { get; set; }

public float Quantity { get; set; } = 1;

public string Remarks { get; set; } = string.Empty;

}

}

1. Creamos el **ITemporalOrdersRepository**:

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories.Interfaces

{

public interface ITemporalOrdersRepository

{

Task<ActionResponse<TemporalOrderDTO>> AddFullAsync(string email, TemporalOrderDTO temporalOrderDTO);

Task<ActionResponse<IEnumerable<TemporalOrder>>> GetAsync(string email);

Task<ActionResponse<int>> GetCountAsync(string email);

}

}

1. Creamos el **TemporalOrdersRepository**:

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

using Orders.Backend.Repositories.Interfaces;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories.Implementations

{

public class TemporalOrdersRepository : GenericRepository<TemporalOrder>, ITemporalOrdersRepository

{

private readonly DataContext \_context;

private readonly IUsersRepository \_usersRepository;

public TemporalOrdersRepository(DataContext context, IUsersRepository usersRepository) : base(context)

{

\_context = context;

\_usersRepository = usersRepository;

}

public async Task<ActionResponse<TemporalOrderDTO>> AddFullAsync(string email, TemporalOrderDTO temporalOrderDTO)

{

var product = await \_context.Products.FirstOrDefaultAsync(x => x.Id == temporalOrderDTO.ProductId);

if (product == null)

{

return new ActionResponse<TemporalOrderDTO>

{

WasSuccess = false,

Message = "Producto no existe"

};

}

var user = await \_usersRepository.GetUserAsync(email);

if (user == null)

{

return new ActionResponse<TemporalOrderDTO>

{

WasSuccess = false,

Message = "Usuario no existe"

};

}

var temporalOrder = new TemporalOrder

{

Product = product,

Quantity = temporalOrderDTO.Quantity,

Remarks = temporalOrderDTO.Remarks,

User = user

};

try

{

\_context.Add(temporalOrder);

await \_context.SaveChangesAsync();

return new ActionResponse<TemporalOrderDTO>

{

WasSuccess = true,

Result = temporalOrderDTO

};

}

catch (Exception ex)

{

return new ActionResponse<TemporalOrderDTO>

{

WasSuccess = false,

Message = ex.Message

};

}

}

public async Task<ActionResponse<IEnumerable<TemporalOrder>>> GetAsync(string email)

{

var temporalOrders = await \_context.TemporalOrders

.Include(ts => ts.User!)

.Include(ts => ts.Product!)

.ThenInclude(p => p.ProductCategories!)

.ThenInclude(pc => pc.Category)

.Include(ts => ts.Product!)

.ThenInclude(p => p.ProductImages)

.Where(x => x.User!.Email == email)

.ToListAsync();

return new ActionResponse<IEnumerable<TemporalOrder>>

{

WasSuccess = true,

Result = temporalOrders

};

}

public async Task<ActionResponse<int>> GetCountAsync(string email)

{

var count = await \_context.TemporalOrders

.Where(x => x.User!.Email == email)

.SumAsync(x => x.Quantity);

return new ActionResponse<int>

{

WasSuccess = true,

Result = (int)count

};

}

}

}

1. Creamos el **ITemporalOrdersUnitOfWork**:

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.UnitsOfWork.Interfaces

{

public interface ITemporalOrdersUnitOfWork

{

Task<ActionResponse<TemporalOrderDTO>> AddFullAsync(string email, TemporalOrderDTO temporalOrderDTO);

Task<ActionResponse<IEnumerable<TemporalOrder>>> GetAsync(string email);

Task<ActionResponse<int>> GetCountAsync(string email);

}

}

1. Creamos el **TemporalOrdersUnitOfWork**:

using Orders.Backend.Repositories.Interfaces;

using Orders.Backend.UnitsOfWork.Implementations;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories.Implementations

{

public class TemporalOrdersUnitOfWork : GenericUnitOfWork<TemporalOrder>, ITemporalOrdersUnitOfWork

{

private readonly ITemporalOrdersRepository \_temporalOrdersRepository;

public TemporalOrdersUnitOfWork(IGenericRepository<TemporalOrder> repository, ITemporalOrdersRepository temporalOrdersRepository) : base(repository)

{

\_temporalOrdersRepository = temporalOrdersRepository;

}

public async Task<ActionResponse<TemporalOrderDTO>> AddFullAsync(string email, TemporalOrderDTO temporalOrderDTO) => await \_temporalOrdersRepository.AddFullAsync(email, temporalOrderDTO);

public async Task<ActionResponse<IEnumerable<TemporalOrder>>> GetAsync(string email) => await \_temporalOrdersRepository.GetAsync(email);

public async Task<ActionResponse<int>> GetCountAsync(string email) => await \_temporalOrdersRepository.GetCountAsync(email);

}

}

1. Agregamos las nueva inyecciones el **Program**:

builder.Services.AddScoped<ICategoriesRepository, CategoriesRepository>();

builder.Services.AddScoped<ICitiesRepository, CitiesRepository>();

builder.Services.AddScoped<ICountriesRepository, CountriesRepository>();

builder.Services.AddScoped<IProductsRepository, ProductsRepository>();

builder.Services.AddScoped<IStatesRepository, StatesRepository>();

builder.Services.AddScoped<ITemporalOrdersRepository, TemporalOrdersRepository>();

builder.Services.AddScoped<IUsersRepository, UsersRepository>();

builder.Services.AddScoped<ICategoriesUnitOfWork, CategoriesUnitOfWork>();

builder.Services.AddScoped<ICitiesUnitOfWork, CitiesUnitOfWork>();

builder.Services.AddScoped<ICountriesUnitOfWork, CountriesUnitOfWork>();

builder.Services.AddScoped<IProductsUnitOfWork, ProductsUnitOfWork>();

builder.Services.AddScoped<IStatesUnitOfWork, StatesUnitOfWork>();

builder.Services.AddScoped<ITemporalOrdersUnitOfWork, TemporalOrdersUnitOfWork>();

builder.Services.AddScoped<IUsersUnitOfWork, UsersUnitOfWork>();

1. Creamos el **TemporalOrdersController**:

using Microsoft.AspNetCore.Authentication.JwtBearer;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Mvc;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

namespace Orders.Backend.Controllers

{

[ApiController]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

[Route("api/[controller]")]

public class TemporalOrdersController : GenericController<TemporalOrder>

{

private readonly ITemporalOrdersUnitOfWork \_temporalOrdersUnitOfWork;

public TemporalOrdersController(IGenericUnitOfWork<TemporalOrder> unitOfWork, ITemporalOrdersUnitOfWork temporalOrdersUnitOfWork) : base(unitOfWork)

{

\_temporalOrdersUnitOfWork = temporalOrdersUnitOfWork;

}

[HttpPost("full")]

public async Task<IActionResult> PostAsync(TemporalOrderDTO temporalOrderDTO)

{

var action = await \_temporalOrdersUnitOfWork.AddFullAsync(User.Identity!.Name!, temporalOrderDTO);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return BadRequest(action.Message);

}

[HttpGet("my")]

public async Task<IActionResult> GetAsync()

{

var action = await \_temporalOrdersUnitOfWork.GetAsync(User.Identity!.Name!);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return BadRequest(action.Message);

}

[HttpGet("count")]

public async Task<IActionResult> GetCountAsync()

{

var action = await \_temporalOrdersUnitOfWork.GetCountAsync(User.Identity!.Name!);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return BadRequest(action.Message);

}

}

}

1. Modificamos el **Index.razor.cs**:

…

private int currentPage = 1;

private int totalPages;

private int counter = 0;

private bool isAuthenticated;

…

[CascadingParameter] private Task<AuthenticationState> authenticationStateTask { get; set; } = null!;

[CascadingParameter] private IModalService Modal { get; set; } = default!;

…

protected async override Task OnParametersSetAsync()

{

await CheckIsAuthenticatedAsync();

await LoadCounterAsync();

}

private async Task CheckIsAuthenticatedAsync()

{

var authenticationState = await authenticationStateTask;

isAuthenticated = authenticationState.User.Identity!.IsAuthenticated;

}

private async Task LoadCounterAsync()

{

if (!isAuthenticated)

{

return;

}

var responseHttp = await Repository.GetAsync<int>("/api/temporalOrders/count");

if (responseHttp.Error)

{

return;

}

counter = responseHttp.Response;

}

private async Task AddToCartAsync(int productId)

{

if (!isAuthenticated)

{

Modal.Show<Login>();

var toast1 = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = false,

Timer = 3000

});

await toast1.FireAsync(icon: SweetAlertIcon.Error, message: "Debes haber iniciado sesión para poder agregar productos al carro de compras.");

return;

}

var temporalOrderDTO = new TemporalOrderDTO

{

ProductId = productId

};

var httpActionResponse = await Repository.PostAsync("/api/temporalOrders/full", temporalOrderDTO);

if (httpActionResponse.Error)

{

var message = await httpActionResponse.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

await LoadCounterAsync();

var toast2 = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast2.FireAsync(icon: SweetAlertIcon.Success, message: "Producto agregado al carro de compras.");

}

…

1. Modificamos el **Index.razor**:

…

<div class="mb-2" style="display: flex; flex-wrap:wrap; align-items: center;">

<div>

<input style="width: 400px;" type="text" class="form-control" id="titulo" placeholder="Buscar producto..." @bind-value="Filter" />

</div>

<div class="mx-1">

<button type="button" class="btn btn-outline-primary" @onclick="ApplyFilterAsync"><i class="oi oi-layers" /> Filtrar</button>

<button type="button" class="btn btn-outline-danger" @onclick="CleanFilterAsync"><i class="oi oi-ban" /> Limpiar</button>

</div>

<AuthorizeView>

<Authorized>

@if (counter > 0)

{

<a href="/Cart/ShowCart" class="btn btn-primary">Ver Carro de Compras (@counter)</a>

}

</Authorized>

</AuthorizeView>

</div>

…

1. Dentro de **Pages** creamos la carpeta **Cart** y dentro de esta creamos el **ShowCart.razor** temporal.

@page "/Cart/ShowCart"

<h3>ShowCart</h3>

1. Probamos lo que llevamos hasta el momento.
2. Ahora vamos a mostrar los detalles del producto y dar la oportunidad de agregar al carro de compras ingresando una cantidad y un comentario. Primero creamos el **ProductDetails.razor** dentro de **Pages/Products**:

@page "/products/details/{ProductId:int}"

@if (loading)

{

<Loading />

}

else

{

<div class="card">

<div class="card-header">

<span>

<i class="oi oi-star" /> @product!.Name

<a class="btn btn-sm btn-success float-end" href="/"><i class="oi oi-arrow-thick-left" /> Regresar</a>

</span>

</div>

<div class="card-body">

<div class="row">

<div class="col-6">

<div class="mb-3">

<label>Nombre:</label>

<div>

<b>@product.Name</b>

</div>

</div>

<div class="mb-3">

<label>Descripción:</label>

<div>

<b>@product.Description</b>

</div>

</div>

<div class="mb-3">

<label>Precio:</label>

<div>

<b>@($"{product.Price:C2}")</b>

</div>

</div>

<div class="mb-3">

<label>Inventario:</label>

<div>

<b>@($"{product.Stock:N2}")</b>

</div>

</div>

<div class="mb-3">

<label>Categorías:</label>

<div>

@foreach (var category in categories!)

{

<div class="mx-2">

<b>@category</b>

</div>

}

</div>

</div>

</div>

<div class="col-6">

<EditForm Model="TemporalOrderDTO" OnValidSubmit="AddToCartAsync">

<DataAnnotationsValidator />

<div class="mb-3">

<label>Cantidad:</label>

<div>

<InputNumber class="form-control" @bind-Value="@TemporalOrderDTO.Quantity" />

<ValidationMessage For="@(() => TemporalOrderDTO.Quantity)" />

</div>

<label>Comentarios:</label>

<div>

<InputText class="form-control" @bind-Value="@TemporalOrderDTO.Remarks" />

<ValidationMessage For="@(() => TemporalOrderDTO.Remarks)" />

</div>

</div>

<button class="btn btn-primary" type="submit"><i class="oi oi-plus" /> Agregar Al Carro de Compras</button>

</EditForm>

</div>

</div>

<CarouselView Images="images" />

</div>

</div>

}

1. Ahora creamos el **ProductDetails.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Microsoft.AspNetCore.Components.Authorization;

using Orders.Frontend.Repositories;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Products

{

public partial class ProductDetails

{

private List<string>? categories;

private List<string>? images;

private bool loading = true;

private Product? product;

private bool isAuthenticated;

[Inject] private NavigationManager navigationManager { get; set; } = null!;

[Inject] private IRepository repository { get; set; } = null!;

[Inject] private SweetAlertService sweetAlertService { get; set; } = null!;

[Parameter] public int ProductId { get; set; }

[CascadingParameter] private Task<AuthenticationState> authenticationStateTask { get; set; } = null!;

public TemporalOrderDTO TemporalOrderDTO { get; set; } = new();

protected override async Task OnParametersSetAsync()

{

await CheckIsAuthenticatedAsync();

}

private async Task CheckIsAuthenticatedAsync()

{

var authenticationState = await authenticationStateTask;

isAuthenticated = authenticationState.User.Identity!.IsAuthenticated;

}

protected override async Task OnInitializedAsync()

{

await LoadProductAsync();

}

private async Task LoadProductAsync()

{

loading = true;

var httpActionResponse = await repository.GetAsync<Product>($"/api/products/{ProductId}");

if (httpActionResponse.Error)

{

loading = false;

var message = await httpActionResponse.GetErrorMessageAsync();

await sweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

product = httpActionResponse.Response!;

categories = product.ProductCategories!.Select(x => x.Category!.Name).ToList();

images = product.ProductImages!.Select(x => x.Image).ToList();

loading = false;

}

public async Task AddToCartAsync()

{

if (!isAuthenticated)

{

navigationManager.NavigateTo("/Login");

var toast1 = sweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast1.FireAsync(icon: SweetAlertIcon.Error, message: "Debes haber iniciado sesión para poder agregar productos al carro de compras.");

return;

}

TemporalOrderDTO.ProductId = ProductId;

var httpActionResponse = await repository.PostAsync("/api/temporalOrders/full", TemporalOrderDTO);

if (httpActionResponse.Error)

{

var message = await httpActionResponse.GetErrorMessageAsync();

await sweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

var toast2 = sweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast2.FireAsync(icon: SweetAlertIcon.Success, message: "Producto agregado al carro de compras.");

navigationManager.NavigateTo("/");

}

}

}

1. Probamos y hacemos el **commit**.

## Mostrando y modificando el carro de compras

1. Agregamos este campo al **TemporalOrderDTO**:

public int Id { get; set; }

1. Agregamos la enumeración **OrderStatus**:

using System.ComponentModel;

namespace Orders.Shared.Enums

{

public enum OrderStatus

{

[Description("Nuevo")]

New,

[Description("Despachado")]

Dispatched,

[Description("Enviado")]

Sent,

[Description("Confirmado")]

Confirmed,

[Description("Cancelado")]

Cancelled

}

}

1. Agregamos el **OrderDTO**:

using Orders.Shared.Enums;

namespace Orders.Shared.DTOs

{

public class OrderDTO

{

public int Id { get; set; }

public OrderStatus OrderStatus { get; set; }

public string Remarks { get; set; } = string.Empty;

}

}

1. Agregamos estos métodos al **ITemporalOrdersRepository**:

Task<ActionResponse<TemporalOrder>> GetAsync(int id);

Task<ActionResponse<TemporalOrder>> PutFullAsync(TemporalOrderDTO temporalOrderDTO);

1. Agregamos estos métodos al **TemporalOrdersRepository**:

public async Task<ActionResponse<TemporalOrder>> PutFullAsync(TemporalOrderDTO temporalOrderDTO)

{

var currentTemporalOrder = await \_context.TemporalOrders.FirstOrDefaultAsync(x => x.Id == temporalOrderDTO.Id);

if (currentTemporalOrder == null)

{

return new ActionResponse<TemporalOrder>

{

WasSuccess = false,

Message = "Registro no encontrado"

};

}

currentTemporalOrder!.Remarks = temporalOrderDTO.Remarks;

currentTemporalOrder.Quantity = temporalOrderDTO.Quantity;

\_context.Update(currentTemporalOrder);

await \_context.SaveChangesAsync();

return new ActionResponse<TemporalOrder>

{

WasSuccess = true,

Result = currentTemporalOrder

};

}

public override async Task<ActionResponse<TemporalOrder>> GetAsync(int id)

{

var temporalOrder = await \_context.TemporalOrders

.Include(ts => ts.User!)

.Include(ts => ts.Product!)

.ThenInclude(p => p.ProductCategories!)

.ThenInclude(pc => pc.Category)

.Include(ts => ts.Product!)

.ThenInclude(p => p.ProductImages)

.FirstOrDefaultAsync(x => x.Id == id);

if (temporalOrder == null)

{

return new ActionResponse<TemporalOrder>

{

WasSuccess = false,

Message = "Registro no encontrado"

};

}

return new ActionResponse<TemporalOrder>

{

WasSuccess = true,

Result = temporalOrder

};

}

1. Agregamos estos métodos al **ITemporalOrdersUnitOfWork**:

Task<ActionResponse<TemporalOrder>> GetAsync(int id);

Task<ActionResponse<TemporalOrder>> PutFullAsync(TemporalOrderDTO temporalOrderDTO);

1. Agregamos estos métodos al **TemporalOrdersUnitOfWork**:

public async Task<ActionResponse<TemporalOrder>> PutFullAsync(TemporalOrderDTO temporalOrderDTO) => await \_temporalOrdersRepository.PutFullAsync(temporalOrderDTO);

public override async Task<ActionResponse<TemporalOrder>> GetAsync(int id) => await \_temporalOrdersRepository.GetAsync(id);

1. Agregamos estos métodos al **TemporalOrdersController**:

[HttpGet("{id}")]

public override async Task<IActionResult> GetAsync(int id)

{

var response = await \_temporalOrdersUnitOfWork.GetAsync(id);

if (response.WasSuccess)

{

return Ok(response.Result);

}

return NotFound(response.Message);

}

[HttpPut("full")]

public async Task<IActionResult> PutFullAsync(TemporalOrderDTO temporalOrderDTO)

{

var action = await \_temporalOrdersUnitOfWork.PutFullAsync(temporalOrderDTO);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return NotFound(action.Message);

}

1. Agregamos el **ShowCart.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Cart

{

[Authorize(Roles = "Admin, User")]

public partial class ShowCart

{

public List<TemporalOrder>? temporalOrders { get; set; }

private float sumQuantity;

private decimal sumValue;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

public OrderDTO OrderDTO { get; set; } = new();

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

private async Task LoadAsync()

{

try

{

var responseHppt = await Repository.GetAsync<List<TemporalOrder>>("api/temporalOrders/my");

temporalOrders = responseHppt.Response!;

sumQuantity = temporalOrders.Sum(x => x.Quantity);

sumValue = temporalOrders.Sum(x => x.Value);

}

catch (Exception ex)

{

await SweetAlertService.FireAsync("Error", ex.Message, SweetAlertIcon.Error);

}

}

private void ConfirmOrderAsync()

{

//TODO: Pending to implement

}

private async Task Delete(int temporalOrderId)

{

var result = await SweetAlertService.FireAsync(new SweetAlertOptions

{

Title = "Confirmación",

Text = "¿Esta seguro que quieres borrar el registro?",

Icon = SweetAlertIcon.Question,

ShowCancelButton = true

});

var confirm = string.IsNullOrEmpty(result.Value);

if (confirm)

{

return;

}

var responseHttp = await Repository.DeleteAsync($"api/temporalOrders/{temporalOrderId}");

if (responseHttp.Error)

{

if (responseHttp.HttpResponseMessage.StatusCode == System.Net.HttpStatusCode.NotFound)

{

NavigationManager.NavigateTo("/");

return;

}

var mensajeError = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", mensajeError, SweetAlertIcon.Error);

return;

}

await LoadAsync();

var toast = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = false,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Producto eliminado del carro de compras.");

}

}

}

1. Modificamos nuestro **ShowCart.razor**:

@page "/Cart/ShowCart"

@if (temporalOrders is null)

{

<Loading />

}

else

{

<GenericList MyList="temporalOrders">

<Body>

<div class="card">

<div class="card-header">

<span>

<i class="oi oi-cart" /> Carro de Compras

</span>

</div>

<div class="card-body">

<div class="row mb-2">

<div class="col-4">

<h3>Cantidad productos: <strong>@($"{sumQuantity:N2}")</strong></h3>

</div>

<div class="col-4">

<h3>Valor: <strong>@($"{sumValue:C2}")</strong></h3>

</div>

</div>

<EditForm Model="OrderDTO" OnValidSubmit="ConfirmOrderAsync">

<DataAnnotationsValidator />

<div class="mb-3">

<label>Comentarios:</label>

<div>

<InputText class="form-control" @bind-Value="@OrderDTO.Remarks" />

<ValidationMessage For="@(() => OrderDTO.Remarks)" />

</div>

</div>

<button class="btn btn-primary mb-3" type="submit"><i class="oi oi-check" /> Confirmar Pedido</button>

</EditForm>

<table class="table table-striped">

<thead>

<tr>

<th>Nombre</th>

<th>Descripción</th>

<th>Cantidad</th>

<th>Precio</th>

<th>Valor</th>

<th>Comentarios</th>

<th>Imagén</th>

<th style="width:168px"></th>

</tr>

</thead>

<tbody>

@foreach (var temporalOrder in temporalOrders)

{

<tr>

<td>

@temporalOrder.Product!.Name

</td>

<td>

@temporalOrder.Product!.Description

</td>

<td>

@($"{temporalOrder.Quantity:N2}")

</td>

<td>

@($"{temporalOrder.Product!.Price:C2}")

</td>

<td>

@($"{temporalOrder.Value:C2}")

</td>

<td>

@temporalOrder.Remarks

</td>

<td>

<img src="@temporalOrder.Product!.MainImage" style="width:100px;" />

</td>

<td>

<a href="/Cart/ModifyTemporalOrder/@temporalOrder.Id" class="btn btn-warning btn-sm"><i class="oi oi-pencil" /> Editar</a>

<button class="btn btn-danger btn-sm" @onclick=@(() => Delete(temporalOrder.Id))><i class="oi oi-trash" /> Borrar</button>

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</Body>

</GenericList>

}

1. Probamos lo que llevamos hasta el momento.
2. Dentro de **Pages/Cart** creamos el **ModifyTemporalOrder.razor**:

@page "/Cart/ModifyTemporalOrder/{TemporalOrderId:int}"

@if (loading)

{

<Loading />

}

else

{

<div class="card">

<div class="card-header">

<span>

<i class="oi oi-star" /> @product!.Name

<a class="btn btn-sm btn-success float-end" href="/"><i class="oi oi-arrow-thick-left" /> Regresar</a>

</span>

</div>

<div class="card-body">

<div class="row">

<div class="col-6">

<div class="mb-3">

<label>Nombre:</label>

<div>

<b>@product.Name</b>

</div>

</div>

<div class="mb-3">

<label>Descripción:</label>

<div>

<b>@product.Description</b>

</div>

</div>

<div class="mb-3">

<label>Precio:</label>

<div>

<b>@($"{product.Price:C2}")</b>

</div>

</div>

<div class="mb-3">

<label>Inventario:</label>

<div>

<b>@($"{product.Stock:N2}")</b>

</div>

</div>

<div class="mb-3">

<label>Categorías:</label>

<div>

@foreach (var category in categories!)

{

<div class="mx-2">

<b>@category</b>

</div>

}

</div>

</div>

</div>

<div class="col-6">

<EditForm Model="temporalOrderDTO" OnValidSubmit="UpdateCartAsync">

<DataAnnotationsValidator />

<div class="mb-3">

<label>Cantidad:</label>

<div>

<InputNumber class="form-control" @bind-Value="@temporalOrderDTO!.Quantity" />

<ValidationMessage For="@(() => temporalOrderDTO.Quantity)" />

</div>

<label>Comentarios:</label>

<div>

<InputText class="form-control" @bind-Value="@temporalOrderDTO.Remarks" />

<ValidationMessage For="@(() => temporalOrderDTO.Remarks)" />

</div>

</div>

<button class="btn btn-primary" type="submit"><i class="oi oi-check" /> Actualizar Carro de Compras</button>

</EditForm>

</div>

</div>

<CarouselView Images="images" />

</div>

</div>

}

1. Dentro de **Pages/Cart** creamos el **ModifyTemporalOrder.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Cart

{

[Authorize(Roles = "Admin, User")]

public partial class ModifyTemporalOrder

{

private List<string>? categories;

private List<string>? images;

private bool loading = true;

private Product? product;

private TemporalOrderDTO? temporalOrderDTO;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Parameter] public int TemporalOrderId { get; set; }

protected override async Task OnInitializedAsync()

{

await LoadTemporalOrderAsync();

}

private async Task LoadTemporalOrderAsync()

{

loading = true;

var httpResponse = await Repository.GetAsync<TemporalOrder>($"/api/temporalOrders/{TemporalOrderId}");

if (httpResponse.Error)

{

loading = false;

var message = await httpResponse.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

var temporalOrder = httpResponse.Response!;

temporalOrderDTO = new TemporalOrderDTO

{

Id = temporalOrder.Id,

ProductId = temporalOrder.ProductId,

Remarks = temporalOrder.Remarks!,

Quantity = temporalOrder.Quantity

};

product = temporalOrder.Product;

categories = product!.ProductCategories!.Select(x => x.Category.Name).ToList();

images = product.ProductImages!.Select(x => x.Image).ToList();

loading = false;

}

public async Task UpdateCartAsync()

{

var httpResponse = await Repository.PutAsync("/api/temporalOrders/full", temporalOrderDTO);

if (httpResponse.Error)

{

var message = await httpResponse.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

var toast2 = SweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast2.FireAsync(icon: SweetAlertIcon.Success, message: "Producto modificado en el de compras.");

NavigationManager.NavigateTo("/");

}

}

}

1. Probamos y hacemos el **commit**.

## Procesando el pedido

1. Agregamos la entidad **Order**:

using Orders.Shared.Enums;

using System.ComponentModel.DataAnnotations;

namespace Orders.Shared.Entities

{

public class Order

{

public int Id { get; set; }

[DisplayFormat(DataFormatString = "{0:yyyy/MM/dd hh:mm tt}")]

[Display(Name = "Inventario")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public DateTime Date { get; set; }

public User? User { get; set; }

public string? UserId { get; set; }

[DataType(DataType.MultilineText)]

[Display(Name = "Comentarios")]

public string? Remarks { get; set; }

public OrderStatus OrderStatus { get; set; }

public ICollection<OrderDetail>? OrderDetails { get; set; }

[DisplayFormat(DataFormatString = "{0:N0}")]

[Display(Name = "Líneas")]

public int Lines => OrderDetails == null || OrderDetails.Count == 0 ? 0 : OrderDetails.Count;

[DisplayFormat(DataFormatString = "{0:N2}")]

[Display(Name = "Cantidad")]

public float Quantity => OrderDetails == null || OrderDetails.Count == 0 ? 0 : OrderDetails.Sum(sd => sd.Quantity);

[DisplayFormat(DataFormatString = "{0:C2}")]

[Display(Name = "Valor")]

public decimal Value => OrderDetails == null || OrderDetails.Count == 0 ? 0 : OrderDetails.Sum(sd => sd.Value);

}

}

1. Agregamos la entidad **OrderDetail**:

using System.ComponentModel.DataAnnotations;

namespace Orders.Shared.Entities

{

public class OrderDetail

{

public int Id { get; set; }

public Order? Order { get; set; }

public int OrderId { get; set; }

[DataType(DataType.MultilineText)]

[Display(Name = "Comentarios")]

public string? Remarks { get; set; }

public Product? Product { get; set; }

public int ProductId { get; set; }

[DisplayFormat(DataFormatString = "{0:N2}")]

[Display(Name = "Cantidad")]

[Required(ErrorMessage = "El campo {0} es obligatorio.")]

public float Quantity { get; set; }

[DisplayFormat(DataFormatString = "{0:C2}")]

[Display(Name = "Valor")]

public decimal Value => Product == null ? 0 : (decimal)Quantity \* Product.Price;

}

}

1. Modificamos la entidad **Product**:

public ICollection<OrderDetail>? OrderDetails { get; set; }

1. Modificamos la entidad **User**:

public ICollection<Order>? Orders { get; set; }

1. Agregamos las nuevas entidades al **DataContext**:

public DbSet<Order> Orders { get; set; }

public DbSet<OrderDetail> OrderDetails { get; set; }

1. Agregamos la migración y actualizamos la base de datos.
2. Creamos el **IOrdersRepository**:

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories.Interfaces

{

public interface IOrdersRepository

{

Task<ActionResponse<IEnumerable<Order>>> GetAsync(string email, PaginationDTO pagination);

Task<ActionResponse<int>> GetTotalPagesAsync(string email, PaginationDTO pagination);

Task<ActionResponse<Order>> GetAsync(int id);

Task<ActionResponse<Order>> UpdateFullAsync(string email, OrderDTO orderDTO);

}

}

1. Creamos el **OrdersRepository**:

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

using Orders.Backend.Helpers;

using Orders.Backend.Repositories.Interfaces;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Enums;

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories.Implementations

{

public class OrdersRepository : GenericRepository<Order>, IOrdersRepository

{

private readonly DataContext \_context;

private readonly IUsersRepository \_usersRepository;

public OrdersRepository(DataContext context, IUsersRepository usersRepository) : base(context)

{

\_context = context;

\_usersRepository = usersRepository;

}

public async Task<ActionResponse<IEnumerable<Order>>> GetAsync(string email, PaginationDTO pagination)

{

var user = await \_usersRepository.GetUserAsync(email);

if (user == null)

{

return new ActionResponse<IEnumerable<Order>>

{

WasSuccess = false,

Message = "Usuario no válido",

};

}

var queryable = \_context.Orders

.Include(s => s.User!)

.Include(s => s.OrderDetails!)

.ThenInclude(sd => sd.Product)

.AsQueryable();

var isAdmin = await \_usersRepository.IsUserInRoleAsync(user, UserType.Admin.ToString());

if (!isAdmin)

{

queryable = queryable.Where(s => s.User!.Email == email);

}

return new ActionResponse<IEnumerable<Order>>

{

WasSuccess = true,

Result = await queryable

.OrderByDescending(x => x.Date)

.Paginate(pagination)

.ToListAsync()

};

}

public async Task<ActionResponse<int>> GetTotalPagesAsync(string email, PaginationDTO pagination)

{

var user = await \_usersRepository.GetUserAsync(email);

if (user == null)

{

return new ActionResponse<int>

{

WasSuccess = false,

Message = "Usuario no válido",

};

}

var queryable = \_context.Orders.AsQueryable();

var isAdmin = await \_usersRepository.IsUserInRoleAsync(user, UserType.Admin.ToString());

if (!isAdmin)

{

queryable = queryable.Where(s => s.User!.Email == email);

}

double count = await queryable.CountAsync();

double totalPages = Math.Ceiling(count / pagination.RecordsNumber);

return new ActionResponse<int>

{

WasSuccess = true,

Result = (int)totalPages

};

}

public override async Task<ActionResponse<Order>> GetAsync(int id)

{

var order = await \_context.Orders

.Include(s => s.User!)

.ThenInclude(u => u.City!)

.ThenInclude(c => c.State!)

.ThenInclude(s => s.Country)

.Include(s => s.OrderDetails!)

.ThenInclude(sd => sd.Product)

.ThenInclude(p => p.ProductImages)

.FirstOrDefaultAsync(s => s.Id == id);

if (order == null)

{

return new ActionResponse<Order>

{

WasSuccess = false,

Message = "Pedido no existe"

};

}

return new ActionResponse<Order>

{

WasSuccess = true,

Result = order

};

}

public async Task<ActionResponse<Order>> UpdateFullAsync(string email, OrderDTO orderDTO)

{

var user = await \_usersRepository.GetUserAsync(email);

if (user == null)

{

return new ActionResponse<Order>

{

WasSuccess = false,

Message = "Usuario no existe"

};

}

var isAdmin = await \_usersRepository.IsUserInRoleAsync(user, UserType.Admin.ToString());

if (!isAdmin && orderDTO.OrderStatus != OrderStatus.Cancelled)

{

return new ActionResponse<Order>

{

WasSuccess = false,

Message = "Solo permitido para administradores."

};

}

var order = await \_context.Orders

.Include(s => s.OrderDetails)

.FirstOrDefaultAsync(s => s.Id == orderDTO.Id);

if (order == null)

{

return new ActionResponse<Order>

{

WasSuccess = false,

Message = "Pedido no existe"

};

}

if (orderDTO.OrderStatus == OrderStatus.Cancelled)

{

await ReturnStockAsync(order);

}

order.OrderStatus = orderDTO.OrderStatus;

\_context.Update(order);

await \_context.SaveChangesAsync();

return new ActionResponse<Order>

{

WasSuccess = true,

Result = order

};

}

private async Task ReturnStockAsync(Order order)

{

foreach (var orderDetail in order.OrderDetails!)

{

var product = await \_context.Products.FirstOrDefaultAsync(p => p.Id == orderDetail.ProductId);

if (product != null)

{

product.Stock += orderDetail.Quantity;

}

}

await \_context.SaveChangesAsync();

}

}

}

1. Creamos el **IOrdersUnitOfWork**:

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.UnitsOfWork.Interfaces

{

public interface IOrdersUnitOfWork

{

Task<ActionResponse<IEnumerable<Order>>> GetAsync(string email, PaginationDTO pagination);

Task<ActionResponse<int>> GetTotalPagesAsync(string email, PaginationDTO pagination);

Task<ActionResponse<Order>> GetAsync(int id);

Task<ActionResponse<Order>> UpdateFullAsync(string email, OrderDTO orderDTO);

}

}

1. Creamos el **OrdersUnitOfWork**:

using Orders.Backend.Repositories.Interfaces;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.UnitsOfWork.Implementations

{

public class OrdersUnitOfWork : GenericUnitOfWork<Order>, IOrdersUnitOfWork

{

private readonly IOrdersRepository \_ordersRepository;

public OrdersUnitOfWork(IGenericRepository<Order> repository, IOrdersRepository ordersRepository) : base(repository)

{

\_ordersRepository = ordersRepository;

}

public async Task<ActionResponse<IEnumerable<Order>>> GetAsync(string email, PaginationDTO pagination) => await \_ordersRepository.GetAsync(email, pagination);

public async Task<ActionResponse<int>> GetTotalPagesAsync(string email, PaginationDTO pagination) => await \_ordersRepository.GetTotalPagesAsync(email, pagination);

public async Task<ActionResponse<Order>> UpdateFullAsync(string email, OrderDTO orderDTO) => await \_ordersRepository.UpdateFullAsync(email, orderDTO);

public override async Task<ActionResponse<Order>> GetAsync(int id) => await \_ordersRepository.GetAsync(id);

}

}

1. Modificamos el **IProductsUnitOfWork**, no hay que implementar nada, porque lo toma del genérico. Solo se matricula en la intarfaz para exponerlo:

Task<ActionResponse<Product>> UpdateAsync(Product product);

1. Modificamos el **ITemporalOrdersUnitOfWork**, no hay que implementar nada, porque lo toma del genérico. Solo se matricula en la intarfaz para exponerlo.

Task<ActionResponse<TemporalOrder>> DeleteAsync(int id);

1. Modificamos el **IOrdersUnitOfWork**, no hay que implementar nada, porque lo toma del genérico. Solo se matricula en la intarfaz para exponerlo.

Task<ActionResponse<Order>> AddAsync(Order order);

1. En **Backend/Helpers** creamos el **IOrdersHelper**:

using Orders.Shared.Responses;

namespace Orders.Backend.Helpers

{

public interface IOrdersHelper

{

Task<ActionResponse<bool>> ProcessOrderAsync(string email, string remarks);

}

}

1. Luego hacemos la implementación en el **OrdersHelper**:

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.Entities;

using Orders.Shared.Enums;

using Orders.Shared.Responses;

namespace Orders.Backend.Helpers

{

public class OrdersHelper : IOrdersHelper

{

private readonly IUsersUnitOfWork \_usersUnitOfWork;

private readonly ITemporalOrdersUnitOfWork \_temporalOrdersUnitOfWork;

private readonly IProductsUnitOfWork \_productsUnitOfWork;

private readonly IOrdersUnitOfWork \_ordersUnitOfWork;

public OrdersHelper(IUsersUnitOfWork usersUnitOfWork, ITemporalOrdersUnitOfWork temporalOrdersUnitOfWork, IProductsUnitOfWork productsUnitOfWork, IOrdersUnitOfWork ordersUnitOfWork)

{

\_usersUnitOfWork = usersUnitOfWork;

\_temporalOrdersUnitOfWork = temporalOrdersUnitOfWork;

\_productsUnitOfWork = productsUnitOfWork;

\_ordersUnitOfWork = ordersUnitOfWork;

}

public async Task<ActionResponse<bool>> ProcessOrderAsync(string email, string remarks)

{

var user = await \_usersUnitOfWork.GetUserAsync(email);

if (user == null)

{

return new ActionResponse<bool>

{

WasSuccess = false,

Message = "Usuario no válido"

};

}

var actionTemporalOrders = await \_temporalOrdersUnitOfWork.GetAsync(email);

if (!actionTemporalOrders.WasSuccess)

{

return new ActionResponse<bool>

{

WasSuccess = false,

Message = "No hay detalle en la orden"

};

}

var temporalOrders = actionTemporalOrders.Result as List<TemporalOrder>;

var response = await CheckInventoryAsync(temporalOrders!);

if (!response.WasSuccess)

{

return response;

}

var order = new Order

{

Date = DateTime.UtcNow,

User = user,

Remarks = remarks,

OrderDetails = new List<OrderDetail>(),

OrderStatus = OrderStatus.New

};

foreach (var temporalOrder in temporalOrders!)

{

order.OrderDetails.Add(new OrderDetail

{

Product = temporalOrder.Product,

Quantity = temporalOrder.Quantity,

Remarks = temporalOrder.Remarks,

});

var actionProduct = await \_productsUnitOfWork.GetAsync(temporalOrder.Product!.Id);

if (actionProduct.WasSuccess)

{

var product = actionProduct.Result;

if (product != null)

{

product.Stock -= temporalOrder.Quantity;

await \_productsUnitOfWork.UpdateAsync(product);

}

}

await \_temporalOrdersUnitOfWork.DeleteAsync(temporalOrder.Id);

}

await \_ordersUnitOfWork.AddAsync(order);

return response;

}

private async Task<ActionResponse<bool>> CheckInventoryAsync(List<TemporalOrder> temporalOrders)

{

var response = new ActionResponse<bool>() { WasSuccess = true };

foreach (var temporalOrder in temporalOrders)

{

var actionProduct = await \_productsUnitOfWork.GetAsync(temporalOrder.Product!.Id);

if (!actionProduct.WasSuccess)

{

response.WasSuccess = false;

response.Message = $"El producto {temporalOrder.Product!.Id}, ya no está disponible";

return response;

}

var product = actionProduct.Result;

if (product == null)

{

response.WasSuccess = false;

response.Message = $"El producto {temporalOrder.Product!.Id}, ya no está disponible";

return response;

}

if (product.Stock < temporalOrder.Quantity)

{

response.WasSuccess = false;

response.Message = $"Lo sentimos no tenemos existencias suficientes del producto {temporalOrder.Product!.Name}, para tomar su pedido. Por favor disminuir la cantidad o sustituirlo por otro.";

return response;

}

}

return response;

}

}

}

1. Configuramos las nuevas inyecciones en el **Program** del **Backend**:

…

builder.Services.AddDbContext<DataContext>(x => x.UseSqlServer("name=DockerConnection"));

builder.Services.AddTransient<SeedDb>();

builder.Services.AddScoped<IApiService, ApiService>();

builder.Services.AddScoped<IFileStorage, FileStorage>();

builder.Services.AddScoped<IMailHelper, MailHelper>();

builder.Services.AddScoped<IOrdersHelper, OrdersHelper>();

…

builder.Services.AddScoped<ICategoriesRepository, CategoriesRepository>();

builder.Services.AddScoped<ICitiesRepository, CitiesRepository>();

builder.Services.AddScoped<ICountriesRepository, CountriesRepository>();

builder.Services.AddScoped<IOrdersRepository, OrdersRepository>();

builder.Services.AddScoped<IProductsRepository, ProductsRepository>();

builder.Services.AddScoped<IStatesRepository, StatesRepository>();

builder.Services.AddScoped<ITemporalOrdersRepository, TemporalOrdersRepository>();

builder.Services.AddScoped<IUsersRepository, UsersRepository>();

builder.Services.AddScoped<ICategoriesUnitOfWork, CategoriesUnitOfWork>();

builder.Services.AddScoped<ICitiesUnitOfWork, CitiesUnitOfWork>();

builder.Services.AddScoped<ICountriesUnitOfWork, CountriesUnitOfWork>();

builder.Services.AddScoped<IOrdersUnitOfWork, OrdersUnitOfWork>();

builder.Services.AddScoped<IProductsUnitOfWork, ProductsUnitOfWork>();

builder.Services.AddScoped<IStatesUnitOfWork, StatesUnitOfWork>();

builder.Services.AddScoped<ITemporalOrdersUnitOfWork, TemporalOrdersUnitOfWork>();

builder.Services.AddScoped<IUsersUnitOfWork, UsersUnitOfWork>();

…

1. Creamos el **OrdersController**:

using Microsoft.AspNetCore.Authentication.JwtBearer;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Mvc;

using Orders.Backend.Helpers;

using Orders.Shared.DTOs;

namespace Orders.Backend.Controllers

{

[ApiController]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

[Route("api/[controller]")]

public class OrdersController : ControllerBase

{

private readonly IOrdersHelper \_ordersHelper;

public OrdersController(IOrdersHelper ordersHelper)

{

\_ordersHelper = ordersHelper;

}

[HttpPost]

public async Task<IActionResult> PostAsync(OrderDTO saleDTO)

{

var response = await \_ordersHelper.ProcessOrderAsync(User.Identity!.Name!, saleDTO.Remarks);

if (response.WasSuccess)

{

return NoContent();

}

return BadRequest(response.Message);

}

}

}

1. Copiamos las imagenes en el **WWWRoot**.
2. Creamos la página de confirmación de pedido **Pages/Cart/OrderConfirmed.razor**:

@page "/Cart/OrderConfirmed"

<center>

<h3>Pedido Confirmado</h3>

<img src="images/Shopping.png" width="300" />

<p>Su peidido ha sido confirmado. En pronto recibirá sus productos, muchas gracias</p>

<a href="/" class="btn btn-primary">Volver al inicio</a>

</center>

1. Modificamos **ConfirmOrderAsync** del **ShowCart.razor.cs**:

private async Task ConfirmOrderAsync()

{

var result = await SweetAlertService.FireAsync(new SweetAlertOptions

{

Title = "Confirmación",

Text = "¿Esta seguro que quieres confirmar el pedido?",

Icon = SweetAlertIcon.Question,

ShowCancelButton = true

});

var confirm = string.IsNullOrEmpty(result.Value);

if (confirm)

{

return;

}

var httpActionResponse = await Repository.PostAsync("/api/orders", OrderDTO);

if (httpActionResponse.Error)

{

var message = await httpActionResponse.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

NavigationManager.NavigateTo("/Cart/OrderConfirmed");

}

1. Probamos y hacemos el **commit**.

## Administrar pedidos

1. Para poder ver las descripciones de las enumeraciones creamos el **EnumHelper**:

using System.ComponentModel;

namespace Orders.Frontend.Helpers

{

public class EnumHelper

{

public static string GetEnumDescription(Enum value)

{

var field = value.GetType().GetField(value.ToString())!;

var attributes = (DescriptionAttribute[])field.GetCustomAttributes(typeof(DescriptionAttribute), false);

if (attributes.Length > 0)

{

return attributes[0].Description;

}

else

{

return value.ToString();

}

}

}

}

1. Modificamos el **OrdersController**:

using Microsoft.AspNetCore.Authentication.JwtBearer;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Mvc;

using Orders.Backend.Helpers;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.DTOs;

namespace Orders.Backend.Controllers

{

[ApiController]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

[Route("api/[controller]")]

public class OrdersController : ControllerBase

{

private readonly IOrdersHelper \_ordersHelper;

private readonly IOrdersUnitOfWork \_ordersUnitOfWork;

public OrdersController(IOrdersHelper ordersHelper, IOrdersUnitOfWork ordersUnitOfWork)

{

\_ordersHelper = ordersHelper;

\_ordersUnitOfWork = ordersUnitOfWork;

}

[HttpPost]

public async Task<IActionResult> PostAsync(OrderDTO saleDTO)

{

var response = await \_ordersHelper.ProcessOrderAsync(User.Identity!.Name!, saleDTO.Remarks);

if (response.WasSuccess)

{

return NoContent();

}

return BadRequest(response.Message);

}

[HttpGet]

public async Task<IActionResult> GetAsync([FromQuery] PaginationDTO pagination)

{

var response = await \_ordersUnitOfWork.GetAsync(User.Identity!.Name!, pagination);

if (response.WasSuccess)

{

return Ok(response.Result);

}

return BadRequest();

}

[HttpGet("totalPages")]

public async Task<IActionResult> GetPagesAsync([FromQuery] PaginationDTO pagination)

{

var action = await \_ordersUnitOfWork.GetTotalPagesAsync(User.Identity!.Name!, pagination);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return BadRequest();

}

}

}

1. Modificamos el **\_imports.razor**:

@using Orders.Frontend.Helpers;

1. Creamos en **Pages/Cart** el **OrdersIndex.razor**:

@page "/orders"

@if (Orders is null)

{

<Loading />

}

else

{

<GenericList MyList="Orders">

<Body>

<div class="card">

<div class="card-header">

<span>

<i class="oi oi-dollar" /> Pedidos

</span>

</div>

<div class="card-body">

<Pagination CurrentPage="currentPage"

TotalPages="totalPages"

SelectedPage="SelectedPageAsync" />

<table class="table table-striped">

<thead>

<tr>

<th>Fecha</th>

<th>Usuario</th>

<th>Comentario</th>

<th>Estado</th>

<th>Líneas</th>

<th>Cantidad</th>

<th>Valor</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var sale in Orders)

{

<tr>

<td>

@($"{sale.Date:yyyy/MM/dd hh:mm tt}")

</td>

<td>

@sale.User!.FullName

</td>

<td>

@sale.Remarks

</td>

<td>

@EnumHelper.GetEnumDescription(sale.OrderStatus)

</td>

<td>

@sale.Lines

</td>

<td>

@($"{sale.Quantity:N2}")

</td>

<td>

@($"{sale.Value:C2}")

</td>

<td>

<a href="/cart/orderDetails/@sale.Id" class="btn btn-info btn-sm"><i class="oi oi-info" /> Detalles</a>

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</Body>

</GenericList>

}

1. Creamos en **Pages/Cart** el **OrdersIndex.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Cart

{

[Authorize(Roles = "Admin")]

public partial class OrdersIndex

{

[Inject] private IRepository repository { get; set; } = null!;

[Inject] private SweetAlertService sweetAlertService { get; set; } = null!;

private int currentPage = 1;

private int totalPages;

public List<Order>? Orders { get; set; }

[Parameter]

[SupplyParameterFromQuery]

public string Page { get; set; } = string.Empty;

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

private async Task SelectedPageAsync(int page)

{

currentPage = page;

await LoadAsync(page);

}

private async Task LoadAsync(int page = 1)

{

if (!string.IsNullOrWhiteSpace(Page))

{

page = Convert.ToInt32(Page);

}

var ok = await LoadListAsync(page);

if (ok)

{

await LoadPagesAsync();

}

}

private async Task<bool> LoadListAsync(int page)

{

var url = $"api/orders?page={page}";

var response = await repository.GetAsync<List<Order>>(url);

if (response.Error)

{

var message = await response.GetErrorMessageAsync();

await sweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return false;

}

Orders = response.Response;

return true;

}

private async Task LoadPagesAsync()

{

var url = $"api/orders/totalPages";

var response = await repository.GetAsync<int>(url);

if (response.Error)

{

var message = await response.GetErrorMessageAsync();

await sweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

totalPages = response.Response;

}

}

}

1. Modificamos el **NavMenu.razor**:

<div class="nav-item px-3">

<NavLink class="nav-link" href="countries">

<span class="oi oi-globe" aria-hidden="true"></span> Ciudades

</NavLink>

</div>

<div class="nav-item px-3">

<NavLink class="nav-link" href="orders">

<span class="oi oi-dollar" aria-hidden="true"></span> Pedidos

</NavLink>

</div>

<div class="nav-item px-3">

<NavLink class="nav-link" href="products">

<span class="oi oi-star" aria-hidden="true"></span> Productos

</NavLink>

</div>

1. Probamos lo que llevamos hasta el momento.
2. Adicionamos este método al **OrdersController**:

[HttpGet("{id}")]

public async Task<IActionResult> GetAsync(int id)

{

var response = await \_ordersUnitOfWork.GetAsync(id);

if (response.WasSuccess)

{

return Ok(response.Result);

}

return NotFound(response.Message);

}

1. Creamos el **OrderDetails.razor**:

@page "/cart/orderDetails/{OrderId:int}"

@if (order is null)

{

<Loading />

}

else

{

<GenericList MyList="order.OrderDetails!.ToList()">

<Body>

<div class="card">

<div class="card-header">

<span>

<i class="oi oi-dollar"></i> @order.User!.FullName

@if (order.OrderStatus == OrderStatus.New)

{

<button class="btn btn-sm btn-danger float-end mx-2" @onclick=@(() => CancelOrderAsync())><i class="oi oi-trash" /> Cancelar</button>

<button class="btn btn-sm btn-primary float-end mx-2" @onclick=@(() => DispatchOrderAsync())><i class="oi oi-external-link" /> Despachar</button>

}

else if (order.OrderStatus == OrderStatus.Dispatched)

{

<button class="btn btn-sm btn-warning float-end mx-2" @onclick=@(() => SendOrderAsync())><i class="oi oi-location" /> Enviar</button>

}

else if (order.OrderStatus == OrderStatus.Sent)

{

<button class="btn btn-sm btn-dark float-end mx-2" @onclick=@(() => ConfirmOrderAsync())><i class="oi oi-thumb-up" /> Confirmar</button>

}

<a class="btn btn-sm btn-success float-end" href="/orders"><i class="oi oi-arrow-thick-left" /> Regresar</a>

</span>

</div>

<div class="row mx-2 my-2">

<div class="col-2">

<p>Cliente</p>

<p>Documento</p>

<p>Teléfono</p>

<p>Email</p>

<p>Dirección</p>

</div>

<div class="col-4">

<p><strong>@order.User.FullName</strong></p>

<p><strong>@order.User.Document</strong></p>

<p><strong>@order.User.PhoneNumber</strong></p>

<p><strong>@order.User.UserName</strong></p>

<p><strong>@order.User.Address, @order.User.City!.Name, @order.User.City.State!.Name, @order.User.City.State.Country!.Name</strong></p>

</div>

<div class="col-2">

<p>Estado</p>

<p>Fecha</p>

<p>Comentarios</p>

<p>Líneas</p>

<p>Cantidad</p>

<p>Valor</p>

</div>

<div class="col-4">

<p><strong>@EnumHelper.GetEnumDescription(order.OrderStatus)</strong></p>

<p><strong>@($"{order.Date.ToLocalTime():yyyy/MM/dd hh:mm tt}")</strong></p>

<p><strong>@(string.IsNullOrEmpty(order.Remarks) ? "NA" : order.Remarks)</strong></p>

<p><strong>@order.Lines</strong></p>

<p><strong>@($"{order.Quantity:N2}")</strong></p>

<p><strong>@($"{order.Value:C2}")</strong></p>

</div>

</div>

<div class="card-body">

<table class="table table-striped">

<thead>

<tr>

<th>Producto</th>

<th>Imagen</th>

<th>Comentarios</th>

<th>Cantidad</th>

<th>Precio</th>

<th>Valor</th>

</tr>

</thead>

<tbody>

@foreach (var saleDetail in order.OrderDetails!)

{

<tr>

<td>@saleDetail.Product!.Name</td>

<td><img src="@saleDetail.Product!.MainImage" style="width:100px;" /></td>

<td>@saleDetail.Remarks</td>

<td>@($"{saleDetail.Quantity:N2}")</td>

<td>@($"{saleDetail.Product!.Price:C2}")</td>

<td>@($"{saleDetail.Value:C2}")</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</Body>

</GenericList>

}

1. Creamos el **OrderDetails.razor.cs**:

using System.Net;

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Cart

{

[Authorize(Roles = "Admin")]

public partial class OrderDetails

{

private Order? order;

[Inject] private NavigationManager NavigationManager { get; set; } = null!;

[Inject] private IRepository Repository { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Parameter] public int OrderId { get; set; }

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

private async Task LoadAsync()

{

var responseHppt = await Repository.GetAsync<Order>($"api/orders/{OrderId}");

if (responseHppt.Error)

{

if (responseHppt.HttpResponseMessage.StatusCode == HttpStatusCode.NotFound)

{

NavigationManager.NavigateTo("/orders");

return;

}

var messageError = await responseHppt.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", messageError, SweetAlertIcon.Error);

return;

}

order = responseHppt.Response;

}

private void CancelOrderAsync()

{

}

private void DispatchOrderAsync()

{

}

private void SendOrderAsync()

{

}

private void ConfirmOrderAsync()

{

}

}

}

1. Probamos.
2. Modificamos el **\_imports.cs**:

@using Orders.Shared.Enums;

1. Agregamos estos métodos al **OrdersController**:

[HttpPut]

public async Task<IActionResult> PutAsync(OrderDTO orderDTO)

{

var response = await \_ordersUnitOfWork.UpdateFullAsync(User.Identity!.Name!, orderDTO);

if (response.WasSuccess)

{

return Ok(response.Result);

}

return BadRequest(response.Message);

}

1. Modificamos estos métodos al **OrdersDetails.razor.cs**:

private async Task CancelOrderAsync()

{

await ModifyTemporalOrder("cancelar", OrderStatus.Cancelled);

}

private async Task DispatchOrderAsync()

{

await ModifyTemporalOrder("despachar", OrderStatus.Dispatched);

}

private async Task SendOrderAsync()

{

await ModifyTemporalOrder("enviar", OrderStatus.Sent);

}

private async Task ConfirmOrderAsync()

{

await ModifyTemporalOrder("confirmar", OrderStatus.Confirmed);

}

private async Task ModifyTemporalOrder(string message, OrderStatus status)

{

var result = await SweetAlertService.FireAsync(new SweetAlertOptions

{

Title = "Confirmación",

Text = $"¿Esta seguro que quieres {message} el pedido?",

Icon = SweetAlertIcon.Question,

ShowCancelButton = true

});

var confirm = string.IsNullOrEmpty(result.Value);

if (confirm)

{

return;

}

var orderDTO = new OrderDTO

{

Id = OrderId,

OrderStatus = status

};

var responseHttp = await Repository.PutAsync("api/orders", orderDTO);

if (responseHttp.Error)

{

var mensajeError = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", mensajeError, SweetAlertIcon.Error);

return;

}

NavigationManager.NavigateTo("/orders");

}

1. Probamos y hacemos el **commit**.

## Ver estado de mis pedidos

1. Agregamos estas líneas al **NavMenu.razor**:

…

<div class="nav-item px-3">

<NavLink class="nav-link" href="products">

<span class="oi oi-star" aria-hidden="true"></span> Productos

</NavLink>

</div>

</Authorized>

</AuthorizeView>

<AuthorizeView Roles="User">

<Authorized>

<div class="nav-item px-3">

<NavLink class="nav-link" href="orders">

<span class="oi oi-dollar" aria-hidden="true"></span> Ver Mis Pedidos

</NavLink>

</div>

</Authorized>

</AuthorizeView>

</nav>

</div>

1. Modificamos el **OrderIndex.razor.cs**:

@attribute [Authorize(Roles = "Admin, User")]

1. Modificamos el **OrderDetails.razor**:

<span>

<i class="oi oi-dollar"></i> @order.User!.FullName

@if (order.OrderStatus == OrderStatus.New)

{

<button class="btn btn-sm btn-danger float-end mx-2" @onclick=@(() => CancelOrderAsync())><i class="oi oi-trash" /> Cancelar</button>

<AuthorizeView Roles="Admin">

<Authorized>

<button class="btn btn-sm btn-primary float-end mx-2" @onclick=@(() => DispatchOrderAsync())><i class="oi oi-external-link" /> Despachar</button>

</Authorized>

</AuthorizeView>

}

<AuthorizeView Roles="Admin">

<Authorized>

@if (order.OrderStatus == OrderStatus.Dispatched)

{

<button class="btn btn-sm btn-warning float-end mx-2" @onclick=@(() => SendOrderAsync())><i class="oi oi-location" /> Enviar</button>

}

@if (order.OrderStatus == OrderStatus.Sent)

{

<button class="btn btn-sm btn-dark float-end mx-2" @onclick=@(() => ConfirmOrderAsync())><i class="oi oi-thumb-up" /> Confirmar</button>

}

</Authorized>

</AuthorizeView>

<a class="btn btn-sm btn-success float-end" href="/orders"><i class="oi oi-arrow-thick-left" /> Regresar</a>

</span>

1. Modificamos el **OrderDetails.razor.cs**:

[Authorize(Roles = "Admin, User")]

1. Probamos y hacemos el **commit**.

## Administrar usuarios y crear nuevos administradores

1. Adicionamos estos métodos al **IUsersRepository**:

Task<ActionResponse<IEnumerable<User>>> GetAsync(PaginationDTO pagination);

Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination);

1. Adicionamos estos métodos al **UsersRepository**:

public async Task<ActionResponse<IEnumerable<User>>> GetAsync(PaginationDTO pagination)

{

var queryable = \_context.Users

.Include(u => u.City)

.ThenInclude(c => c!.State)

.ThenInclude(s => s!.Country)

.AsQueryable();

if (!string.IsNullOrWhiteSpace(pagination.Filter))

{

queryable = queryable.Where(x => x.FirstName.ToLower().Contains(pagination.Filter.ToLower()) ||

x.LastName.ToLower().Contains(pagination.Filter.ToLower()));

}

return new ActionResponse<IEnumerable<User>>

{

WasSuccess = true,

Result = await queryable

.OrderBy(x => x.FirstName)

.ThenBy(x => x.LastName)

.Paginate(pagination)

.ToListAsync()

};

}

public async Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination)

{

var queryable = \_context.Users.AsQueryable();

if (!string.IsNullOrWhiteSpace(pagination.Filter))

{

queryable = queryable.Where(x => x.FirstName.ToLower().Contains(pagination.Filter.ToLower()) ||

x.LastName.ToLower().Contains(pagination.Filter.ToLower()));

}

double count = await queryable.CountAsync();

double totalPages = Math.Ceiling(count / pagination.RecordsNumber);

return new ActionResponse<int>

{

WasSuccess = true,

Result = (int)totalPages

};

}

1. Adicionamos estos métodos al **IUsersUnitOfWork**:

Task<ActionResponse<IEnumerable<User>>> GetAsync(PaginationDTO pagination);

Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination);

1. Adicionamos estos métodos al **UsersUnitOfWork**:

public async Task<ActionResponse<IEnumerable<User>>> GetAsync(PaginationDTO pagination) => await \_usersRepository.GetAsync(pagination);

public async Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination) => await \_usersRepository.GetTotalPagesAsync(pagination);

1. Adicionamos estos métodos al **AccountController** (primero inyectamos el **IUsersRepository**):

[HttpGet("all")]

public async Task<IActionResult> GetAsync([FromQuery] PaginationDTO pagination)

{

var response = await \_usersRepository.GetAsync(pagination);

if (response.WasSuccess)

{

return Ok(response.Result);

}

return BadRequest();

}

[HttpGet("totalPages")]

public async Task<IActionResult> GetPagesAsync([FromQuery] PaginationDTO pagination)

{

var action = await \_usersRepository.GetTotalPagesAsync(pagination);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return BadRequest();

}

1. Adicionamos estas línea al **NavMenu**:

<div class="nav-item px-3">

<NavLink class="nav-link" href="products">

<span class="oi oi-star" aria-hidden="true"></span> Productos

</NavLink>

</div>

<div class="nav-item px-3">

<NavLink class="nav-link" href="users">

<span class="oi oi-people" aria-hidden="true"></span> Usuarios

</NavLink>

</div>

1. Creamos el **UserIndex.razor** dentro de **Pages/Auth**:

@page "/users"

@if (Users is null)

{

<Loading />

}

else

{

<GenericList MyList="Users">

<Body>

<div class="card">

<div class="card-header">

<span>

<i class="oi oi-people"></i> Usuarios

<a class="btn btn-sm btn-primary float-end" href="/register/?IsAdmin=true"><i class="oi oi-plus"></i> Adicionar Administrador</a>

</span>

</div>

<div class="card-body">

<div class="mb-2" style="display: flex; flex-wrap:wrap; align-items: center;">

<div>

<input style="width: 400px;" type="text" class="form-control" id="titulo" placeholder="Buscar usuario..." @bind-value="Filter" />

</div>

<div class="mx-1">

<button type="button" class="btn btn-outline-primary" @onclick="ApplyFilterAsync"><i class="oi oi-layers" /> Filtrar</button>

<button type="button" class="btn btn-outline-danger" @onclick="CleanFilterAsync"><i class="oi oi-ban" /> Limpiar</button>

</div>

</div>

<Pagination CurrentPage="currentPage"

TotalPages="totalPages"

SelectedPage="SelectedPage" />

<table class="table table-striped">

<thead>

<tr>

<th>Imagén</th>

<th>Usuario</th>

<th>Documento</th>

<th>Teléfono</th>

<th>Email</th>

<th>Dirección</th>

<th>Confirmado</th>

<th>Tipo Usuario</th>

</tr>

</thead>

<tbody>

@foreach (var user in Users)

{

<tr>

<td><img src="@user.Photo" width="80" height="80" style="border-radius:50%" /></td>

<td>@user.FullName</td>

<td>@user.Document</td>

<td>@user.PhoneNumber</td>

<td>@user.Email</td>

<td>@user.Address, @user.City!.Name, @user.City!.State!.Name, @user.City!.State!.Country!.Name</td>

<td>@user.EmailConfirmed</td>

<td>@EnumHelper.GetEnumDescription(user.UserType)</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</Body>

</GenericList>

}

1. Creamos el **UserIndex.razor.cs** dentro de **Pages/Auth**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Components;

using Orders.Frontend.Repositories;

using Orders.Shared.Entities;

namespace Orders.Frontend.Pages.Auth

{

[Authorize(Roles = "Admin")]

public partial class UserIndex

{

public List<User>? Users { get; set; }

private int currentPage = 1;

private int totalPages;

[Inject] private IRepository Repository { get; set; } = null!;

[Inject] private SweetAlertService SweetAlertService { get; set; } = null!;

[Parameter, SupplyParameterFromQuery] public string Page { get; set; } = string.Empty;

[Parameter, SupplyParameterFromQuery] public string Filter { get; set; } = string.Empty;

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

private async Task SelectedPage(int page)

{

currentPage = page;

await LoadAsync(page);

}

private async Task LoadAsync(int page = 1)

{

if (!string.IsNullOrWhiteSpace(Page))

{

page = Convert.ToInt32(Page);

}

var ok = await LoadListAsync(page);

if (ok)

{

await LoadPagesAsync();

}

}

private async Task<bool> LoadListAsync(int page)

{

var url = $"api/accounts/all?page={page}";

if (!string.IsNullOrEmpty(Filter))

{

url += $"&filter={Filter}";

}

var response = await Repository.GetAsync<List<User>>(url);

if (response.Error)

{

var message = await response.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return false;

}

Users = response.Response;

return true;

}

private async Task LoadPagesAsync()

{

var url = "api/accounts/totalPages";

if (!string.IsNullOrEmpty(Filter))

{

url += $"?filter={Filter}";

}

var response = await Repository.GetAsync<int>(url);

if (response.Error)

{

var message = await response.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

totalPages = response.Response;

}

private async Task ApplyFilterAsync()

{

await LoadAsync();

}

private async Task CleanFilterAsync()

{

Filter = string.Empty;

await LoadAsync();

}

}

}

1. Probamos.
2. Modificamos el **Register.razor.cs**:

…

[Parameter, SupplyParameterFromQuery] public bool IsAdmin { get; set; }

…

private async Task CreteUserAsync()

{

userDTO.UserName = userDTO.Email;

userDTO.UserType = UserType.User;

if (IsAdmin)

{

userDTO.UserType = UserType.Admin;

}

loading = true;

var responseHttp = await Repository.PostAsync<UserDTO>("/api/accounts/CreateUser", userDTO);

loading = false;

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

await SweetAlertService.FireAsync("Confirmación", "Su cuenta ha sido creada con éxito. Se te ha enviado un correo electrónico con las instrucciones para activar tu usuario.", SweetAlertIcon.Info);

NavigationManager.NavigateTo("/");

}

1. Probamos y hacemos el **commit**.

## Corrección para que corra el App en Mac

1. Modificamos el **SeedBd**:

…

foreach (string? image in images)

{

string filePath;

if (RuntimeInformation.IsOSPlatform(OSPlatform.Windows))

{

filePath = $"{Environment.CurrentDirectory}\\Images\\products\\{image}";

}

else

{

filePath = $"{Environment.CurrentDirectory}/Images/products/{image}";

}

var fileBytes = File.ReadAllBytes(filePath);

var imagePath = await \_fileStorage.SaveFileAsync(fileBytes, "jpg", "products");

prodcut.ProductImages.Add(new ProductImage { Image = imagePath });

}

…

var city = await \_context.Cities.FirstOrDefaultAsync(x => x.Name == "Medellín");

if (city == null)

{

city = await \_context.Cities.FirstOrDefaultAsync();

}

string filePath;

if (RuntimeInformation.IsOSPlatform(OSPlatform.Windows))

{

filePath = $"{Environment.CurrentDirectory}\\Images\\users\\{image}";

}

else

{

filePath = $"{Environment.CurrentDirectory}/Images/users/{image}";

}

var fileBytes = File.ReadAllBytes(filePath);

var imagePath = await \_fileStorage.SaveFileAsync(fileBytes, "jpg", "users");

…

1. Probamos y hacemos el **commit**.

## Fitros por categorías

De encima, no me quedo contento si no implementamos esto, luego de haber echo el esfuerzo de incluir categorías y asignarle una o varas categorías a un producto.

1. Adicionamos esta propiedad al **PaginationDTO**:

public string? CategoryFilter { get; set; }

1. Modificamos estos métodos en el **ProductsRepository**:

public override async Task<ActionResponse<IEnumerable<Product>>> GetAsync(PaginationDTO pagination)

{

var queryable = \_context.Products

.Include(x => x.ProductImages)

.Include(x => x.ProductCategories)

.AsQueryable();

if (!string.IsNullOrWhiteSpace(pagination.Filter))

{

queryable = queryable.Where(x => x.Name.ToLower().Contains(pagination.Filter.ToLower()));

}

if (!string.IsNullOrWhiteSpace(pagination.CategoryFilter))

{

queryable = queryable.Where(x => x.ProductCategories!.Any(y => y.Category.Name == pagination.CategoryFilter));

}

return new ActionResponse<IEnumerable<Product>>

{

WasSuccess = true,

Result = await queryable

.OrderBy(x => x.Name)

.Paginate(pagination)

.ToListAsync()

};

}

public override async Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination)

{

var queryable = \_context.Products.AsQueryable();

if (!string.IsNullOrWhiteSpace(pagination.Filter))

{

queryable = queryable.Where(x => x.Name.ToLower().Contains(pagination.Filter.ToLower()));

}

if (!string.IsNullOrWhiteSpace(pagination.CategoryFilter))

{

queryable = queryable.Where(x => x.ProductCategories!.Any(y => y.Category.Name == pagination.CategoryFilter));

}

double count = await queryable.CountAsync();

int totalPages = (int)Math.Ceiling(count / pagination.RecordsNumber);

return new ActionResponse<int>

{

WasSuccess = true,

Result = totalPages

};

}

1. Modificamos el **Index.razor**:

…

@if (Products is null)

{

<Loading />

}

else

{

<div class="d-flex justify-content-center align-items-center" style="height: 5vh;">

@if (string.IsNullOrWhiteSpace(CategoryFilter))

{

<h2>Todas la categorías</h2>

}

else

{

<h2>Categoría: @CategoryFilter</h2>

}

</div>

if (Categories != null)

{

<div class="d-flex flex-wrap justify-content-center mb-4 mt-2">

@foreach (var category in Categories)

{

<a class="btn btn-link" style="cursor: pointer" @onclick=@(() => LoadAsync(1, category.Name))>@category.Name</a>

}

<a class="btn btn-link" style="cursor: pointer" @onclick=@(() => LoadAsync(1, allCategories))>Todos</a>

</div>

}

<div class="d-flex justify-content-center">

<div class="mb-2" style="display: flex; flex-wrap:wrap; align-items: center;">

<div>

<input style="width: 400px;" type="text" class="form-control" id="titulo" placeholder="Buscar producto..." @bind-value="Filter" />

</div>

<div class="mx-1">

<button type="button" class="btn btn-outline-primary" @onclick="ApplyFilterAsync"><i class="oi oi-layers" /> Filtrar</button>

<button type="button" class="btn btn-outline-danger" @onclick="CleanFilterAsync"><i class="oi oi-ban" /> Limpiar</button>

</div>

<AuthorizeView>

<Authorized>

@if (counter > 0)

{

<a href="/Cart/ShowCart" class="btn btn-primary">Ver Carro de Compras (@counter)</a>

}

</Authorized>

</AuthorizeView>

</div>

</div>

if (Products.Count > 0)

{

<div class="d-flex justify-content-center">

<Pagination CurrentPage="currentPage"

TotalPages="totalPages"

SelectedPage="SelectedPageAsync" />

</div>

<div class="row row-cols-1 row-cols-md-4 g-4 mt-1">

@foreach (var product in Products!)

{

<div class="col">

<div class="card h-100">

<div class="text-center zoom">

<img src="@product.MainImage" style="height:150px; max-width:200px;" class="text-center" alt=@product.Name />

</div>

<div class="card-body">

<h5 class="card-title text-navy"> @product.Name</h5>

<p class="card-text smfnt">@product.Description</p>

<h5 class="text-muted">@($"{product.Price:C2}")</h5>

</div>

<div class="card-footer text-center">

<a href="/products/details/@product.Id" class="btn btn-sm btn-secondary"><i class="oi oi-info" /> Detalles</a>

<button class="btn btn-sm btn-primary" @onclick=@(() => AddToCartAsync(product.Id))><i class="oi oi-plus" /> Agregar al Carro</button>

</div>

</div>

</div>

}

</div>

}

else

{

<div class="d-flex justify-content-center align-items-center" style="height: 30vh;">

<h1>Lo siento, no hay productos con estos criterios de búsqueda</h1>

</div>

}

}

1. Modificamos el **Index.razor.cs**:

using CurrieTechnologies.Razor.SweetAlert2;

using Microsoft.AspNetCore.Components;

using Microsoft.AspNetCore.Components.Authorization;

using Orders.Frontend.Repositories;

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

namespace Orders.Frontend.Pages

{

public partial class Index

{

private int currentPage = 1;

private int totalPages;

private int counter = 0;

private bool isAuthenticated;

private string allCategories = "all\_categories\_list";

[Inject] private IRepository repository { get; set; } = null!;

[Inject] private SweetAlertService sweetAlertService { get; set; } = null!;

[Inject] private NavigationManager navigationManager { get; set; } = null!;

public List<Product>? Products { get; set; }

public List<Category>? Categories { get; set; }

public string CategoryFilter { get; set; } = string.Empty;

[CascadingParameter] private Task<AuthenticationState> authenticationStateTask { get; set; } = null!;

[Parameter, SupplyParameterFromQuery] public string Page { get; set; } = string.Empty;

[Parameter, SupplyParameterFromQuery] public string Filter { get; set; } = string.Empty;

protected override async Task OnInitializedAsync()

{

await LoadAsync();

}

protected override async Task OnParametersSetAsync()

{

await CheckIsAuthenticatedAsync();

await LoadCounterAsync();

await LoadCategoriesAsync();

}

private async Task LoadCategoriesAsync()

{

var responseHttp = await Repository.GetAsync<List<Category>>("api/categories/combo");

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await SweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

}

Categories = responseHttp.Response;

}

private async Task CheckIsAuthenticatedAsync()

{

var authenticationState = await authenticationStateTask;

isAuthenticated = authenticationState.User.Identity!.IsAuthenticated;

}

private async Task LoadCounterAsync()

{

if (!isAuthenticated)

{

return;

}

var responseHttp = await repository.GetAsync<int>("/api/temporalOrders/count");

if (responseHttp.Error)

{

return;

}

counter = responseHttp.Response;

}

private async Task SelectedPageAsync(int page)

{

currentPage = page;

await LoadAsync(page, CategoryFilter);

}

private async Task LoadAsync(int page = 1, string category = "")

{

if (!string.IsNullOrWhiteSpace(category))

{

if (category == allCategories)

{

CategoryFilter = string.Empty;

}

else

{

CategoryFilter = category;

}

}

if (!string.IsNullOrWhiteSpace(Page))

{

page = Convert.ToInt32(Page);

}

var ok = await LoadListAsync(page);

if (ok)

{

await LoadPagesAsync();

}

}

private async Task<bool> LoadListAsync(int page)

{

var url = $"api/products?page={page}&RecordsNumber=8";

if (!string.IsNullOrEmpty(Filter))

{

url += $"&filter={Filter}";

}

if (!string.IsNullOrEmpty(CategoryFilter))

{

url += $"&CategoryFilter={CategoryFilter}";

}

var response = await repository.GetAsync<List<Product>>(url);

if (response.Error)

{

var message = await response.GetErrorMessageAsync();

await sweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return false;

}

Products = response.Response;

return true;

}

private async Task LoadPagesAsync()

{

var url = $"api/products/totalPages/?RecordsNumber=8";

if (string.IsNullOrEmpty(Filter))

{

url += $"&filter={Filter}";

}

if (!string.IsNullOrEmpty(CategoryFilter))

{

url += $"&CategoryFilter={CategoryFilter}";

}

var response = await repository.GetAsync<int>(url);

if (response.Error)

{

var message = await response.GetErrorMessageAsync();

await sweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

totalPages = response.Response;

}

…

1. Probamos.

## Creando pruebas unitarias

### Generales

1. Agreguele estos paquetes al nuevo proyecto **Orders.Test**:

**Microsoft.EntityFrameworkCore.InMemory**

**Moq**

1. Y actualizamos los paquetes del proyecto.
2. Instalamos las extensiones **Fine Code Coverage** y **Run Coverlet Report VS2022**. Para poder medir la cobertura de nuestras pruebas unitarias.

### Categorias

#### Controlador

1. Cree la carpeta **Controllers** y dentro de este adicione la clase **CategoriesControllerTests**:

using Microsoft.AspNetCore.Mvc;

using Moq;

using Orders.Backend.Controllers;

using Orders.Backend.UnitsOfWork;

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

using Orders.Shared.Responses;

namespace Orders.Tests.Controllers

{

[TestClass]

public class CategoriesControllerTests

{

private Mock<IGenericUnitOfWork<Category>> \_mockGenericUnitOfWork = null!;

private Mock<ICategoriesUnitOfWork> \_mockCategoriesUnitOfWork = null!;

private CategoriesController \_controller = null!;

[TestInitialize]

public void Setup()

{

\_mockGenericUnitOfWork = new Mock<IGenericUnitOfWork<Category>>();

\_mockCategoriesUnitOfWork = new Mock<ICategoriesUnitOfWork>();

\_controller = new CategoriesController(\_mockGenericUnitOfWork.Object, \_mockCategoriesUnitOfWork.Object);

}

[TestMethod]

public async Task GetComboAsync\_ReturnsOkObjectResult()

{

// Arrange

var comboData = new List<Category> { new Category() };

\_mockCategoriesUnitOfWork.Setup(x => x.GetComboAsync()).ReturnsAsync(comboData);

// Act

var result = await \_controller.GetComboAsync();

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

var okResult = result as OkObjectResult;

Assert.AreEqual(comboData, okResult!.Value);

\_mockCategoriesUnitOfWork.Verify(x => x.GetComboAsync(), Times.Once());

}

[TestMethod]

public async Task GetAsync\_ReturnsOkObjectResult\_WhenWasSuccessIsTrue()

{

// Arrange

var pagination = new PaginationDTO();

var response = new ActionResponse<IEnumerable<Category>> { WasSuccess = true };

\_mockCategoriesUnitOfWork.Setup(x => x.GetAsync(pagination)).ReturnsAsync(response);

// Act

var result = await \_controller.GetAsync(pagination);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

var okResult = result as OkObjectResult;

Assert.AreEqual(response.Result, okResult!.Value);

\_mockCategoriesUnitOfWork.Verify(x => x.GetAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetAsync\_ReturnsBadRequestResult\_WhenWasSuccessIsFalse()

{

// Arrange

var pagination = new PaginationDTO();

var response = new ActionResponse<IEnumerable<Category>> { WasSuccess = false };

\_mockCategoriesUnitOfWork.Setup(x => x.GetAsync(pagination)).ReturnsAsync(response);

// Act

var result = await \_controller.GetAsync(pagination);

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestResult));

\_mockCategoriesUnitOfWork.Verify(x => x.GetAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetPagesAsync\_ReturnsOkObjectResult\_WhenWasSuccessIsTrue()

{

// Arrange

var pagination = new PaginationDTO();

var action = new ActionResponse<int> { WasSuccess = true, Result = 5 };

\_mockCategoriesUnitOfWork.Setup(x => x.GetTotalPagesAsync(pagination)).ReturnsAsync(action);

// Act

var result = await \_controller.GetPagesAsync(pagination);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

var okResult = result as OkObjectResult;

Assert.AreEqual(action.Result, okResult!.Value);

\_mockCategoriesUnitOfWork.Verify(x => x.GetTotalPagesAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetPagesAsync\_ReturnsBadRequestResult\_WhenWasSuccessIsFalse()

{

// Arrange

var pagination = new PaginationDTO();

var action = new ActionResponse<int> { WasSuccess = false };

\_mockCategoriesUnitOfWork.Setup(x => x.GetTotalPagesAsync(pagination)).ReturnsAsync(action);

// Act

var result = await \_controller.GetPagesAsync(pagination);

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestResult));

\_mockCategoriesUnitOfWork.Verify(x => x.GetTotalPagesAsync(pagination), Times.Once());

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### Unidad de Trabajo

1. Creamos la carpeta **UnitsOfWork** y dentro de esta adicione la clase **CategoriesUnitOfWorkTests**:

using Moq;

using Orders.Backend.Repositories;

using Orders.Backend.UnitsOfWork;

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

using Orders.Shared.Responses;

namespace Orders.Tests.UnitsOfWork

{

[TestClass]

public class CategoriesUnitOfWorkTests

{

private Mock<IGenericRepository<Category>> \_mockGenericRepository = null!;

private Mock<ICategoriesRepository> \_mockCategoriesRepository = null!;

private CategoriesUnitOfWork \_unitOfWork = null!;

[TestInitialize]

public void Setup()

{

\_mockGenericRepository = new Mock<IGenericRepository<Category>>();

\_mockCategoriesRepository = new Mock<ICategoriesRepository>();

\_unitOfWork = new CategoriesUnitOfWork(\_mockGenericRepository.Object, \_mockCategoriesRepository.Object);

}

[TestMethod]

public async Task GetAsync\_CallsRepositoryAndReturnsResult()

{

// Arrange

var pagination = new PaginationDTO();

var expectedActionResponse = new ActionResponse<IEnumerable<Category>> { Result = new List<Category>() };

\_mockCategoriesRepository.Setup(x => x.GetAsync(pagination)).ReturnsAsync(expectedActionResponse);

// Act

var result = await \_unitOfWork.GetAsync(pagination);

// Assert

Assert.AreEqual(expectedActionResponse, result);

\_mockCategoriesRepository.Verify(x => x.GetAsync(pagination), Times.Once);

}

[TestMethod]

public async Task GetComboAsync\_CallsRepositoryAndReturnsResult()

{

// Arrange

var expectedCategories = new List<Category> { new Category() };

\_mockCategoriesRepository.Setup(x => x.GetComboAsync()).ReturnsAsync(expectedCategories);

// Act

var result = await \_unitOfWork.GetComboAsync();

// Assert

Assert.AreEqual(expectedCategories, result);

\_mockCategoriesRepository.Verify(x => x.GetComboAsync(), Times.Once);

}

[TestMethod]

public async Task GetTotalPagesAsync\_CallsRepositoryAndReturnsResult()

{

// Arrange

var pagination = new PaginationDTO();

var expectedActionResponse = new ActionResponse<int> { Result = 5 };

\_mockCategoriesRepository.Setup(x => x.GetTotalPagesAsync(pagination)).ReturnsAsync(expectedActionResponse);

// Act

var result = await \_unitOfWork.GetTotalPagesAsync(pagination);

// Assert

Assert.AreEqual(expectedActionResponse, result);

\_mockCategoriesRepository.Verify(x => x.GetTotalPagesAsync(pagination), Times.Once);

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### Repositorio

1. Cree la carpeta **Repositories** y dentro de esta adicione la clase **CategoriesRepository**:

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

using Orders.Backend.Helpers;

using Orders.Backend.Repositories.Interfaces;

using Orders.Shared.DTOs;

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories.Implementations

{

public class GenericRepository<T> : IGenericRepository<T> where T : class

{

private readonly DataContext \_context;

private readonly DbSet<T> \_entity;

public GenericRepository(DataContext context)

{

\_context = context;

\_entity = context.Set<T>();

}

public virtual async Task<ActionResponse<T>> AddAsync(T entity)

{

\_context.Add(entity);

try

{

await \_context.SaveChangesAsync();

return new ActionResponse<T>

{

WasSuccess = true,

Result = entity

};

}

catch (DbUpdateException)

{

return DbUpdateExceptionActionResponse();

}

catch (Exception exception)

{

return ExceptionActionResponse(exception);

}

}

public virtual async Task<ActionResponse<T>> DeleteAsync(int id)

{

var row = await \_entity.FindAsync(id);

if (row == null)

{

return new ActionResponse<T>

{

WasSuccess = false,

Message = "Registro no encontrado"

};

}

try

{

\_entity.Remove(row);

await \_context.SaveChangesAsync();

return new ActionResponse<T>

{

WasSuccess = true,

};

}

catch

{

return new ActionResponse<T>

{

WasSuccess = false,

Message = "No se puede borrar, porque tiene registros relacionados"

};

}

}

public virtual async Task<ActionResponse<T>> GetAsync(int id)

{

var row = await \_entity.FindAsync(id);

if (row != null)

{

return new ActionResponse<T>

{

WasSuccess = true,

Result = row

};

}

return new ActionResponse<T>

{

WasSuccess = false,

Message = "Registro no encontrado"

};

}

public virtual async Task<ActionResponse<IEnumerable<T>>> GetAsync(PaginationDTO pagination)

{

var queryable = \_entity.AsQueryable();

return new ActionResponse<IEnumerable<T>>

{

WasSuccess = true,

Result = await queryable

.Paginate(pagination)

.ToListAsync()

};

}

public virtual async Task<ActionResponse<int>> GetTotalPagesAsync(PaginationDTO pagination)

{

var queryable = \_entity.AsQueryable();

double count = await queryable.CountAsync();

int totalPages = (int)Math.Ceiling(count / pagination.RecordsNumber);

return new ActionResponse<int>

{

WasSuccess = true,

Result = totalPages

};

}

public virtual async Task<ActionResponse<T>> UpdateAsync(T entity)

{

try

{

\_context.Update(entity);

await \_context.SaveChangesAsync();

return new ActionResponse<T>

{

WasSuccess = true,

Result = entity

};

}

catch (DbUpdateException)

{

return DbUpdateExceptionActionResponse();

}

catch (Exception exception)

{

return ExceptionActionResponse(exception);

}

}

private ActionResponse<T> ExceptionActionResponse(Exception exception)

{

return new ActionResponse<T>

{

WasSuccess = false,

Message = exception.Message

};

}

private ActionResponse<T> DbUpdateExceptionActionResponse()

{

return new ActionResponse<T>

{

WasSuccess = false,

Message = "Ya existe el registro que estas intentando crear."

};

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

### Genérico

#### Controlador

1. Adicione la clase **GenericControllerTests**:

using Microsoft.AspNetCore.Mvc;

using Moq;

using Orders.Backend.Controllers;

using Orders.Backend.UnitsOfWork;

using Orders.Shared.DTOs;

using Orders.Shared.Responses;

namespace Orders.Tests.Controllers

{

[TestClass]

public class GenericControllerTests

{

private Mock<IGenericUnitOfWork<object>> \_mockUnitOfWork = null!;

private PaginationDTO \_paginationDTO = null!;

private object \_testModel = null!;

private int \_testId;

[TestInitialize]

public void Setup()

{

\_mockUnitOfWork = new Mock<IGenericUnitOfWork<object>>();

\_paginationDTO = new PaginationDTO();

\_testModel = new object();

\_testId = 1;

}

[TestMethod]

public async Task GetAsync\_Pagination\_Success()

{

// Arrange

var response = new ActionResponse<IEnumerable<object>> { WasSuccess = true };

\_mockUnitOfWork.Setup(x => x.GetAsync(It.IsAny<PaginationDTO>()))

.ReturnsAsync(response);

var controller = new GenericController<object>(\_mockUnitOfWork.Object);

// Act

var result = await controller.GetAsync(\_paginationDTO);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

\_mockUnitOfWork.Verify(x => x.GetAsync(It.IsAny<PaginationDTO>()), Times.Once());

}

[TestMethod]

public async Task GetAsync\_Pagination\_Failure()

{

// Arrange

var response = new ActionResponse<IEnumerable<object>> { WasSuccess = false };

\_mockUnitOfWork.Setup(x => x.GetAsync(It.IsAny<PaginationDTO>()))

.ReturnsAsync(response);

var controller = new GenericController<object>(\_mockUnitOfWork.Object);

// Act

var result = await controller.GetAsync(\_paginationDTO);

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestResult));

\_mockUnitOfWork.Verify(x => x.GetAsync(It.IsAny<PaginationDTO>()), Times.Once());

}

[TestMethod]

public async Task GetPagesAsync\_Success()

{

// Arrange

var response = new ActionResponse<int> { WasSuccess = true, Result = 5 };

\_mockUnitOfWork.Setup(x => x.GetTotalPagesAsync(It.IsAny<PaginationDTO>()))

.ReturnsAsync(response);

var controller = new GenericController<object>(\_mockUnitOfWork.Object);

// Act

var result = await controller.GetPagesAsync(\_paginationDTO);

// Assert

var okResult = result as OkObjectResult;

Assert.IsNotNull(okResult);

Assert.AreEqual(5, okResult.Value);

\_mockUnitOfWork.Verify(x => x.GetTotalPagesAsync(It.IsAny<PaginationDTO>()), Times.Once());

}

[TestMethod]

public async Task GetPagesAsync\_Failure()

{

// Arrange

var response = new ActionResponse<int> { WasSuccess = false };

\_mockUnitOfWork.Setup(x => x.GetTotalPagesAsync(It.IsAny<PaginationDTO>()))

.ReturnsAsync(response);

var controller = new GenericController<object>(\_mockUnitOfWork.Object);

// Act

var result = await controller.GetPagesAsync(\_paginationDTO);

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestResult));

\_mockUnitOfWork.Verify(x => x.GetTotalPagesAsync(It.IsAny<PaginationDTO>()), Times.Once());

}

[TestMethod]

public async Task GetAsync\_Id\_Success()

{

// Arrange

var response = new ActionResponse<object> { WasSuccess = true, Result = \_testModel };

\_mockUnitOfWork.Setup(x => x.GetAsync(It.IsAny<int>()))

.ReturnsAsync(response);

var controller = new GenericController<object>(\_mockUnitOfWork.Object);

// Act

var result = await controller.GetAsync(\_testId);

// Assert

var okResult = result as OkObjectResult;

Assert.IsNotNull(okResult);

Assert.AreEqual(\_testModel, okResult.Value);

\_mockUnitOfWork.Verify(x => x.GetAsync(It.IsAny<int>()), Times.Once());

}

[TestMethod]

public async Task GetAsync\_Id\_NotFound()

{

// Arrange

var response = new ActionResponse<object> { WasSuccess = false };

\_mockUnitOfWork.Setup(x => x.GetAsync(It.IsAny<int>()))

.ReturnsAsync(response);

var controller = new GenericController<object>(\_mockUnitOfWork.Object);

// Act

var result = await controller.GetAsync(\_testId);

// Assert

Assert.IsInstanceOfType(result, typeof(NotFoundResult));

\_mockUnitOfWork.Verify(x => x.GetAsync(It.IsAny<int>()), Times.Once());

}

[TestMethod]

public async Task PostAsync\_Success()

{

// Arrange

var response = new ActionResponse<object> { WasSuccess = true, Result = \_testModel };

\_mockUnitOfWork.Setup(x => x.AddAsync(It.IsAny<object>()))

.ReturnsAsync(response);

var controller = new GenericController<object>(\_mockUnitOfWork.Object);

// Act

var result = await controller.PostAsync(\_testModel);

// Assert

var okResult = result as OkObjectResult;

Assert.IsNotNull(okResult);

Assert.AreEqual(\_testModel, okResult.Value);

\_mockUnitOfWork.Verify(x => x.AddAsync(It.IsAny<object>()), Times.Once());

}

[TestMethod]

public async Task PostAsync\_Failure()

{

// Arrange

var response = new ActionResponse<object> { WasSuccess = false, Message = "Error" };

\_mockUnitOfWork.Setup(x => x.AddAsync(It.IsAny<object>()))

.ReturnsAsync(response);

var controller = new GenericController<object>(\_mockUnitOfWork.Object);

// Act

var result = await controller.PostAsync(\_testModel);

// Assert

var badRequestResult = result as BadRequestObjectResult;

Assert.IsNotNull(badRequestResult);

Assert.AreEqual("Error", badRequestResult.Value);

\_mockUnitOfWork.Verify(x => x.AddAsync(It.IsAny<object>()), Times.Once());

}

[TestMethod]

public async Task PutAsync\_Success()

{

// Arrange

var response = new ActionResponse<object> { WasSuccess = true, Result = \_testModel };

\_mockUnitOfWork.Setup(x => x.UpdateAsync(It.IsAny<object>()))

.ReturnsAsync(response);

var controller = new GenericController<object>(\_mockUnitOfWork.Object);

// Act

var result = await controller.PutAsync(\_testModel);

// Assert

var okResult = result as OkObjectResult;

Assert.IsNotNull(okResult);

Assert.AreEqual(\_testModel, okResult.Value);

\_mockUnitOfWork.Verify(x => x.UpdateAsync(It.IsAny<object>()), Times.Once());

}

[TestMethod]

public async Task PutAsync\_Failure()

{

// Arrange

var response = new ActionResponse<object> { WasSuccess = false, Message = "Error" };

\_mockUnitOfWork.Setup(x => x.UpdateAsync(It.IsAny<object>()))

.ReturnsAsync(response);

var controller = new GenericController<object>(\_mockUnitOfWork.Object);

// Act

var result = await controller.PutAsync(\_testModel);

// Assert

var badRequestResult = result as BadRequestObjectResult;

Assert.IsNotNull(badRequestResult);

Assert.AreEqual("Error", badRequestResult.Value);

\_mockUnitOfWork.Verify(x => x.UpdateAsync(It.IsAny<object>()), Times.Once());

}

[TestMethod]

public async Task DeleteAsync\_Success()

{

// Arrange

var response = new ActionResponse<object> { WasSuccess = true, Result = \_testModel };

\_mockUnitOfWork.Setup(x => x.GetAsync(It.IsAny<int>()))

.ReturnsAsync(response);

\_mockUnitOfWork.Setup(x => x.DeleteAsync(It.IsAny<int>()))

.ReturnsAsync(response);

var controller = new GenericController<object>(\_mockUnitOfWork.Object);

// Act

var result = await controller.DeleteAsync(\_testId);

// Assert

Assert.IsInstanceOfType(result, typeof(NoContentResult));

\_mockUnitOfWork.Verify(x => x.GetAsync(It.IsAny<int>()), Times.Once());

\_mockUnitOfWork.Verify(x => x.DeleteAsync(It.IsAny<int>()), Times.Once());

}

[TestMethod]

public async Task DeleteAsync\_GetFailed()

{

// Arrange

var response = new ActionResponse<object> { WasSuccess = false };

\_mockUnitOfWork.Setup(x => x.GetAsync(It.IsAny<int>()))

.ReturnsAsync(response);

var controller = new GenericController<object>(\_mockUnitOfWork.Object);

// Act

var result = await controller.DeleteAsync(\_testId);

// Assert

Assert.IsInstanceOfType(result, typeof(NotFoundResult));

\_mockUnitOfWork.Verify(x => x.GetAsync(It.IsAny<int>()), Times.Once());

}

[TestMethod]

public async Task DeleteAsync\_DeleteFailed()

{

// Arrange

var responseTrue = new ActionResponse<object> { WasSuccess = true, Result = \_testModel };

var responseFalse = new ActionResponse<object> { WasSuccess = false, Message = "Error" };

\_mockUnitOfWork.Setup(x => x.GetAsync(It.IsAny<int>()))

.ReturnsAsync(responseTrue);

\_mockUnitOfWork.Setup(x => x.DeleteAsync(It.IsAny<int>()))

.ReturnsAsync(responseFalse);

var controller = new GenericController<object>(\_mockUnitOfWork.Object);

// Act

var result = await controller.DeleteAsync(\_testId);

// Assert

var badRequestResult = result as BadRequestObjectResult;

Assert.IsNotNull(badRequestResult);

Assert.AreEqual("Error", badRequestResult.Value);

\_mockUnitOfWork.Verify(x => x.GetAsync(It.IsAny<int>()), Times.Once());

\_mockUnitOfWork.Verify(x => x.DeleteAsync(It.IsAny<int>()), Times.Once());

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### Unidad de Trabajo

1. Adicione la clase **GenericUnitOfWorkTests**:

using Moq;

using Orders.Backend.Repositories;

using Orders.Backend.UnitsOfWork;

using Orders.Shared.DTOs;

using Orders.Shared.Responses;

namespace Orders.Tests.UnitsOfWork

{

[TestClass]

public class GenericUnitOfWorkTests

{

private Mock<IGenericRepository<object>> \_mockRepository = null!;

private GenericUnitOfWork<object> \_unitOfWork = null!;

private object \_testModel = null!;

private int \_testId;

private PaginationDTO \_paginationDTO = null!;

[TestInitialize]

public void Initialize()

{

\_mockRepository = new Mock<IGenericRepository<object>>();

\_unitOfWork = new GenericUnitOfWork<object>(\_mockRepository.Object);

\_testModel = new object();

\_testId = 1;

\_paginationDTO = new PaginationDTO();

}

[TestMethod]

public async Task AddAsync\_Success()

{

\_mockRepository.Setup(x => x.AddAsync(It.IsAny<object>()))

.ReturnsAsync(new ActionResponse<object> { Result = \_testModel });

var result = await \_unitOfWork.AddAsync(\_testModel);

Assert.IsNotNull(result);

Assert.AreEqual(\_testModel, result.Result);

}

[TestMethod]

public async Task DeleteAsync\_Success()

{

\_mockRepository.Setup(x => x.DeleteAsync(It.IsAny<int>()))

.ReturnsAsync(new ActionResponse<object> { Result = \_testModel });

var result = await \_unitOfWork.DeleteAsync(\_testId);

Assert.IsNotNull(result);

Assert.AreEqual(\_testModel, result.Result);

}

[TestMethod]

public async Task GetAsync\_Pagination\_Success()

{

\_mockRepository.Setup(x => x.GetAsync(It.IsAny<PaginationDTO>()))

.ReturnsAsync(new ActionResponse<IEnumerable<object>> { Result = new List<object> { \_testModel } });

var result = await \_unitOfWork.GetAsync(\_paginationDTO);

Assert.IsNotNull(result);

Assert.AreEqual(1, result.Result!.Count());

}

[TestMethod]

public async Task GetTotalPagesAsync\_Success()

{

\_mockRepository.Setup(x => x.GetTotalPagesAsync(It.IsAny<PaginationDTO>()))

.ReturnsAsync(new ActionResponse<int> { Result = 5 });

var result = await \_unitOfWork.GetTotalPagesAsync(\_paginationDTO);

Assert.IsNotNull(result);

Assert.AreEqual(5, result.Result);

}

[TestMethod]

public async Task GetAsync\_Id\_Success()

{

\_mockRepository.Setup(x => x.GetAsync(It.IsAny<int>()))

.ReturnsAsync(new ActionResponse<object> { Result = \_testModel });

var result = await \_unitOfWork.GetAsync(\_testId);

Assert.IsNotNull(result);

Assert.AreEqual(\_testModel, result.Result);

}

[TestMethod]

public async Task UpdateAsync\_Success()

{

\_mockRepository.Setup(x => x.UpdateAsync(It.IsAny<object>()))

.ReturnsAsync(new ActionResponse<object> { Result = \_testModel });

var result = await \_unitOfWork.UpdateAsync(\_testModel);

Assert.IsNotNull(result);

Assert.AreEqual(\_testModel, result.Result);

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### Repositorio

1. Cree la carpeta **Shared** y dentro de esta, adicione la clase **ExceptionalDataContext**:

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

namespace Orders.Tests.Shared

{

public class ExceptionalDataContext : DataContext

{

public ExceptionalDataContext(DbContextOptions<DataContext> options)

: base(options)

{ }

public override Task<int> SaveChangesAsync(CancellationToken cancellationToken = default)

{

throw new InvalidOperationException("Test Exception");

}

}

}

1. Adicione la clase **ExceptionalDBUpdateDataContext**:

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

namespace Orders.Tests.Shared

{

public class ExceptionalDBUpdateDataContext : DataContext

{

public ExceptionalDBUpdateDataContext(DbContextOptions<DataContext> options) : base(options)

{

}

public override Task<int> SaveChangesAsync(CancellationToken cancellationToken = default)

{

throw new DbUpdateException("Test Exception");

}

}

}

1. Adicione la clase **GenericRepositoryTests**:

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

using Orders.Backend.Repositories.Implementations;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Tests.Shared;

namespace Orders.Tests.Repositories

{

[TestClass]

public class GenericRepositoryTests

{

private DataContext \_context = null!;

private DbContextOptions<DataContext> \_options = null!;

private GenericRepository<Category> \_repository = null!;

[TestInitialize]

public void Initialize()

{

\_options = new DbContextOptionsBuilder<DataContext>()

.UseInMemoryDatabase(Guid.NewGuid().ToString())

.Options;

\_context = new DataContext(\_options);

\_repository = new GenericRepository<Category>(\_context);

}

[TestCleanup]

public void Cleanup()

{

\_context.Database.EnsureDeleted();

\_context.Dispose();

}

[TestMethod]

public async Task AddAsync\_ShouldAddEntity()

{

// Arrange

var testEntity = new Category { Name = "Test" };

// Act

var response = await \_repository.AddAsync(testEntity);

// Assert

Assert.IsTrue(response.WasSuccess);

Assert.IsNotNull(response.Result);

Assert.AreEqual("Test", response.Result.Name);

}

[TestMethod]

public async Task AddAsync\_GeneralExceptionThrown\_ReturnsError()

{

// Arrange

var exceptionalContext = new ExceptionalDataContext(\_options);

var repository = new GenericRepository<Category>(exceptionalContext);

var testEntity = new Category { Name = "Test" };

// Act

var response = await repository.AddAsync(testEntity);

// Assert

Assert.IsFalse(response.WasSuccess);

Assert.AreEqual("Test Exception", response.Message);

}

[TestMethod]

public async Task AddAsync\_DbUpdateExceptionThrown\_ReturnsError()

{

// Arrange

var exceptionalContext = new ExceptionalDBUpdateDataContext(\_options);

var repository = new GenericRepository<Category>(exceptionalContext);

var testEntity = new Category { Name = "Test" };

// Act

var response = await repository.AddAsync(testEntity);

// Assert

Assert.IsFalse(response.WasSuccess);

Assert.AreEqual("Ya existe el registro que estas intentando crear.", response.Message);

}

[TestMethod]

public async Task DeleteAsync\_DbUpdateExceptionThrown\_ReturnsError()

{

// Arrange

var category = new Category { Id = 1, Name = "Test" };

await \_context.Set<Category>().AddAsync(category);

var product = new Product { Id = 1, Name = "Test", Description = "Test" };

await \_context.Set<Product>().AddAsync(product);

var productCategory = new ProductCategory { Category = category, Product = product };

await \_context.Set<ProductCategory>().AddAsync(productCategory);

await \_context.SaveChangesAsync();

// Act

var response = await \_repository.DeleteAsync(category.Id);

// Assert

Assert.IsFalse(response.WasSuccess);

}

[TestMethod]

public async Task DeleteAsync\_ShouldDeleteEntity()

{

// Arrange

var testEntity = new Category { Name = "Test" };

await \_context.Set<Category>().AddAsync(testEntity);

await \_context.SaveChangesAsync();

// Act

var response = await \_repository.DeleteAsync(testEntity.Id);

// Assert

Assert.IsTrue(response.WasSuccess);

}

[TestMethod]

public async Task DeleteAsync\_EntityNotFound\_ShouldReturnErrorActionResponse()

{

// Act

var response = await \_repository.DeleteAsync(1);

// Assert

Assert.IsFalse(response.WasSuccess);

Assert.AreEqual("Registro no encontrado", response.Message);

}

[TestMethod]

public async Task GetAsync\_ById\_ShouldReturnEntity()

{

// Arrange

var testEntity = new Category { Name = "Test" };

await \_context.Set<Category>().AddAsync(testEntity);

await \_context.SaveChangesAsync();

// Act

var response = await \_repository.GetAsync(testEntity.Id);

// Assert

Assert.IsTrue(response.WasSuccess);

Assert.IsNotNull(response.Result);

Assert.AreEqual("Test", response.Result.Name);

}

[TestMethod]

public async Task GetAsync\_ById\_EntityNotFound\_ShouldReturnErrorActionResponse()

{

// Act

var response = await \_repository.GetAsync(1);

// Assert

Assert.IsFalse(response.WasSuccess);

Assert.AreEqual("Registro no encontrado", response.Message);

}

[TestMethod]

public async Task GetAsync\_Pagination\_ShouldReturnEntities()

{

// Arrange

await \_context.Set<Category>().AddRangeAsync(new List<Category>

{

new Category { Name = "Test1" },

new Category { Name = "Test2" },

new Category { Name = "Test3" },

});

await \_context.SaveChangesAsync();

// Act

var paginationDTO = new PaginationDTO { RecordsNumber = 2 };

var response = await \_repository.GetAsync(paginationDTO);

// Assert

Assert.IsTrue(response.WasSuccess);

Assert.IsNotNull(response.Result);

Assert.AreEqual(2, response.Result.Count());

}

[TestMethod]

public async Task GetTotalPagesAsync\_ShouldReturnTotalPages()

{

// Arrange

await \_context.Set<Category>().AddRangeAsync(new List<Category>

{

new Category { Name = "Test1" },

new Category { Name = "Test2" },

new Category { Name = "Test3" },

});

await \_context.SaveChangesAsync();

var paginationDTO = new PaginationDTO { RecordsNumber = 2 };

// Act

var response = await \_repository.GetTotalPagesAsync(paginationDTO);

// Assert

Assert.IsTrue(response.WasSuccess);

Assert.AreEqual(2, response.Result);

}

[TestMethod]

public async Task UpdateAsync\_ShouldUpdateEntity()

{

// Arrange

var testEntity = new Category { Name = "Test" };

await \_context.Set<Category>().AddAsync(testEntity);

await \_context.SaveChangesAsync();

testEntity.Name = "UpdatedTest";

// Act

var response = await \_repository.UpdateAsync(testEntity);

// Assert

Assert.IsTrue(response.WasSuccess);

Assert.IsNotNull(response.Result);

Assert.AreEqual("UpdatedTest", response.Result.Name);

}

[TestMethod]

public async Task UpdateAsync\_GeneralExceptionThrown\_ReturnsError()

{

// Arrange

var exceptionalContext = new ExceptionalDataContext(\_options);

var testEntity = new Category { Name = "Test" };

await exceptionalContext.Set<Category>().AddAsync(testEntity);

exceptionalContext.SaveChanges();

var repository = new GenericRepository<Category>(exceptionalContext);

testEntity.Name = "UpdatedTest";

// Act

var response = await repository.UpdateAsync(testEntity);

// Assert

Assert.IsFalse(response.WasSuccess);

Assert.AreEqual("Test Exception", response.Message);

}

[TestMethod]

public async Task UpdateAsync\_DbUpdateExceptionThrown\_ReturnsError()

{

// Arrange

var exceptionalContext = new ExceptionalDBUpdateDataContext(\_options);

var testEntity = new Category { Name = "Test" };

await exceptionalContext.Set<Category>().AddAsync(testEntity);

exceptionalContext.SaveChanges();

var repository = new GenericRepository<Category>(exceptionalContext);

testEntity.Name = "UpdatedTest";

// Act

var response = await repository.UpdateAsync(testEntity);

// Assert

Assert.IsFalse(response.WasSuccess);

Assert.AreEqual("Ya existe el registro que estas intentando crear.", response.Message);

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

### Paises

#### Controlador

1. Adicione la clase **CountriesControllerTests**:

using Microsoft.AspNetCore.Mvc;

using Moq;

using Orders.Backend.Controllers;

using Orders.Backend.UnitsOfWork;

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

using Orders.Shared.Responses;

namespace Orders.Tests.Controllers

{

[TestClass]

public class CountriesControllerTests

{

private Mock<IGenericUnitOfWork<Country>> \_mockGenericUnitOfWork = null!;

private Mock<ICountriesUnitOfWork> \_mockCountriesUnitOfWork = null!;

private CountriesController \_controller = null!;

[TestInitialize]

public void Initialize()

{

\_mockGenericUnitOfWork = new Mock<IGenericUnitOfWork<Country>>();

\_mockCountriesUnitOfWork = new Mock<ICountriesUnitOfWork>();

\_controller = new CountriesController(\_mockGenericUnitOfWork.Object, \_mockCountriesUnitOfWork.Object);

}

[TestMethod]

public async Task GetComboAsync\_ShouldReturnOk()

{

// Arrange

var response = new List<Country> { new Country { Id = 1, Name = "Country" } };

\_mockCountriesUnitOfWork.Setup(x => x.GetComboAsync())

.ReturnsAsync(response);

// Act

var result = await \_controller.GetComboAsync();

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

var okResult = result as OkObjectResult;

Assert.AreEqual(response, okResult?.Value);

\_mockCountriesUnitOfWork.Verify(x => x.GetComboAsync(), Times.Once());

}

[TestMethod]

public async Task GetAsync\_Pagination\_ShouldReturnOk()

{

// Arrange

var pagination = new PaginationDTO();

var countries = new List<Country>

{

new Country { Id = 1, Name = "Country1" },

new Country { Id = 2, Name = "Country2" }

};

var response = new ActionResponse<IEnumerable<Country>> { WasSuccess = true, Result = countries };

\_mockCountriesUnitOfWork.Setup(x => x.GetAsync(pagination))

.ReturnsAsync(response);

// Act

var result = await \_controller.GetAsync(pagination);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

var okResult = result as OkObjectResult;

Assert.AreEqual(countries, okResult?.Value);

\_mockCountriesUnitOfWork.Verify(x => x.GetAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetAsync\_Pagination\_ShouldReturnBadRequest()

{

// Arrange

var pagination = new PaginationDTO();

var countries = new List<Country>

{

new Country { Id = 1, Name = "Country1" },

new Country { Id = 2, Name = "Country2" }

};

var response = new ActionResponse<IEnumerable<Country>> { WasSuccess = false, Result = countries };

\_mockCountriesUnitOfWork.Setup(x => x.GetAsync(pagination))

.ReturnsAsync(response);

// Act

var result = await \_controller.GetAsync(pagination);

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestResult));

\_mockCountriesUnitOfWork.Verify(x => x.GetAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetPagesAsync\_ShouldReturnOk()

{

// Arrange

var pagination = new PaginationDTO();

var totalPages = 5;

var response = new ActionResponse<int> { WasSuccess = true, Result = totalPages };

\_mockCountriesUnitOfWork.Setup(x => x.GetTotalPagesAsync(pagination)).ReturnsAsync(response);

// Act

var result = await \_controller.GetPagesAsync(pagination);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

var okResult = result as OkObjectResult;

Assert.AreEqual(totalPages, okResult?.Value);

\_mockCountriesUnitOfWork.Verify(x => x.GetTotalPagesAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetPagesAsync\_ShouldReturnBadRequest()

{

// Arrange

var pagination = new PaginationDTO();

var totalPages = 5;

var response = new ActionResponse<int> { WasSuccess = false };

\_mockCountriesUnitOfWork.Setup(x => x.GetTotalPagesAsync(pagination)).ReturnsAsync(response);

// Act

var result = await \_controller.GetPagesAsync(pagination);

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestResult));

\_mockCountriesUnitOfWork.Verify(x => x.GetTotalPagesAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetAsync\_ById\_ShouldReturnOk()

{

// Arrange

var countryId = 1;

var country = new Country { Id = countryId, Name = "Country1" };

var response = new ActionResponse<Country> { WasSuccess = true, Result = country };

\_mockCountriesUnitOfWork.Setup(x => x.GetAsync(countryId)).ReturnsAsync(response);

// Act

var result = await \_controller.GetAsync(countryId);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

var okResult = result as OkObjectResult;

Assert.AreEqual(country, okResult?.Value);

\_mockCountriesUnitOfWork.Verify(x => x.GetAsync(countryId), Times.Once());

}

[TestMethod]

public async Task GetAsync\_ById\_ShouldReturnNotFound()

{

// Arrange

var countryId = 1;

var response = new ActionResponse<Country> { WasSuccess = false, Message = "Not Found" };

\_mockCountriesUnitOfWork.Setup(x => x.GetAsync(countryId)).ReturnsAsync(response);

// Act

var result = await \_controller.GetAsync(countryId);

// Assert

Assert.IsInstanceOfType(result, typeof(NotFoundObjectResult));

var notFoundResult = result as NotFoundObjectResult;

Assert.AreEqual("Not Found", notFoundResult?.Value);

\_mockCountriesUnitOfWork.Verify(x => x.GetAsync(countryId), Times.Once());

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### Unidad de Trabajo

1. Adicione la clase **CountriesUnitOfWorkTests**:

using Moq;

using Orders.Backend.Repositories.Interfaces;

using Orders.Backend.UnitsOfWork.Implementations;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Tests.UnitsOfWork

{

[TestClass]

public class CountriesUnitOfWorkTests

{

private Mock<IGenericRepository<Country>> \_mockGenericRepository = null!;

private Mock<ICountriesRepository> \_mockCountriesRepository = null!;

private CountriesUnitOfWork \_unitOfWork = null!;

[TestInitialize]

public void Initialize()

{

\_mockGenericRepository = new Mock<IGenericRepository<Country>>();

\_mockCountriesRepository = new Mock<ICountriesRepository>();

\_unitOfWork = new CountriesUnitOfWork(\_mockGenericRepository.Object, \_mockCountriesRepository.Object);

}

[TestMethod]

public async Task GetAsync\_WithPagination\_ShouldReturnData()

{

// Arrange

var pagination = new PaginationDTO();

var expectedResponse = new ActionResponse<IEnumerable<Country>> { WasSuccess = true };

\_mockCountriesRepository.Setup(x => x.GetAsync(pagination))

.ReturnsAsync(expectedResponse);

// Act

var result = await \_unitOfWork.GetAsync(pagination);

// Assert

Assert.AreEqual(expectedResponse, result);

\_mockCountriesRepository.Verify(x => x.GetAsync(pagination), Times.Once);

}

[TestMethod]

public async Task GetTotalPagesAsync\_ShouldReturnTotalPages()

{

// Arrange

var pagination = new PaginationDTO();

var expectedResponse = new ActionResponse<int> { WasSuccess = true };

\_mockCountriesRepository.Setup(x => x.GetTotalPagesAsync(pagination))

.ReturnsAsync(expectedResponse);

// Act

var result = await \_unitOfWork.GetTotalPagesAsync(pagination);

// Assert

Assert.AreEqual(expectedResponse, result);

\_mockCountriesRepository.Verify(x => x.GetTotalPagesAsync(pagination), Times.Once);

}

[TestMethod]

public async Task GetAsync\_WithId\_ShouldReturnData()

{

// Arrange

int id = 1;

var expectedResponse = new ActionResponse<Country> { WasSuccess = true };

\_mockCountriesRepository.Setup(x => x.GetAsync(id))

.ReturnsAsync(expectedResponse);

// Act

var result = await \_unitOfWork.GetAsync(id);

// Assert

Assert.AreEqual(expectedResponse, result);

\_mockCountriesRepository.Verify(x => x.GetAsync(id), Times.Once);

}

[TestMethod]

public async Task GetComboAsync\_ShouldReturnData()

{

// Arrange

var expectedCountries = new List<Country> { new Country { Id = 1, Name = "Country1" } };

\_mockCountriesRepository.Setup(x => x.GetComboAsync())

.ReturnsAsync(expectedCountries);

// Act

var result = await \_unitOfWork.GetComboAsync();

// Assert

CollectionAssert.AreEqual(expectedCountries, new List<Country>(result));

\_mockCountriesRepository.Verify(x => x.GetComboAsync(), Times.Once);

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### Repositorio

1. Adicione la clase **CountriesRepositoryTests**:

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

using Orders.Backend.Repositories.Implementations;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

namespace Orders.Tests.Repositories

{

[TestClass]

public class CountriesRepositoryTests

{

private DataContext \_context = null!;

private CountriesRepository \_repository = null!;

[TestInitialize]

public void Initialize()

{

var options = new DbContextOptionsBuilder<DataContext>()

.UseInMemoryDatabase(databaseName: Guid.NewGuid().ToString())

.Options;

\_context = new DataContext(options);

\_repository = new CountriesRepository(\_context);

SeedDatabase();

}

private void SeedDatabase()

{

var countries = new[]

{

new Country { Id = 1, Name = "USA" },

new Country { Id = 2, Name = "Canada" },

new Country { Id = 3, Name = "Mexico" },

};

\_context.Countries.AddRange(countries);

\_context.SaveChanges();

}

[TestMethod]

public async Task GetAsync\_Pagination\_ShouldReturnPaginatedCountries()

{

// Arrange

var pagination = new PaginationDTO { Page = 1, RecordsNumber = 2, Filter = "USA" };

// Act

var response = await \_repository.GetAsync(pagination);

// Assert

Assert.IsTrue(response.WasSuccess);

Assert.AreEqual(1, response!.Result!.Count());

}

[TestMethod]

public async Task GetTotalPagesAsync\_ShouldReturnTotalPages()

{

// Arrange

var pagination = new PaginationDTO { RecordsNumber = 2, Filter = "Mexico" };

// Act

var response = await \_repository.GetTotalPagesAsync(pagination);

// Assert

Assert.IsTrue(response.WasSuccess);

Assert.AreEqual(1, response.Result);

}

[TestMethod]

public async Task GetAsync\_ById\_ShouldReturnCountry()

{

// Arrange

var countryId = 1;

// Act

var response = await \_repository.GetAsync(countryId);

// Assert

Assert.IsTrue(response.WasSuccess);

Assert.IsNotNull(response.Result);

Assert.AreEqual("USA", response.Result.Name);

}

[TestMethod]

public async Task GetAsync\_ById\_ShouldReturnNotFoundForInvalidId()

{

// Arrange

var countryId = 10;

// Act

var response = await \_repository.GetAsync(countryId);

// Assert

Assert.IsFalse(response.WasSuccess);

Assert.IsNull(response.Result);

Assert.AreEqual("País no existe", response.Message);

}

[TestMethod]

public async Task GetComboAsync\_ShouldReturnAllCountries()

{

// Act

var countries = await \_repository.GetComboAsync();

// Assert

Assert.AreEqual(3, countries.Count());

}

[TestCleanup]

public void Cleanup()

{

\_context.Database.EnsureDeleted();

\_context.Dispose();

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

### Estados / Departamentos

#### Controlador

1. Adicione la clase **StatesControllerTests**:

using Microsoft.AspNetCore.Mvc;

using Moq;

using Orders.Backend.Controllers;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Tests.Controllers

{

[TestClass]

public class StatesControllerTests

{

private Mock<IGenericUnitOfWork<State>> \_mockUnitOfWork = null!;

private Mock<IStatesUnitOfWork> \_mockStatesUnitOfWork = null!;

private StatesController \_controller = null!;

[TestInitialize]

public void Initialize()

{

\_mockUnitOfWork = new Mock<IGenericUnitOfWork<State>>();

\_mockStatesUnitOfWork = new Mock<IStatesUnitOfWork>();

\_controller = new StatesController(\_mockUnitOfWork.Object, \_mockStatesUnitOfWork.Object);

}

[TestMethod]

public async Task GetComboAsync\_ShouldReturnOk()

{

// Arrange

var countryId = 1;

var states = new List<State> { new State(), new State() };

\_mockStatesUnitOfWork.Setup(x => x.GetComboAsync(countryId)).ReturnsAsync(states);

// Act

var result = await \_controller.GetComboAsync(countryId);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

var okResult = (OkObjectResult)result;

Assert.AreEqual(states, okResult.Value);

\_mockStatesUnitOfWork.Verify(x => x.GetComboAsync(countryId), Times.Once());

}

[TestMethod]

public async Task GetAsync\_ShouldReturnOk()

{

// Arrange

var pagination = new PaginationDTO();

var states = new List<State> { new State(), new State() };

\_mockStatesUnitOfWork.Setup(x => x.GetAsync(pagination))

.ReturnsAsync(new ActionResponse<IEnumerable<State>>

{

WasSuccess = true,

Result = states

});

// Act

var result = await \_controller.GetAsync(pagination);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

var okResult = (OkObjectResult)result;

Assert.AreEqual(states, okResult.Value);

\_mockStatesUnitOfWork.Verify(x => x.GetAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetAsync\_ShouldReturnBadRequest()

{

// Arrange

var pagination = new PaginationDTO();

\_mockStatesUnitOfWork.Setup(x => x.GetAsync(pagination))

.ReturnsAsync(new ActionResponse<IEnumerable<State>> { WasSuccess = false });

// Act

var result = await \_controller.GetAsync(pagination);

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestResult));

\_mockStatesUnitOfWork.Verify(x => x.GetAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetPagesAsync\_ShouldReturnOk()

{

// Arrange

var pagination = new PaginationDTO();

var totalPages = 5;

\_mockStatesUnitOfWork.Setup(x => x.GetTotalPagesAsync(pagination))

.ReturnsAsync(new ActionResponse<int>

{

WasSuccess = true,

Result = totalPages

});

// Act

var result = await \_controller.GetPagesAsync(pagination);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

var okResult = (OkObjectResult)result;

Assert.AreEqual(totalPages, okResult.Value);

\_mockStatesUnitOfWork.Verify(x => x.GetTotalPagesAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetPagesAsync\_ShouldReturnBadRequest()

{

// Arrange

var pagination = new PaginationDTO();

\_mockStatesUnitOfWork.Setup(x => x.GetTotalPagesAsync(pagination))

.ReturnsAsync(new ActionResponse<int> { WasSuccess = false });

// Act

var result = await \_controller.GetPagesAsync(pagination);

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestResult));

\_mockStatesUnitOfWork.Verify(x => x.GetTotalPagesAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetAsync\_ById\_ShouldReturnOk()

{

// Arrange

var stateId = 1;

var state = new State();

\_mockStatesUnitOfWork.Setup(x => x.GetAsync(stateId))

.ReturnsAsync(new ActionResponse<State>

{

WasSuccess = true,

Result = state

});

// Act

var result = await \_controller.GetAsync(stateId);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

var okResult = (OkObjectResult)result;

Assert.AreEqual(state, okResult.Value);

\_mockStatesUnitOfWork.Verify(x => x.GetAsync(stateId), Times.Once());

}

[TestMethod]

public async Task GetAsync\_ById\_ShouldReturnNotFound()

{

// Arrange

var stateId = 1;

var message = "State not found";

\_mockStatesUnitOfWork.Setup(x => x.GetAsync(stateId))

.ReturnsAsync(new ActionResponse<State>

{

WasSuccess = false,

Message = message

});

// Act

var result = await \_controller.GetAsync(stateId);

// Assert

Assert.IsInstanceOfType(result, typeof(NotFoundObjectResult));

var notFoundResult = (NotFoundObjectResult)result;

Assert.AreEqual(message, notFoundResult.Value);

\_mockStatesUnitOfWork.Verify(x => x.GetAsync(stateId), Times.Once());

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### Unidad de Trabajo

1. Adicione la clase **StatesUnitOfWorkTests**:

using Moq;

using Orders.Backend.Repositories.Interfaces;

using Orders.Backend.UnitsOfWork.Implementations;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Tests.UnitsOfWork

{

[TestClass]

public class StatesUnitOfWorkTests

{

private Mock<IGenericRepository<State>> \_mockGenericRepository = null!;

private Mock<IStatesRepository> \_mockStatesRepository = null!;

private StatesUnitOfWork \_unitOfWork = null!;

[TestInitialize]

public void Initialize()

{

\_mockGenericRepository = new Mock<IGenericRepository<State>>();

\_mockStatesRepository = new Mock<IStatesRepository>();

\_unitOfWork = new StatesUnitOfWork(\_mockGenericRepository.Object, \_mockStatesRepository.Object);

}

[TestMethod]

public async Task GetAsync\_ShouldReturnStates()

{

// Arrange

var pagination = new PaginationDTO();

var states = new List<State> { new State(), new State() };

\_mockStatesRepository.Setup(x => x.GetAsync(pagination))

.ReturnsAsync(new ActionResponse<IEnumerable<State>>

{

WasSuccess = true,

Result = states

});

// Act

var result = await \_unitOfWork.GetAsync(pagination);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.AreEqual(states, result.Result);

\_mockStatesRepository.Verify(x => x.GetAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetTotalPagesAsync\_ShouldReturnTotalPages()

{

// Arrange

var pagination = new PaginationDTO();

var totalPages = 5;

\_mockStatesRepository.Setup(x => x.GetTotalPagesAsync(pagination))

.ReturnsAsync(new ActionResponse<int>

{

WasSuccess = true,

Result = totalPages

});

// Act

var result = await \_unitOfWork.GetTotalPagesAsync(pagination);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.AreEqual(totalPages, result.Result);

\_mockStatesRepository.Verify(x => x.GetTotalPagesAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetAsync\_ById\_ShouldReturnState()

{

// Arrange

var stateId = 1;

var state = new State();

\_mockStatesRepository.Setup(x => x.GetAsync(stateId))

.ReturnsAsync(new ActionResponse<State>

{

WasSuccess = true,

Result = state

});

// Act

var result = await \_unitOfWork.GetAsync(stateId);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.AreEqual(state, result.Result);

\_mockStatesRepository.Verify(x => x.GetAsync(stateId), Times.Once());

}

[TestMethod]

public async Task GetComboAsync\_ShouldReturnStates()

{

// Arrange

var countryId = 1;

var states = new List<State> { new State(), new State() };

\_mockStatesRepository.Setup(x => x.GetComboAsync(countryId))

.ReturnsAsync(states);

// Act

var result = await \_unitOfWork.GetComboAsync(countryId);

// Assert

Assert.AreEqual(states, result);

\_mockStatesRepository.Verify(x => x.GetComboAsync(countryId), Times.Once());

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### Repositorio

1. Adicione la clase **StatesRepositoryTests**:

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

using Orders.Backend.Repositories.Implementations;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

namespace Orders.Tests.Repositories

{

[TestClass]

public class StatesRepositoryTests

{

private DataContext \_context = null!;

private StatesRepository \_repository = null!;

[TestInitialize]

public void Initialize()

{

var options = new DbContextOptionsBuilder<DataContext>()

.UseInMemoryDatabase(databaseName: "OrdersDb")

.Options;

\_context = new DataContext(options);

\_repository = new StatesRepository(\_context);

}

[TestMethod]

public async Task GetAsync\_ShouldReturnFilteredAndPaginatedStates()

{

// Arrange

PopulateTestData();

var pagination = new PaginationDTO

{

Filter = "test",

RecordsNumber = 2,

Page = 1,

Id = 1

};

// Act

var result = await \_repository.GetAsync(pagination);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.AreEqual(2, result.Result!.Count());

Assert.AreEqual("TestState1", result.Result!.First().Name);

Assert.AreEqual("TestState2", result.Result!.Last().Name);

}

[TestMethod]

public async Task GetTotalPagesAsync\_ShouldReturnCorrectTotalPages()

{

// Arrange

PopulateTestData();

var pagination = new PaginationDTO

{

RecordsNumber = 2,

Id = 1,

Filter = "Test"

};

// Act

var result = await \_repository.GetTotalPagesAsync(pagination);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.AreEqual(2, result.Result);

}

[TestMethod]

public async Task GetAsync\_ById\_ShouldReturnState()

{

// Arrange

PopulateTestData();

var stateId = 1;

// Act

var result = await \_repository.GetAsync(stateId);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.AreEqual("TestState1", result.Result!.Name);

}

[TestMethod]

public async Task GetAsync\_ById\_ShouldReturnError()

{

// Arrange

PopulateTestData();

var stateId = 999;

// Act

var result = await \_repository.GetAsync(stateId);

// Assert

Assert.IsFalse(result.WasSuccess);

Assert.AreEqual("Estado no existe", result.Message);

}

[TestMethod]

public async Task GetComboAsync\_ShouldReturnStatesForCountry()

{

// Arrange

PopulateTestData();

var countryId = 1;

// Act

var result = await \_repository.GetComboAsync(countryId);

// Assert

Assert.AreEqual(4, result.Count());

}

private void PopulateTestData()

{

if (\_context.Countries.Any())

{

return;

}

var country = new Country { Id = 1, Name = "TestCountry" };

\_context.Countries.Add(country);

var states = new List<State>

{

new State { Id = 1, Name = "TestState1", Country = country },

new State { Id = 2, Name = "TestState2", Country = country },

new State { Id = 3, Name = "TestState3", Country = country },

new State { Id = 4, Name = "TestState4", Country = country }

};

\_context.States.AddRange(states);

\_context.SaveChanges();

}

[TestCleanup]

public void Cleanup()

{

\_context.Database.EnsureDeleted();

\_context.Dispose();

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

### Ciudades

#### Controlador

1. Adicione la clase **CitiesControllerTests**:

using Microsoft.AspNetCore.Mvc;

using Moq;

using Orders.Backend.Controllers;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Tests.Controllers

{

[TestClass]

public class CitiesControllerTests

{

private Mock<IGenericUnitOfWork<City>> \_mockGenericUnitOfWork = null!;

private Mock<ICitiesUnitOfWork> \_mockCitiesUnitOfWork = null!;

private CitiesController \_controller = null!;

[TestInitialize]

public void Initialize()

{

\_mockGenericUnitOfWork = new Mock<IGenericUnitOfWork<City>>();

\_mockCitiesUnitOfWork = new Mock<ICitiesUnitOfWork>();

\_controller = new CitiesController(\_mockGenericUnitOfWork.Object, \_mockCitiesUnitOfWork.Object);

}

[TestMethod]

public async Task GetComboAsync\_ShouldReturnOkResult()

{

// Arrange

var stateId = 1;

var cities = new List<City> { new City { Id = 1, Name = "City1" }, new City { Id = 2, Name = "City2" } };

\_mockCitiesUnitOfWork.Setup(x => x.GetComboAsync(stateId)).ReturnsAsync(cities);

// Act

var result = await \_controller.GetComboAsync(stateId);

// Assert

var okResult = result as OkObjectResult;

Assert.IsNotNull(okResult);

var resultValue = okResult.Value as IEnumerable<City>;

Assert.IsNotNull(resultValue);

Assert.AreEqual(2, resultValue.Count());

new List<City> { new City { Id = 1, Name = "City1" }, new City { Id = 2, Name = "City2" } };

\_mockCitiesUnitOfWork.Verify(x => x.GetComboAsync(stateId), Times.Once());

}

[TestMethod]

public async Task GetAsync\_ShouldReturnOkResult\_WhenActionResponseIsSuccess()

{

// Arrange

var pagination = new PaginationDTO();

var response = new ActionResponse<IEnumerable<City>> { WasSuccess = true, Result = new List<City>() };

\_mockCitiesUnitOfWork.Setup(x => x.GetAsync(pagination)).ReturnsAsync(response);

// Act

var result = await \_controller.GetAsync(pagination);

// Assert

var okResult = result as OkObjectResult;

Assert.IsNotNull(okResult);

\_mockCitiesUnitOfWork.Verify(x => x.GetAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetAsync\_ShouldReturnBadRequest\_WhenActionResponseIsNotSuccess()

{

// Arrange

var pagination = new PaginationDTO();

var response = new ActionResponse<IEnumerable<City>> { WasSuccess = false };

\_mockCitiesUnitOfWork.Setup(x => x.GetAsync(pagination)).ReturnsAsync(response);

// Act

var result = await \_controller.GetAsync(pagination);

// Assert

var badRequestResult = result as BadRequestResult;

Assert.IsNotNull(badRequestResult);

\_mockCitiesUnitOfWork.Verify(x => x.GetAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetPagesAsync\_ShouldReturnOkResult\_WhenActionResponseIsSuccess()

{

// Arrange

var pagination = new PaginationDTO();

var response = new ActionResponse<int> { WasSuccess = true, Result = 1 };

\_mockCitiesUnitOfWork.Setup(x => x.GetTotalPagesAsync(pagination)).ReturnsAsync(response);

// Act

var result = await \_controller.GetPagesAsync(pagination);

// Assert

var okResult = result as OkObjectResult;

Assert.IsNotNull(okResult);

Assert.AreEqual(1, okResult.Value);

\_mockCitiesUnitOfWork.Verify(x => x.GetTotalPagesAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetPagesAsync\_ShouldReturnBadRequest\_WhenActionResponseIsNotSuccess()

{

// Arrange

var pagination = new PaginationDTO();

var response = new ActionResponse<int> { WasSuccess = false };

\_mockCitiesUnitOfWork.Setup(x => x.GetTotalPagesAsync(pagination)).ReturnsAsync(response);

// Act

var result = await \_controller.GetPagesAsync(pagination);

// Assert

var badRequestResult = result as BadRequestResult;

Assert.IsNotNull(badRequestResult);

\_mockCitiesUnitOfWork.Verify(x => x.GetTotalPagesAsync(pagination), Times.Once());

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### Unidad de Trabajo

1. Adicione la clase **CitiesUnitOfWorkTests**:

using Moq;

using Orders.Backend.Repositories;

using Orders.Backend.UnitsOfWork;

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

using Orders.Shared.Responses;

namespace Orders.Tests.UnitsOfWork

{

[TestClass]

public class CitiesUnitOfWorkTests

{

private Mock<ICitiesRepository> \_mockCitiesRepository = null!;

private CitiesUnitOfWork \_unitOfWork = null!;

[TestInitialize]

public void Initialize()

{

\_mockCitiesRepository = new Mock<ICitiesRepository>();

\_unitOfWork = new CitiesUnitOfWork(null, \_mockCitiesRepository.Object);

}

[TestMethod]

public async Task GetAsync\_ShouldReturnCities()

{

// Arrange

var pagination = new PaginationDTO();

var expectedActionResponse = new ActionResponse<IEnumerable<City>> { WasSuccess = true, Result = new List<City>() };

\_mockCitiesRepository.Setup(x => x.GetAsync(pagination))

.ReturnsAsync(expectedActionResponse);

// Act

var result = await \_unitOfWork.GetAsync(pagination);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.AreEqual(expectedActionResponse.Result, result.Result);

\_mockCitiesRepository.Verify(x => x.GetAsync(pagination), Times.Once);

}

[TestMethod]

public async Task GetTotalPagesAsync\_ShouldReturnTotalPages()

{

// Arrange

var pagination = new PaginationDTO();

var expectedActionResponse = new ActionResponse<int> { WasSuccess = true, Result = 5 };

\_mockCitiesRepository.Setup(x => x.GetTotalPagesAsync(pagination))

.ReturnsAsync(expectedActionResponse);

// Act

var result = await \_unitOfWork.GetTotalPagesAsync(pagination);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.AreEqual(expectedActionResponse.Result, result.Result);

\_mockCitiesRepository.Verify(x => x.GetTotalPagesAsync(pagination), Times.Once);

}

[TestMethod]

public async Task GetComboAsync\_ShouldReturnCities()

{

// Arrange

var stateId = 1;

var expectedCities = new List<City> { new City { Id = 1, Name = "City1" }, new City { Id = 2, Name = "City2" } };

\_mockCitiesRepository.Setup(x => x.GetComboAsync(stateId))

.ReturnsAsync(expectedCities);

// Act

var result = await \_unitOfWork.GetComboAsync(stateId);

// Assert

Assert.AreEqual(expectedCities, result);

\_mockCitiesRepository.Verify(x => x.GetComboAsync(stateId), Times.Once);

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### Repositorio

1. Adicione la clase **CitiesRepositoryTests**:

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

using Orders.Backend.Repositories.Implementations;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

namespace Orders.Tests.Repositories

{

[TestClass]

public class CitiesRepositoryTests

{

private DataContext \_context = null!;

private CitiesRepository \_repository = null!;

[TestInitialize]

public void Initialize()

{

var options = new DbContextOptionsBuilder<DataContext>()

.UseInMemoryDatabase(databaseName: "InMemoryDatabase")

.Options;

\_context = new DataContext(options);

\_repository = new CitiesRepository(\_context);

\_context.Countries.Add(new Country { Id = 1, Name = "Country" });

\_context.States.AddRange(

new State { Id = 1, Name = "State1", CountryId = 1 },

new State { Id = 2, Name = "State2", CountryId = 1 });

\_context.Cities.AddRange(

new City { Id = 1, Name = "City1", StateId = 1 },

new City { Id = 2, Name = "City2", StateId = 1 },

new City { Id = 3, Name = "City3", StateId = 2 }

);

\_context.SaveChanges();

}

[TestMethod]

public async Task GetAsync\_ShouldReturnAllCitiesInStateWithPagination()

{

// Arrange

var pagination = new PaginationDTO { Id = 1, RecordsNumber = 2, Page = 1, Filter = "City" };

// Act

var response = await \_repository.GetAsync(pagination);

// Assert

Assert.IsTrue(response.WasSuccess);

Assert.AreEqual(2, response.Result!.Count());

}

[TestMethod]

public async Task GetAsync\_ShouldReturnFilteredCities()

{

// Arrange

var pagination = new PaginationDTO { Id = 1, Filter = "City1", RecordsNumber = 10, Page = 1 };

// Act

var response = await \_repository.GetAsync(pagination);

// Assert

Assert.IsTrue(response.WasSuccess);

Assert.AreEqual(1, response.Result!.Count());

Assert.AreEqual("City1", response.Result!.First().Name);

}

[TestMethod]

public async Task GetComboAsync\_ShouldReturnAllCitiesInState()

{

// Arrange

var stateId = 1;

// Act

var cities = await \_repository.GetComboAsync(stateId);

// Assert

Assert.AreEqual(2, cities.Count());

}

[TestMethod]

public async Task GetTotalPagesAsync\_ShouldReturnTotalPages()

{

// Arrange

var pagination = new PaginationDTO { Id = 1, RecordsNumber = 1, Page = 1, Filter = "City" };

// Act

var response = await \_repository.GetTotalPagesAsync(pagination);

// Assert

Assert.IsTrue(response.WasSuccess);

Assert.AreEqual(2, response.Result);

}

[TestCleanup]

public void Cleanup()

{

\_context.Database.EnsureDeleted();

\_context.Dispose();

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

### Pedidos

#### Controlador

1. Adicione la clase **OrdersControllerTests**:

using System.Security.Claims;

using Microsoft.AspNetCore.Http;

using Microsoft.AspNetCore.Mvc;

using Moq;

using Orders.Backend.Controllers;

using Orders.Backend.Helpers;

using Orders.Backend.UnitsOfWork;

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

using Orders.Shared.Responses;

namespace Orders.Tests.Controllers

{

[TestClass]

public class OrdersControllerTests

{

private Mock<IOrdersHelper> \_mockOrdersHelper = null!;

private Mock<IOrdersUnitOfWork> \_mockOrdersUnitOfWork = null!;

private OrdersController \_controller = null!;

[TestInitialize]

public void Initialize()

{

\_mockOrdersHelper = new Mock<IOrdersHelper>();

\_mockOrdersUnitOfWork = new Mock<IOrdersUnitOfWork>();

\_controller = new OrdersController(\_mockOrdersHelper.Object, \_mockOrdersUnitOfWork.Object);

}

private void SetupUser(string username)

{

var user = new ClaimsPrincipal(new ClaimsIdentity(new Claim[]

{

new Claim(ClaimTypes.Name, username)

}, "mock"));

\_controller.ControllerContext = new ControllerContext()

{

HttpContext = new DefaultHttpContext() { User = user }

};

}

[TestMethod]

public async Task PostAsync\_ShouldReturnBadRequest\_WhenOrderIsNotProcessed()

{

// Arrange

SetupUser("testuser");

var orderDto = new OrderDTO();

\_mockOrdersHelper.Setup(x => x.ProcessOrderAsync("testuser", It.IsAny<string>()))

.ReturnsAsync(new ActionResponse<bool> { WasSuccess = false });

// Act

var result = await \_controller.PostAsync(orderDto);

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestObjectResult));

\_mockOrdersHelper.Verify(x => x.ProcessOrderAsync("testuser", It.IsAny<string>()), Times.Once());

}

[TestMethod]

public async Task PostAsync\_ShouldReturnNoContent\_WhenOrderIsProcessed()

{

// Arrange

SetupUser("testuser");

var orderDto = new OrderDTO();

\_mockOrdersHelper.Setup(x => x.ProcessOrderAsync("testuser", It.IsAny<string>()))

.ReturnsAsync(new ActionResponse<bool> { WasSuccess = true });

// Act

var result = await \_controller.PostAsync(orderDto);

// Assert

Assert.IsInstanceOfType(result, typeof(NoContentResult));

\_mockOrdersHelper.Verify(x => x.ProcessOrderAsync("testuser", It.IsAny<string>()), Times.Once());

}

[TestMethod]

public async Task GetAsync\_ShouldReturnOk\_WhenOrdersAreRetrievedSuccessfully()

{

// Arrange

SetupUser("testuser");

var paginationDto = new PaginationDTO();

\_mockOrdersUnitOfWork.Setup(x => x.GetAsync("testuser", paginationDto))

.ReturnsAsync(new ActionResponse<IEnumerable<Order>> { WasSuccess = true, Result = new List<Order>() });

// Act

var result = await \_controller.GetAsync(paginationDto);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

\_mockOrdersUnitOfWork.Verify(x => x.GetAsync("testuser", paginationDto), Times.Once());

}

[TestMethod]

public async Task GetAsync\_ShouldReturnBadRequest\_WhenOrdersRetrievalFails()

{

// Arrange

SetupUser("testuser");

var paginationDto = new PaginationDTO();

\_mockOrdersUnitOfWork.Setup(x => x.GetAsync("testuser", paginationDto))

.ReturnsAsync(new ActionResponse<IEnumerable<Order>> { WasSuccess = false });

// Act

var result = await \_controller.GetAsync(paginationDto);

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestResult));

\_mockOrdersUnitOfWork.Verify(x => x.GetAsync("testuser", paginationDto), Times.Once());

}

[TestMethod]

public async Task GetPagesAsync\_ShouldReturnOk\_WhenTotalPagesAreRetrievedSuccessfully()

{

// Arrange

SetupUser("testuser");

var paginationDto = new PaginationDTO();

\_mockOrdersUnitOfWork.Setup(x => x.GetTotalPagesAsync("testuser", paginationDto))

.ReturnsAsync(new ActionResponse<int> { WasSuccess = true, Result = 5 });

// Act

var result = await \_controller.GetPagesAsync(paginationDto);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

var okResult = result as OkObjectResult;

Assert.AreEqual(5, okResult!.Value);

\_mockOrdersUnitOfWork.Verify(x => x.GetTotalPagesAsync("testuser", paginationDto), Times.Once());

}

[TestMethod]

public async Task GetPagesAsync\_ShouldReturnBadRequest\_WhenRetrievalFails()

{

// Arrange

SetupUser("testuser");

var paginationDto = new PaginationDTO();

\_mockOrdersUnitOfWork.Setup(x => x.GetTotalPagesAsync("testuser", paginationDto))

.ReturnsAsync(new ActionResponse<int> { WasSuccess = false });

// Act

var result = await \_controller.GetPagesAsync(paginationDto);

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestResult));

\_mockOrdersUnitOfWork.Verify(x => x.GetTotalPagesAsync("testuser", paginationDto), Times.Once());

}

[TestMethod]

public async Task GetAsync\_WithId\_ShouldReturnOk\_WhenOrderIsRetrievedSuccessfully()

{

// Arrange

SetupUser("testuser");

int orderId = 1;

\_mockOrdersUnitOfWork.Setup(x => x.GetAsync(orderId))

.ReturnsAsync(new ActionResponse<Order> { WasSuccess = true, Result = new Order() });

// Act

var result = await \_controller.GetAsync(orderId);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

\_mockOrdersUnitOfWork.Verify(x => x.GetAsync(orderId), Times.Once());

}

[TestMethod]

public async Task GetAsync\_WithId\_ShouldReturnNotFound\_WhenOrderIsNotFound()

{

// Arrange

SetupUser("testuser");

int orderId = 1;

\_mockOrdersUnitOfWork.Setup(x => x.GetAsync(orderId))

.ReturnsAsync(new ActionResponse<Order> { WasSuccess = false, Message = "Order not found" });

// Act

var result = await \_controller.GetAsync(orderId);

// Assert

Assert.IsInstanceOfType(result, typeof(NotFoundObjectResult));

var notFoundResult = result as NotFoundObjectResult;

Assert.AreEqual("Order not found", notFoundResult!.Value);

\_mockOrdersUnitOfWork.Verify(x => x.GetAsync(orderId), Times.Once());

}

[TestMethod]

public async Task PutAsync\_ShouldReturnOk\_WhenOrderIsUpdatedSuccessfully()

{

// Arrange

SetupUser("testuser");

var orderDto = new OrderDTO();

\_mockOrdersUnitOfWork.Setup(x => x.UpdateFullAsync("testuser", orderDto))

.ReturnsAsync(new ActionResponse<Order> { WasSuccess = true });

// Act

var result = await \_controller.PutAsync(orderDto);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

\_mockOrdersUnitOfWork.Verify(x => x.UpdateFullAsync("testuser", orderDto), Times.Once());

}

[TestMethod]

public async Task PutAsync\_ShouldReturnBadRequest\_WhenUpdateFails()

{

// Arrange

SetupUser("testuser");

var orderDto = new OrderDTO();

\_mockOrdersUnitOfWork.Setup(x => x.UpdateFullAsync("testuser", orderDto))

.ReturnsAsync(new ActionResponse<Order> { WasSuccess = false, Message = "Update failed" });

// Act

var result = await \_controller.PutAsync(orderDto);

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestObjectResult));

var badRequestResult = result as BadRequestObjectResult;

Assert.AreEqual("Update failed", badRequestResult!.Value);

\_mockOrdersUnitOfWork.Verify(x => x.UpdateFullAsync("testuser", orderDto), Times.Once());

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### Unidad de Trabajo

1. Adicione la clase **OrdersUnitOfWorkTests**:

using Moq;

using Orders.Backend.Repositories;

using Orders.Backend.UnitsOfWork;

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

using Orders.Shared.Responses;

namespace Orders.Tests.UnitsOfWork

{

[TestClass]

public class OrdersUnitOfWorkTests

{

private Mock<IGenericRepository<Order>> \_mockGenericRepository = null!;

private Mock<IOrdersRepository> \_mockOrdersRepository = null!;

private OrdersUnitOfWork \_ordersUnitOfWork = null!;

[TestInitialize]

public void SetUp()

{

\_mockGenericRepository = new Mock<IGenericRepository<Order>>();

\_mockOrdersRepository = new Mock<IOrdersRepository>();

\_ordersUnitOfWork = new OrdersUnitOfWork(\_mockGenericRepository.Object, \_mockOrdersRepository.Object);

}

[TestMethod]

public async Task GetAsync\_ShouldReturnOrders\_WhenCalled()

{

// Arrange

var email = "test@example.com";

var paginationDTO = new PaginationDTO();

var response = new ActionResponse<IEnumerable<Order>> { WasSuccess = true };

\_mockOrdersRepository.Setup(x => x.GetAsync(email, paginationDTO))

.ReturnsAsync(response);

// Act

var result = await \_ordersUnitOfWork.GetAsync(email, paginationDTO);

// Assert

Assert.AreEqual(response, result);

}

[TestMethod]

public async Task GetTotalPagesAsync\_ShouldReturnTotalPages\_WhenCalled()

{

// Arrange

var email = "test@example.com";

var paginationDTO = new PaginationDTO();

var response = new ActionResponse<int> { WasSuccess = true };

\_mockOrdersRepository.Setup(x => x.GetTotalPagesAsync(email, paginationDTO))

.ReturnsAsync(response);

// Act

var result = await \_ordersUnitOfWork.GetTotalPagesAsync(email, paginationDTO);

// Assert

Assert.AreEqual(response, result);

\_mockOrdersRepository.Verify(x => x.GetTotalPagesAsync(email, paginationDTO), Times.Once());

}

[TestMethod]

public async Task GetAsync\_WithId\_ShouldReturnOrder\_WhenCalled()

{

// Arrange

var orderId = 1;

var response = new ActionResponse<Order> { WasSuccess = true };

\_mockOrdersRepository.Setup(x => x.GetAsync(orderId))

.ReturnsAsync(response);

// Act

var result = await \_ordersUnitOfWork.GetAsync(orderId);

// Assert

Assert.AreEqual(response, result);

\_mockOrdersRepository.Verify(x => x.GetAsync(orderId), Times.Once());

}

[TestMethod]

public async Task UpdateFullAsync\_ShouldUpdateOrder\_WhenCalled()

{

// Arrange

var email = "test@example.com";

var orderDTO = new OrderDTO();

var response = new ActionResponse<Order> { WasSuccess = true };

\_mockOrdersRepository.Setup(x => x.UpdateFullAsync(email, orderDTO))

.ReturnsAsync(response);

// Act

var result = await \_ordersUnitOfWork.UpdateFullAsync(email, orderDTO);

// Assert

Assert.AreEqual(response, result);

\_mockOrdersRepository.Verify(x => x.UpdateFullAsync(email, orderDTO), Times.Once());

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### Repositorio

1. Adicione la clase **OrdersRepositoryTests**:

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

using Orders.Backend.Helpers;

using Orders.Backend.Repositories.Interfaces;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Enums;

using Orders.Shared.Responses;

namespace Orders.Backend.Repositories.Implementations

{

public class OrdersRepository : GenericRepository<Order>, IOrdersRepository

{

private readonly DataContext \_context;

private readonly IUsersRepository \_usersRepository;

public OrdersRepository(DataContext context, IUsersRepository usersRepository) : base(context)

{

\_context = context;

\_usersRepository = usersRepository;

}

public async Task<ActionResponse<IEnumerable<Order>>> GetAsync(string email, PaginationDTO pagination)

{

var user = await \_usersRepository.GetUserAsync(email);

if (user == null)

{

return new ActionResponse<IEnumerable<Order>>

{

WasSuccess = false,

Message = "Usuario no válido",

};

}

var queryable = \_context.Orders

.Include(s => s.User!)

.Include(s => s.OrderDetails!)

.ThenInclude(sd => sd.Product)

.AsQueryable();

var isAdmin = await \_usersRepository.IsUserInRoleAsync(user, UserType.Admin.ToString());

if (!isAdmin)

{

queryable = queryable.Where(s => s.User!.Email == email);

}

return new ActionResponse<IEnumerable<Order>>

{

WasSuccess = true,

Result = await queryable

.OrderByDescending(x => x.Date)

.Paginate(pagination)

.ToListAsync()

};

}

public async Task<ActionResponse<int>> GetTotalPagesAsync(string email, PaginationDTO pagination)

{

var user = await \_usersRepository.GetUserAsync(email);

if (user == null)

{

return new ActionResponse<int>

{

WasSuccess = false,

Message = "Usuario no válido",

};

}

var queryable = \_context.Orders.AsQueryable();

var isAdmin = await \_usersRepository.IsUserInRoleAsync(user, UserType.Admin.ToString());

if (!isAdmin)

{

queryable = queryable.Where(s => s.User!.Email == email);

}

double count = await queryable.CountAsync();

double totalPages = Math.Ceiling(count / pagination.RecordsNumber);

return new ActionResponse<int>

{

WasSuccess = true,

Result = (int)totalPages

};

}

public override async Task<ActionResponse<Order>> GetAsync(int id)

{

var order = await \_context.Orders

.Include(s => s.User!)

.ThenInclude(u => u.City!)

.ThenInclude(c => c.State!)

.ThenInclude(s => s.Country)

.Include(s => s.OrderDetails!)

.ThenInclude(sd => sd.Product)

.ThenInclude(p => p.ProductImages)

.FirstOrDefaultAsync(s => s.Id == id);

if (order == null)

{

return new ActionResponse<Order>

{

WasSuccess = false,

Message = "Pedido no existe"

};

}

return new ActionResponse<Order>

{

WasSuccess = true,

Result = order

};

}

public async Task<ActionResponse<Order>> UpdateFullAsync(string email, OrderDTO orderDTO)

{

var user = await \_usersRepository.GetUserAsync(email);

if (user == null)

{

return new ActionResponse<Order>

{

WasSuccess = false,

Message = "Usuario no existe"

};

}

var isAdmin = await \_usersRepository.IsUserInRoleAsync(user, UserType.Admin.ToString());

if (!isAdmin && orderDTO.OrderStatus != OrderStatus.Cancelled)

{

return new ActionResponse<Order>

{

WasSuccess = false,

Message = "Solo permitido para administradores."

};

}

var order = await \_context.Orders

.Include(s => s.OrderDetails)

.FirstOrDefaultAsync(s => s.Id == orderDTO.Id);

if (order == null)

{

return new ActionResponse<Order>

{

WasSuccess = false,

Message = "Pedido no existe"

};

}

if (orderDTO.OrderStatus == OrderStatus.Cancelled)

{

await ReturnStockAsync(order);

}

order.OrderStatus = orderDTO.OrderStatus;

\_context.Update(order);

await \_context.SaveChangesAsync();

return new ActionResponse<Order>

{

WasSuccess = true,

Result = order

};

}

private async Task ReturnStockAsync(Order order)

{

foreach (var orderDetail in order.OrderDetails!)

{

var product = await \_context.Products.FirstOrDefaultAsync(p => p.Id == orderDetail.ProductId);

if (product != null)

{

product.Stock += orderDetail.Quantity;

}

}

await \_context.SaveChangesAsync();

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

### PedidosTemporales

#### Controlador

1. Adicione la clase **TemporalOrdersControllerTests**:

using System.Security.Claims;

using Microsoft.AspNetCore.Http;

using Microsoft.AspNetCore.Mvc;

using Moq;

using Orders.Backend.Controllers;

using Orders.Backend.UnitsOfWork;

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

using Orders.Shared.Responses;

namespace Orders.Tests.Controllers

{

[TestClass]

public class TemporalOrdersControllerTests

{

private TemporalOrdersController \_controller = null!;

private Mock<ITemporalOrdersUnitOfWork> \_temporalOrdersUnitOfWorkMock = null!;

private Mock<IGenericUnitOfWork<TemporalOrder>> \_unitOfWorkMock = null!;

private DefaultHttpContext \_httpContext = null!;

[TestInitialize]

public void Initialize()

{

\_temporalOrdersUnitOfWorkMock = new Mock<ITemporalOrdersUnitOfWork>();

\_unitOfWorkMock = new Mock<IGenericUnitOfWork<TemporalOrder>>();

\_controller = new TemporalOrdersController(\_unitOfWorkMock.Object, \_temporalOrdersUnitOfWorkMock.Object);

\_httpContext = new DefaultHttpContext();

\_controller.ControllerContext.HttpContext = \_httpContext;

\_httpContext.User = new ClaimsPrincipal(new ClaimsIdentity(new Claim[] { new Claim(ClaimTypes.Name, "testUser") }));

}

[TestMethod]

public async Task PostAsync\_Success\_ReturnsOkObjectResult()

{

// Arrange

var temporalOrderDTO = new TemporalOrderDTO();

\_temporalOrdersUnitOfWorkMock.Setup(x => x.AddFullAsync(It.IsAny<string>(), It.IsAny<TemporalOrderDTO>()))

.ReturnsAsync(new ActionResponse<TemporalOrderDTO> { WasSuccess = true });

// Act

var result = await \_controller.PostAsync(temporalOrderDTO);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

\_temporalOrdersUnitOfWorkMock.Verify(x => x.AddFullAsync(It.IsAny<string>(), It.IsAny<TemporalOrderDTO>()), Times.Once());

}

[TestMethod]

public async Task PostAsync\_Failure\_ReturnsBadRequestObjectResult()

{

// Arrange

var temporalOrderDTO = new TemporalOrderDTO();

\_temporalOrdersUnitOfWorkMock.Setup(x => x.AddFullAsync(It.IsAny<string>(), It.IsAny<TemporalOrderDTO>()))

.ReturnsAsync(new ActionResponse<TemporalOrderDTO> { WasSuccess = false });

// Act

var result = await \_controller.PostAsync(temporalOrderDTO);

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestObjectResult));

\_temporalOrdersUnitOfWorkMock.Verify(x => x.AddFullAsync(It.IsAny<string>(), It.IsAny<TemporalOrderDTO>()), Times.Once());

}

[TestMethod]

public async Task GetAsync\_Success\_ReturnsOkObjectResult()

{

// Arrange

var userName = "testUser";

\_temporalOrdersUnitOfWorkMock.Setup(x => x.GetAsync(userName))

.ReturnsAsync(new ActionResponse<IEnumerable<TemporalOrder>> { WasSuccess = true });

// Act

var result = await \_controller.GetAsync();

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

\_temporalOrdersUnitOfWorkMock.Verify(x => x.GetAsync(userName), Times.Once());

}

[TestMethod]

public async Task GetAsync\_Failure\_ReturnsBadRequestObjectResult()

{

// Arrange

var userName = "testUser";

\_temporalOrdersUnitOfWorkMock.Setup(x => x.GetAsync(userName))

.ReturnsAsync(new ActionResponse<IEnumerable<TemporalOrder>> { WasSuccess = false });

// Act

var result = await \_controller.GetAsync();

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestObjectResult));

\_temporalOrdersUnitOfWorkMock.Verify(x => x.GetAsync(userName), Times.Once());

}

[TestMethod]

public async Task GetCountAsync\_Success\_ReturnsOkObjectResult()

{

// Arrange

var userName = "testUser";

\_temporalOrdersUnitOfWorkMock.Setup(x => x.GetCountAsync(userName))

.ReturnsAsync(new ActionResponse<int> { WasSuccess = true, Result = 5 });

// Act

var result = await \_controller.GetCountAsync();

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

\_temporalOrdersUnitOfWorkMock.Verify(x => x.GetCountAsync(userName), Times.Once());

}

[TestMethod]

public async Task GetCountAsync\_Failure\_ReturnsBadRequestObjectResult()

{

// Arrange

var userName = "testUser";

\_temporalOrdersUnitOfWorkMock.Setup(x => x.GetCountAsync(userName))

.ReturnsAsync(new ActionResponse<int> { WasSuccess = false, Message = "Failed" });

// Act

var result = await \_controller.GetCountAsync();

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestObjectResult));

\_temporalOrdersUnitOfWorkMock.Verify(x => x.GetCountAsync(userName), Times.Once());

}

[TestMethod]

public async Task GetAsync\_ById\_Success\_ReturnsOkObjectResult()

{

// Arrange

\_temporalOrdersUnitOfWorkMock.Setup(x => x.GetAsync(It.IsAny<int>()))

.ReturnsAsync(new ActionResponse<TemporalOrder> { WasSuccess = true, Result = new TemporalOrder() });

// Act

var result = await \_controller.GetAsync(1);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

\_temporalOrdersUnitOfWorkMock.Verify(x => x.GetAsync(It.IsAny<int>()), Times.Once());

}

[TestMethod]

public async Task GetAsync\_ById\_Failure\_ReturnsNotFoundObjectResult()

{

// Arrange

\_temporalOrdersUnitOfWorkMock.Setup(x => x.GetAsync(It.IsAny<int>()))

.ReturnsAsync(new ActionResponse<TemporalOrder> { WasSuccess = false, Message = "Not Found" });

// Act

var result = await \_controller.GetAsync(1);

// Assert

Assert.IsInstanceOfType(result, typeof(NotFoundObjectResult));

\_temporalOrdersUnitOfWorkMock.Verify(x => x.GetAsync(It.IsAny<int>()), Times.Once());

}

[TestMethod]

public async Task PutFullAsync\_Success\_ReturnsOkObjectResult()

{

// Arrange

var temporalOrderDTO = new TemporalOrderDTO();

\_temporalOrdersUnitOfWorkMock.Setup(x => x.PutFullAsync(temporalOrderDTO))

.ReturnsAsync(new ActionResponse<TemporalOrder> { WasSuccess = true, Result = new TemporalOrder() });

// Act

var result = await \_controller.PutFullAsync(temporalOrderDTO);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

\_temporalOrdersUnitOfWorkMock.Verify(x => x.PutFullAsync(temporalOrderDTO), Times.Once());

}

[TestMethod]

public async Task PutFullAsync\_Failure\_ReturnsNotFoundObjectResult()

{

// Arrange

var temporalOrderDTO = new TemporalOrderDTO();

\_temporalOrdersUnitOfWorkMock.Setup(x => x.PutFullAsync(temporalOrderDTO))

.ReturnsAsync(new ActionResponse<TemporalOrder> { WasSuccess = false, Message = "Not Found" });

// Act

var result = await \_controller.PutFullAsync(temporalOrderDTO);

// Assert

Assert.IsInstanceOfType(result, typeof(NotFoundObjectResult));

\_temporalOrdersUnitOfWorkMock.Verify(x => x.PutFullAsync(temporalOrderDTO), Times.Once());

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### Unidad de Trabajo

1. Adicione la clase **TemporalOrdersUnitOfWorkTests**:

using Moq;

using Orders.Backend.Repositories;

using Orders.Backend.UnitsOfWork;

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

using Orders.Shared.Responses;

namespace Orders.Tests.UnitsOfWork

{

[TestClass]

public class TemporalOrdersUnitOfWorkTests

{

private TemporalOrdersUnitOfWork \_unitOfWork = null!;

private Mock<IGenericRepository<TemporalOrder>> \_genericRepositoryMock = null!;

private Mock<ITemporalOrdersRepository> \_temporalOrdersRepositoryMock = null!;

[TestInitialize]

public void Initialize()

{

\_genericRepositoryMock = new Mock<IGenericRepository<TemporalOrder>>();

\_temporalOrdersRepositoryMock = new Mock<ITemporalOrdersRepository>();

\_unitOfWork = new TemporalOrdersUnitOfWork(\_genericRepositoryMock.Object, \_temporalOrdersRepositoryMock.Object);

}

[TestMethod]

public async Task AddFullAsync\_CallsRepository\_ReturnsResult()

{

var email = "test@example.com";

var dto = new TemporalOrderDTO();

var response = new ActionResponse<TemporalOrderDTO>();

\_temporalOrdersRepositoryMock.Setup(repo => repo.AddFullAsync(email, dto))

.ReturnsAsync(response);

var result = await \_unitOfWork.AddFullAsync(email, dto);

Assert.AreEqual(response, result);

\_temporalOrdersRepositoryMock.Verify(repo => repo.AddFullAsync(email, dto), Times.Once);

}

[TestMethod]

public async Task GetAsync\_CallsRepository\_ReturnsResult()

{

var email = "test@example.com";

var response = new ActionResponse<IEnumerable<TemporalOrder>>();

\_temporalOrdersRepositoryMock.Setup(repo => repo.GetAsync(email))

.ReturnsAsync(response);

var result = await \_unitOfWork.GetAsync(email);

Assert.AreEqual(response, result);

\_temporalOrdersRepositoryMock.Verify(repo => repo.GetAsync(email), Times.Once);

}

[TestMethod]

public async Task GetCountAsync\_CallsRepository\_ReturnsResult()

{

var email = "test@example.com";

var response = new ActionResponse<int>();

\_temporalOrdersRepositoryMock.Setup(repo => repo.GetCountAsync(email))

.ReturnsAsync(response);

var result = await \_unitOfWork.GetCountAsync(email);

Assert.AreEqual(response, result);

\_temporalOrdersRepositoryMock.Verify(repo => repo.GetCountAsync(email), Times.Once);

}

[TestMethod]

public async Task PutFullAsync\_CallsRepository\_ReturnsResult()

{

var dto = new TemporalOrderDTO();

var response = new ActionResponse<TemporalOrder>();

\_temporalOrdersRepositoryMock.Setup(repo => repo.PutFullAsync(dto))

.ReturnsAsync(response);

var result = await \_unitOfWork.PutFullAsync(dto);

Assert.AreEqual(response, result);

\_temporalOrdersRepositoryMock.Verify(repo => repo.PutFullAsync(dto), Times.Once);

}

[TestMethod]

public async Task GetAsync\_ById\_CallsRepository\_ReturnsResult()

{

int id = 1;

var response = new ActionResponse<TemporalOrder>();

\_temporalOrdersRepositoryMock.Setup(repo => repo.GetAsync(id))

.ReturnsAsync(response);

var result = await \_unitOfWork.GetAsync(id);

Assert.AreEqual(response, result);

\_temporalOrdersRepositoryMock.Verify(repo => repo.GetAsync(id), Times.Once);

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### Repositorio

1. Adicione la clase **TemporalOrdersRepositoryTests**:

using Microsoft.EntityFrameworkCore;

using Moq;

using Orders.Backend.Data;

using Orders.Backend.Repositories.Implementations;

using Orders.Backend.Repositories.Interfaces;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Tests.Shared;

namespace Orders.Tests.Repositories

{

[TestClass]

public class TemporalOrdersRepositoryTests

{

private TemporalOrdersRepository \_repository = null!;

private DataContext \_context = null!;

private Mock<IUsersRepository> \_userRepositoryMock = null!;

private DbContextOptions<DataContext> \_options = null!;

[TestInitialize]

public void Initialize()

{

\_options = new DbContextOptionsBuilder<DataContext>()

.UseInMemoryDatabase(databaseName: Guid.NewGuid().ToString())

.Options;

\_context = new DataContext(\_options);

\_userRepositoryMock = new Mock<IUsersRepository>();

\_repository = new TemporalOrdersRepository(\_context, \_userRepositoryMock.Object);

}

[TestCleanup]

public void Cleanup()

{

\_context.Database.EnsureDeleted();

\_context.Dispose();

}

[TestMethod]

public async Task AddFullAsync\_ValidData\_AddsTemporalOrder()

{

// Arrange

var email = "test@example.com";

var user = new User { Email = email, Address = "Any", Document = "Any", FirstName = "John", LastName = "Doe" };

\_context.Users.Add(user);

\_context.SaveChanges();

var product = new Product { Id = 1, Name = "Some", Description = "Some" };

\_context.Products.Add(product);

\_context.SaveChanges();

var dto = new TemporalOrderDTO

{

ProductId = product.Id,

Quantity = 1

};

\_userRepositoryMock.Setup(x => x.GetUserAsync(email))

.ReturnsAsync(user);

// Act

var result = await \_repository.AddFullAsync(email, dto);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.AreEqual(1, \_context.TemporalOrders.Count());

var temporalOrder = \_context.TemporalOrders.First();

Assert.AreEqual(product.Id, temporalOrder.ProductId);

Assert.AreEqual(1, temporalOrder.Quantity);

}

[TestMethod]

public async Task AddFullAsync\_WithException\_ReturnsError()

{

// Arrange

var exceptionalContext = new ExceptionalDataContext(\_options);

var email = "test@example.com";

var user = new User { Email = email, Address = "Any", Document = "Any", FirstName = "John", LastName = "Doe" };

exceptionalContext.Users.Add(user);

exceptionalContext.SaveChanges();

var product = new Product { Id = 1, Name = "Some", Description = "Some" };

exceptionalContext.Products.Add(product);

exceptionalContext.SaveChanges();

var dto = new TemporalOrderDTO

{

ProductId = product.Id,

Quantity = 1

};

\_userRepositoryMock.Setup(x => x.GetUserAsync(email))

.ReturnsAsync(user);

var repository = new TemporalOrdersRepository(exceptionalContext, \_userRepositoryMock.Object);

// Act

var result = await repository.AddFullAsync(email, dto);

// Assert

Assert.IsFalse(result.WasSuccess);

}

[TestMethod]

public async Task AddFullAsync\_ValidUser\_ReturnsError()

{

// Arrange

var email = "test@example.com";

var product = new Product { Id = 1, Name = "Some", Description = "Some" };

\_context.Products.Add(product);

\_context.SaveChanges();

var dto = new TemporalOrderDTO

{

ProductId = product.Id,

Quantity = 1

};

// Act

var result = await \_repository.AddFullAsync(email, dto);

// Assert

Assert.IsFalse(result.WasSuccess);

Assert.AreEqual("Usuario no existe", result.Message);

}

[TestMethod]

public async Task AddFullAsync\_InvalidProduct\_ReturnsError()

{

// Arrange

var email = "test@example.com";

var dto = new TemporalOrderDTO

{

ProductId = 999,

Quantity = 1

};

// Act

var result = await \_repository.AddFullAsync(email, dto);

// Assert

Assert.IsFalse(result.WasSuccess);

Assert.AreEqual("Producto no existe", result.Message);

}

[TestMethod]

public async Task GetAsync\_UserExists\_ReturnsTemporalOrders()

{

// Arrange

var email = "test@example.com";

var product = new Product { Id = 1, Name = "Some", Description = "Some" };

\_context.Products.Add(product);

var user = new User { Email = email, Address = "Any", Document = "Any", FirstName = "John", LastName = "Doe" };

\_context.Users.Add(user);

\_context.SaveChanges();

var temporalOrders = new List<TemporalOrder>

{

new TemporalOrder { User = user, Product = product, Quantity = 1 },

new TemporalOrder { User = user, Product = product, Quantity = 2 }

};

\_context.TemporalOrders.AddRange(temporalOrders);

\_context.SaveChanges();

// Act

var result = await \_repository.GetAsync(email);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.AreEqual(2, result.Result!.Count());

}

[TestMethod]

public async Task GetCountAsync\_UserWithNoOrders\_ReturnsZero()

{

// Arrange

var email = "test@example.com";

// Act

var result = await \_repository.GetCountAsync(email);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.AreEqual(0, result.Result);

}

[TestMethod]

public async Task GetCountAsync\_UserDoesNotExist\_ReturnsZero()

{

// Arrange

var email = "nonexistent@example.com";

// Act

var result = await \_repository.GetCountAsync(email);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.AreEqual(0, result.Result);

}

[TestMethod]

public async Task PutFullAsync\_OrderExists\_UpdatesOrder()

{

// Arrange

var temporalOrder = new TemporalOrder { Id = 1, Remarks = "Old Remarks", Quantity = 5 };

\_context.TemporalOrders.Add(temporalOrder);

await \_context.SaveChangesAsync();

var updateDTO = new TemporalOrderDTO { Id = 1, Remarks = "New Remarks", Quantity = 10 };

// Act

var result = await \_repository.PutFullAsync(updateDTO);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.AreEqual(updateDTO.Remarks, result.Result!.Remarks);

Assert.AreEqual(updateDTO.Quantity, result.Result.Quantity);

}

[TestMethod]

public async Task PutFullAsync\_OrderDoesNotExist\_ReturnsErrorActionResponse()

{

// Arrange

var updateDTO = new TemporalOrderDTO { Id = 99, Remarks = "New Remarks", Quantity = 10 };

// Act

var result = await \_repository.PutFullAsync(updateDTO);

// Assert

Assert.IsFalse(result.WasSuccess);

Assert.AreEqual("Registro no encontrado", result.Message);

}

[TestMethod]

public async Task GetAsync\_OrderExists\_ReturnsOrder()

{

// Arrange

var email = "test@example.com";

var user = new User { Email = email, Address = "Any", Document = "Any", FirstName = "John", LastName = "Doe" };

\_context.Users.Add(user);

\_context.SaveChanges();

var product = new Product { Id = 1, Name = "Some", Description = "Some" };

\_context.Products.Add(product);

\_context.SaveChanges();

var temporalOrder = new TemporalOrder { Id = 1, User = user, Product = product };

\_context.TemporalOrders.Add(temporalOrder);

await \_context.SaveChangesAsync();

// Act

var result = await \_repository.GetAsync(1);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.IsNotNull(result.Result);

Assert.AreEqual(1, result.Result.Id);

}

[TestMethod]

public async Task GetAsync\_OrderDoesNotExist\_ReturnsErrorActionResponse()

{

// Act

var result = await \_repository.GetAsync(99);

// Assert

Assert.IsFalse(result.WasSuccess);

Assert.AreEqual("Registro no encontrado", result.Message);

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

### Productos

#### Controlador

1. Adicione la clase **ProductsControllerTests**:

using Microsoft.AspNetCore.Mvc;

using Moq;

using Orders.Backend.Controllers;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Tests.Controllers

{

[TestClass]

public class ProductsControllerTests

{

private Mock<IGenericUnitOfWork<Product>> \_unitOfWorkMock = null!;

private Mock<IProductsUnitOfWork> \_productsUnitOfWorkMock = null!;

private ProductsController \_controller = null!;

[TestInitialize]

public void Initialize()

{

\_unitOfWorkMock = new Mock<IGenericUnitOfWork<Product>>();

\_productsUnitOfWorkMock = new Mock<IProductsUnitOfWork>();

\_controller = new ProductsController(\_unitOfWorkMock.Object, \_productsUnitOfWorkMock.Object);

}

[TestMethod]

public async Task GetAsync\_NoSuccess\_ReturnsError()

{

// Arrange

var pagination = new PaginationDTO();

\_productsUnitOfWorkMock.Setup(x => x.GetAsync(pagination))

.ReturnsAsync(new ActionResponse<IEnumerable<Product>>() { WasSuccess = false });

// Act

var result = await \_controller.GetAsync(pagination);

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestResult));

\_productsUnitOfWorkMock.Verify(x => x.GetAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetAsync\_WhenCalled\_ReturnsOkResult()

{

// Arrange

var pagination = new PaginationDTO();

\_productsUnitOfWorkMock.Setup(x => x.GetAsync(pagination))

.ReturnsAsync(new ActionResponse<IEnumerable<Product>>() { WasSuccess = true });

// Act

var result = await \_controller.GetAsync(pagination);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

\_productsUnitOfWorkMock.Verify(x => x.GetAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetPagesAsync\_WhenCalled\_ReturnsOkResult()

{

// Arrange

var pagination = new PaginationDTO();

\_productsUnitOfWorkMock.Setup(x => x.GetTotalPagesAsync(pagination))

.ReturnsAsync(new ActionResponse<int>() { WasSuccess = true, Result = 5 });

// Act

var result = await \_controller.GetPagesAsync(pagination);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

\_productsUnitOfWorkMock.Verify(x => x.GetTotalPagesAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetPagesAsync\_WhenFailed\_ReturnsBadRequest()

{

// Arrange

var pagination = new PaginationDTO();

\_productsUnitOfWorkMock.Setup(x => x.GetTotalPagesAsync(pagination))

.ReturnsAsync(new ActionResponse<int>() { WasSuccess = false });

// Act

var result = await \_controller.GetPagesAsync(pagination);

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestResult));

\_productsUnitOfWorkMock.Verify(x => x.GetTotalPagesAsync(pagination), Times.Once());

}

[TestMethod]

public async Task GetAsync\_ById\_WhenFound\_ReturnsOkResult()

{

// Arrange

int productId = 1;

\_productsUnitOfWorkMock.Setup(x => x.GetAsync(productId))

.ReturnsAsync(new ActionResponse<Product>() { WasSuccess = true });

// Act

var result = await \_controller.GetAsync(productId);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

\_productsUnitOfWorkMock.Verify(x => x.GetAsync(productId), Times.Once());

}

[TestMethod]

public async Task GetAsync\_ById\_WhenNotFound\_ReturnsNotFound()

{

// Arrange

int productId = 1;

\_productsUnitOfWorkMock.Setup(x => x.GetAsync(productId))

.ReturnsAsync(new ActionResponse<Product>() { WasSuccess = false, Message = "Not Found" });

// Act

var result = await \_controller.GetAsync(productId);

// Assert

Assert.IsInstanceOfType(result, typeof(NotFoundObjectResult));

\_productsUnitOfWorkMock.Verify(x => x.GetAsync(productId), Times.Once());

}

[TestMethod]

public async Task PostFullAsync\_WhenAdded\_ReturnsOkResult()

{

// Arrange

var productDTO = new ProductDTO();

\_productsUnitOfWorkMock.Setup(x => x.AddFullAsync(productDTO))

.ReturnsAsync(new ActionResponse<Product>() { WasSuccess = true });

// Act

var result = await \_controller.PostFullAsync(productDTO);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

\_productsUnitOfWorkMock.Verify(x => x.AddFullAsync(productDTO), Times.Once());

}

[TestMethod]

public async Task PostFullAsync\_WhenFailed\_ReturnsNotFound()

{

// Arrange

var productDTO = new ProductDTO();

\_productsUnitOfWorkMock.Setup(x => x.AddFullAsync(productDTO))

.ReturnsAsync(new ActionResponse<Product>() { WasSuccess = false, Message = "Not Found" });

// Act

var result = await \_controller.PostFullAsync(productDTO);

// Assert

Assert.IsInstanceOfType(result, typeof(NotFoundObjectResult));

\_productsUnitOfWorkMock.Verify(x => x.AddFullAsync(productDTO), Times.Once());

}

[TestMethod]

public async Task PutFullAsync\_WhenUpdated\_ReturnsOkResult()

{

// Arrange

var productDTO = new ProductDTO();

\_productsUnitOfWorkMock.Setup(x => x.UpdateFullAsync(productDTO))

.ReturnsAsync(new ActionResponse<Product>() { WasSuccess = true });

// Act

var result = await \_controller.PutFullAsync(productDTO);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

\_productsUnitOfWorkMock.Verify(x => x.UpdateFullAsync(productDTO), Times.Once());

}

[TestMethod]

public async Task PutFullAsync\_WhenFailed\_ReturnsNotFound()

{

// Arrange

var productDTO = new ProductDTO();

\_productsUnitOfWorkMock.Setup(x => x.UpdateFullAsync(productDTO))

.ReturnsAsync(new ActionResponse<Product>() { WasSuccess = false, Message = "Not Found" });

// Act

var result = await \_controller.PutFullAsync(productDTO);

// Assert

Assert.IsInstanceOfType(result, typeof(NotFoundObjectResult));

\_productsUnitOfWorkMock.Verify(x => x.UpdateFullAsync(productDTO), Times.Once());

}

[TestMethod]

public async Task PostAddImagesAsync\_WhenSuccess\_ReturnsOkResult()

{

// Arrange

var imageDTO = new ImageDTO();

\_productsUnitOfWorkMock.Setup(x => x.AddImageAsync(imageDTO))

.ReturnsAsync(new ActionResponse<ImageDTO>() { WasSuccess = true });

// Act

var result = await \_controller.PostAddImagesAsync(imageDTO);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

\_productsUnitOfWorkMock.Verify(x => x.AddImageAsync(imageDTO), Times.Once());

}

[TestMethod]

public async Task PostAddImagesAsync\_WhenFailed\_ReturnsBadRequest()

{

// Arrange

var imageDTO = new ImageDTO();

\_productsUnitOfWorkMock.Setup(x => x.AddImageAsync(imageDTO))

.ReturnsAsync(new ActionResponse<ImageDTO>() { WasSuccess = false, Message = "Failed to add image" });

// Act

var result = await \_controller.PostAddImagesAsync(imageDTO);

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestObjectResult));

\_productsUnitOfWorkMock.Verify(x => x.AddImageAsync(imageDTO), Times.Once());

}

[TestMethod]

public async Task PostRemoveLastImageAsync\_WhenSuccess\_ReturnsOkResult()

{

// Arrange

var imageDTO = new ImageDTO();

\_productsUnitOfWorkMock.Setup(x => x.RemoveLastImageAsync(imageDTO))

.ReturnsAsync(new ActionResponse<ImageDTO>() { WasSuccess = true });

// Act

var result = await \_controller.PostRemoveLastImageAsync(imageDTO);

// Assert

Assert.IsInstanceOfType(result, typeof(OkObjectResult));

\_productsUnitOfWorkMock.Verify(x => x.RemoveLastImageAsync(imageDTO), Times.Once());

}

[TestMethod]

public async Task PostRemoveLastImageAsync\_WhenFailed\_ReturnsBadRequest()

{

// Arrange

var imageDTO = new ImageDTO();

\_productsUnitOfWorkMock.Setup(x => x.RemoveLastImageAsync(imageDTO))

.ReturnsAsync(new ActionResponse<ImageDTO>() { WasSuccess = false, Message = "Failed to remove image" });

// Act

var result = await \_controller.PostRemoveLastImageAsync(imageDTO);

// Assert

Assert.IsInstanceOfType(result, typeof(BadRequestObjectResult));

\_productsUnitOfWorkMock.Verify(x => x.RemoveLastImageAsync(imageDTO), Times.Once());

}

[TestMethod]

public async Task DeleteAsync\_ExistingItem\_ReturnsNoContent()

{

// Arrange

int id = 1;

\_productsUnitOfWorkMock.Setup(x => x.DeleteAsync(id))

.ReturnsAsync(new ActionResponse<Product>() { WasSuccess = true });

// Act

var result = await \_controller.DeleteAsync(id);

// Assert

Assert.IsInstanceOfType(result, typeof(NoContentResult));

\_productsUnitOfWorkMock.Verify(x => x.DeleteAsync(id), Times.Once());

}

[TestMethod]

public async Task DeleteAsync\_NonExistingItem\_ReturnsNotFound()

{

// Arrange

int id = 999;

\_productsUnitOfWorkMock.Setup(x => x.DeleteAsync(id))

.ReturnsAsync(new ActionResponse<Product>() { WasSuccess = false });

// Act

var result = await \_controller.DeleteAsync(id);

// Assert

Assert.IsInstanceOfType(result, typeof(NotFoundResult));

\_productsUnitOfWorkMock.Verify(x => x.DeleteAsync(id), Times.Once());

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### Unidad de Trabajo

1. Adicione la clase **ProductsUnitOfWorkTests**:

using Microsoft.AspNetCore.Mvc;

using Moq;

using Orders.Backend.Repositories.Interfaces;

using Orders.Backend.UnitsOfWork.Implementations;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Tests.UnitsOfWork

{

[TestClass]

public class ProductsUnitOfWorkTests

{

private Mock<IGenericRepository<Product>> \_repositoryMock = null!;

private Mock<IProductsRepository> \_productsRepositoryMock = null!;

private ProductsUnitOfWork \_unitOfWork = null!;

[TestInitialize]

public void SetUp()

{

\_repositoryMock = new Mock<IGenericRepository<Product>>();

\_productsRepositoryMock = new Mock<IProductsRepository>();

\_unitOfWork = new ProductsUnitOfWork(\_repositoryMock.Object, \_productsRepositoryMock.Object);

}

[TestMethod]

public async Task GetAsync\_WithPagination\_ReturnsProducts()

{

// Arrange

var pagination = new PaginationDTO();

var expectedActionResponse = new ActionResponse<IEnumerable<Product>> { WasSuccess = true };

\_productsRepositoryMock.Setup(x => x.GetAsync(pagination))

.ReturnsAsync(expectedActionResponse);

// Act

var result = await \_unitOfWork.GetAsync(pagination);

// Assert

Assert.AreEqual(expectedActionResponse, result);

\_productsRepositoryMock.Verify(x => x.GetAsync(pagination), Times.Once);

}

[TestMethod]

public async Task GetTotalPagesAsync\_ReturnsTotalPages()

{

// Arrange

var pagination = new PaginationDTO();

var expectedActionResponse = new ActionResponse<int> { WasSuccess = true };

\_productsRepositoryMock.Setup(x => x.GetTotalPagesAsync(pagination))

.ReturnsAsync(expectedActionResponse);

// Act

var result = await \_unitOfWork.GetTotalPagesAsync(pagination);

// Assert

Assert.AreEqual(expectedActionResponse, result);

\_productsRepositoryMock.Verify(x => x.GetTotalPagesAsync(pagination), Times.Once);

}

[TestMethod]

public async Task GetAsync\_ById\_ReturnsProduct()

{

// Arrange

var productId = 1;

var expectedActionResponse = new ActionResponse<Product> { WasSuccess = true };

\_productsRepositoryMock.Setup(x => x.GetAsync(productId))

.ReturnsAsync(expectedActionResponse);

// Act

var result = await \_unitOfWork.GetAsync(productId);

// Assert

Assert.AreEqual(expectedActionResponse, result);

\_productsRepositoryMock.Verify(x => x.GetAsync(productId), Times.Once);

}

[TestMethod]

public async Task AddFullAsync\_ReturnsProduct()

{

// Arrange

var productDTO = new ProductDTO();

var expectedActionResponse = new ActionResponse<Product> { WasSuccess = true };

\_productsRepositoryMock.Setup(x => x.AddFullAsync(productDTO))

.ReturnsAsync(expectedActionResponse);

// Act

var result = await \_unitOfWork.AddFullAsync(productDTO);

// Assert

Assert.AreEqual(expectedActionResponse, result);

\_productsRepositoryMock.Verify(x => x.AddFullAsync(productDTO), Times.Once);

}

[TestMethod]

public async Task UpdateFullAsync\_ReturnsProduct()

{

// Arrange

var productDTO = new ProductDTO();

var expectedActionResponse = new ActionResponse<Product> { WasSuccess = true };

\_productsRepositoryMock.Setup(x => x.UpdateFullAsync(productDTO))

.ReturnsAsync(expectedActionResponse);

// Act

var result = await \_unitOfWork.UpdateFullAsync(productDTO);

// Assert

Assert.AreEqual(expectedActionResponse, result);

\_productsRepositoryMock.Verify(x => x.UpdateFullAsync(productDTO), Times.Once);

}

[TestMethod]

public async Task AddImageAsync\_ReturnsImage()

{

// Arrange

var imageDTO = new ImageDTO();

var expectedActionResponse = new ActionResponse<ImageDTO> { WasSuccess = true };

\_productsRepositoryMock.Setup(x => x.AddImageAsync(imageDTO))

.ReturnsAsync(expectedActionResponse);

// Act

var result = await \_unitOfWork.AddImageAsync(imageDTO);

// Assert

Assert.AreEqual(expectedActionResponse, result);

\_productsRepositoryMock.Verify(x => x.AddImageAsync(imageDTO), Times.Once);

}

[TestMethod]

public async Task RemoveLastImageAsync\_ReturnsImage()

{

// Arrange

var imageDTO = new ImageDTO();

var expectedActionResponse = new ActionResponse<ImageDTO> { WasSuccess = true };

\_productsRepositoryMock.Setup(x => x.RemoveLastImageAsync(imageDTO))

.ReturnsAsync(expectedActionResponse);

// Act

var result = await \_unitOfWork.RemoveLastImageAsync(imageDTO);

// Assert

Assert.AreEqual(expectedActionResponse, result);

\_productsRepositoryMock.Verify(x => x.RemoveLastImageAsync(imageDTO), Times.Once);

}

[TestMethod]

public async Task DeleteAsync\_ExistingItem\_ReturnsSuccessResponse()

{

// Arrange

int id = 1;

\_productsRepositoryMock.Setup(x => x.DeleteAsync(id))

.ReturnsAsync(new ActionResponse<Product> { WasSuccess = true });

// Act

var response = await \_unitOfWork.DeleteAsync(id);

// Assert

Assert.IsTrue(response.WasSuccess);

\_productsRepositoryMock.Verify(x => x.DeleteAsync(id), Times.Once);

}

[TestMethod]

public async Task DeleteAsync\_NonExistingItem\_ReturnsFailureResponse()

{

// Arrange

int id = 999; // Make sure this ID does not exist in your test data

\_productsRepositoryMock.Setup(x => x.DeleteAsync(id))

.ReturnsAsync(new ActionResponse<Product> { WasSuccess = false });

// Act

var response = await \_unitOfWork.DeleteAsync(id);

// Assert

Assert.IsFalse(response.WasSuccess);

\_productsRepositoryMock.Verify(x => x.DeleteAsync(id), Times.Once);

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### Repositorio

1. Adicione la clase **ProductsRepositoryTests**:

using Microsoft.AspNetCore.Mvc;

using Microsoft.EntityFrameworkCore;

using Moq;

using Orders.Backend.Data;

using Orders.Backend.Helpers;

using Orders.Backend.Repositories.Implementations;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Tests.Shared;

namespace Orders.Tests.Repositories

{

[TestClass]

public class ProductsRepositoryTests

{

private DataContext \_context = null!;

private ProductsRepository \_repository = null!;

private Mock<IFileStorage> \_fileStorageMock = null!;

private DbContextOptions<DataContext> \_options = null!;

private const string \_string64base = "U29tZVZhbGlkQmFzZTY0U3RyaW5n";

private const string \_container = "products";

[TestInitialize]

public void SetUp()

{

\_options = new DbContextOptionsBuilder<DataContext>()

.UseInMemoryDatabase(databaseName: "TestDatabase")

.Options;

\_context = new DataContext(\_options);

\_fileStorageMock = new Mock<IFileStorage>();

\_repository = new ProductsRepository(\_context, \_fileStorageMock.Object);

PopulateData();

}

[TestCleanup]

public void TearDown()

{

\_context.Database.EnsureDeleted();

\_context.Dispose();

}

[TestMethod]

public async Task AddImagesAsync\_ProductNotFound\_ReturnsError()

{

// Arrange

var imageDto = new ImageDTO { ProductId = 999 };

// Act

var result = await \_repository.AddImageAsync(imageDto);

// Assert

Assert.IsFalse(result.WasSuccess);

}

[TestMethod]

public async Task AddImageAsync\_WithValidData\_AddsImage()

{

// Arrange

var imageDTO = new ImageDTO

{

ProductId = 1,

Images = new List<string> { \_string64base }

};

\_fileStorageMock.Setup(fs => fs.SaveFileAsync(It.IsAny<byte[]>(), ".jpg", \_container))

.ReturnsAsync("storedImagePath");

// Act

var result = await \_repository.AddImageAsync(imageDTO);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.IsTrue(result.Result!.Images[0].Contains("storedImagePath"));

\_fileStorageMock.Verify(x => x.SaveFileAsync(It.IsAny<byte[]>(), ".jpg", \_container), Times.Once());

}

[TestMethod]

public async Task RemoveLastImageAsync\_ProductNotFound\_ReturnsError()

{

// Arrange

var imageDto = new ImageDTO { ProductId = 999 };

// Act

var result = await \_repository.RemoveLastImageAsync(imageDto);

// Assert

Assert.IsFalse(result.WasSuccess);

}

[TestMethod]

public async Task RemoveLastImageAsync\_NoImages\_ReturnsOk()

{

// Arrange

var imageDto = new ImageDTO { ProductId = 1 };

// Act

var result = await \_repository.RemoveLastImageAsync(imageDto);

// Assert

Assert.IsTrue(result.WasSuccess);

}

[TestMethod]

public async Task RemoveLastImageAsync\_RemovesLastImage\_ReturnsOk()

{

// Arrange

var imagePath = "https//image2.jpg";

\_fileStorageMock.Setup(fs => fs.RemoveFileAsync(imagePath, \_container))

.Returns(Task.CompletedTask);

var imageDto = new ImageDTO { ProductId = 2 };

// Act

var result = await \_repository.RemoveLastImageAsync(imageDto);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.AreEqual(1, result.Result!.Images.Count);

\_fileStorageMock.Verify(x => x.RemoveFileAsync(imagePath, \_container), Times.Once());

}

[TestMethod]

public async Task GetAsync\_WithoutFilter\_ReturnsAllProducts()

{

// Arrange

var pagination = new PaginationDTO { RecordsNumber = 10, Page = 1 };

// Act

var result = await \_repository.GetAsync(pagination);

// Assert

Assert.IsTrue(result.WasSuccess);

var products = result.Result as List<Product>;

Assert.AreEqual(2, products!.Count);

}

[TestMethod]

public async Task GetAsync\_WithPagination\_ReturnsProducts()

{

// Arrange

var pagination = new PaginationDTO { Filter = "Some", CategoryFilter = "Any" };

// Act

var result = await \_repository.GetAsync(pagination);

// Assert

Assert.IsTrue(result.WasSuccess);

}

[TestMethod]

public async Task GetTotalPagesAsync\_ReturnsTotalPages()

{

// Arrange

var pagination = new PaginationDTO { Filter = "Some", CategoryFilter = "Any" };

// Act

var result = await \_repository.GetTotalPagesAsync(pagination);

// Assert

Assert.IsTrue(result.WasSuccess);

}

[TestMethod]

public async Task GetAsync\_ValidId\_ReturnsProduct()

{

// Act

var result = await \_repository.GetAsync(1);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.AreEqual("Product A", result.Result!.Name);

}

[TestMethod]

public async Task GetAsync\_InvalidId\_ReturnsError()

{

// Act

var result = await \_repository.GetAsync(999);

// Assert

Assert.IsFalse(result.WasSuccess);

}

[TestMethod]

public async Task AddFullAsync\_ValidDTO\_ReturnsOk()

{

// Arrange

\_fileStorageMock.Setup(fs => fs.SaveFileAsync(It.IsAny<byte[]>(), ".jpg", \_container))

.ReturnsAsync("testImage.jpg");

var productDTO = new ProductDTO

{

Name = "TestProduct",

Description = "Description",

Price = 100.00M,

Stock = 10,

ProductImages = new List<string> { \_string64base },

ProductCategoryIds = new List<int> { 1 }

};

// Act

var result = await \_repository.AddFullAsync(productDTO);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.AreEqual("TestProduct", result.Result!.Name);

\_fileStorageMock.Verify(x => x.SaveFileAsync(It.IsAny<byte[]>(), ".jpg", \_container), Times.Once());

}

[TestMethod]

public async Task AddFullAsync\_DuplicateName\_ReturnsErrors()

{

// Arrange

var productDTO = new ProductDTO

{

Name = "Product A",

Description = "Product A",

Price = 100.00M,

Stock = 10,

ProductImages = new List<string> { \_string64base },

ProductCategoryIds = new List<int> { 1 }

};

// Act

var result = await \_repository.AddFullAsync(productDTO);

// Assert

Assert.IsFalse(result.WasSuccess);

Assert.AreEqual("Ya existe un producto con el mismo nombre.", result.Message);

}

[TestMethod]

public async Task AddFullAsync\_GeneralException\_ReturnsErrors()

{

// Arrange

var productDTO = new ProductDTO

{

Name = "Product A",

Description = "Product A",

Price = 100.00M,

Stock = 10,

ProductImages = new List<string> { \_string64base },

ProductCategoryIds = new List<int> { 1 }

};

var message = "Test exception";

\_fileStorageMock.Setup(fs => fs.SaveFileAsync(It.IsAny<byte[]>(), ".jpg", \_container))

.Throws(new Exception(message));

// Act

var result = await \_repository.AddFullAsync(productDTO);

// Assert

Assert.IsFalse(result.WasSuccess);

Assert.AreEqual(message, result.Message);

\_fileStorageMock.Verify(x => x.SaveFileAsync(It.IsAny<byte[]>(), ".jpg", \_container), Times.Once());

}

[TestMethod]

public async Task UpdateFullAsync\_ValidDTO\_UpdatesProduct()

{

// Arrange

var productDTO = new ProductDTO

{

Id = 1,

Name = "NewName",

Description = "NewDescription",

Price = 100.00M,

Stock = 10,

ProductCategoryIds = new List<int> { 2 }

};

// Act

var result = await \_repository.UpdateFullAsync(productDTO);

// Assert

//Assert.IsTrue(result.WasSuccess);

//Assert.AreEqual("NewName", result.Result!.Name);

}

[TestMethod]

public async Task UpdateFullAsync\_NonExistingProduct\_ReturnsError()

{

// Arrange

var productDTO = new ProductDTO

{

Id = 999,

Name = "TestName",

Description = "TestDescription",

Price = 100.00M,

Stock = 10

};

// Act

var result = await \_repository.UpdateFullAsync(productDTO);

// Assert

Assert.IsFalse(result.WasSuccess);

}

[TestMethod]

public async Task UpdateFullAsync\_GeneralException\_ReturnsError()

{

// Arrange

var exceptionalContext = new ExceptionalDataContext(\_options);

exceptionalContext.Products.Add(new Product { Id = 1, Name = "OriginalName", Description = "Description" });

exceptionalContext.Products.Add(new Product { Id = 2, Name = "DuplicateName", Description = "Description" });

exceptionalContext.SaveChanges();

var repository = new ProductsRepository(exceptionalContext, \_fileStorageMock.Object);

var productDTO = new ProductDTO

{

Id = 1,

Name = "DuplicateName",

Description = "Description",

Price = 100.00M,

Stock = 10,

ProductCategoryIds = new List<int> { 2 }

};

// Act

var result = await repository.UpdateFullAsync(productDTO);

// Assert

Assert.IsFalse(result.WasSuccess);

Assert.AreEqual("Test Exception", result.Message);

}

[TestMethod]

public async Task UpdateFullAsync\_DbUpdateException\_ReturnsError()

{

// Arrange

var exceptionalContext = new ExceptionalDBUpdateDataContext(\_options);

exceptionalContext.Products.Add(new Product { Id = 1, Name = "OriginalName", Description = "Description" });

exceptionalContext.Products.Add(new Product { Id = 2, Name = "DuplicateName", Description = "Description" });

exceptionalContext.SaveChanges();

var repository = new ProductsRepository(exceptionalContext, \_fileStorageMock.Object);

var productDTO = new ProductDTO

{

Id = 1,

Name = "DuplicateName",

Description = "Description",

Price = 100.00M,

Stock = 10,

ProductCategoryIds = new List<int> { 2 }

};

// Act

var result = await repository.UpdateFullAsync(productDTO);

// Assert

Assert.IsFalse(result.WasSuccess);

Assert.AreEqual("Ya existe un producto con el mismo nombre.", result.Message);

}

[TestMethod]

public async Task DeleteAsync\_ExistingItem\_ReturnsSuccessResponse()

{

// Arrange

int id = 2;

// Act

var response = await \_repository.DeleteAsync(id);

// Assert

Assert.IsTrue(response.WasSuccess);

}

[TestMethod]

public async Task DeleteAsync\_NonExistingItem\_ReturnsNotFoundResponse()

{

// Arrange

int nonExistingId = 999;

// Act

var response = await \_repository.DeleteAsync(nonExistingId);

// Assert

Assert.IsFalse(response.WasSuccess);

}

[TestMethod]

public async Task DeleteAsync\_FailureDueToRelatedRecords\_ReturnsFailureResponse()

{

// Arrange

int id = 1;

// Act

var response = await \_repository.DeleteAsync(id);

// Assert

Assert.IsFalse(response.WasSuccess);

}

private void PopulateData()

{

var category1 = new Category { Id = 1, Name = "Category1" };

var category2 = new Category { Id = 2, Name = "Category2" };

\_context.Categories.AddRange(category1, category2);

\_context.SaveChanges();

var product1 = new Product

{

Id = 1,

Name = "Product A",

Description = "Product A",

ProductCategories = new List<ProductCategory> { new ProductCategory { Category = category1 } }

};

var product2 = new Product

{

Id = 2,

Name = "Product B",

Description = "Product B",

ProductCategories = new List<ProductCategory> { new ProductCategory { Category = category1 } },

ProductImages = new List<ProductImage>

{

new ProductImage { Image = "https//image1.jpg" },

new ProductImage { Image = "https//image2.jpg" }

}

};

\_context.Products.AddRange(product1, product2);

var temporalOrder = new TemporalOrder

{

Product = product1,

Quantity = 1,

User = new User { Address = "some", Document = "any", FirstName = "John", LastName = "Doe" }

};

\_context.TemporalOrders.Add(temporalOrder);

\_context.SaveChanges();

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

### Cuentas

#### Controlador

1. Adicione la clase **AccountsController**:

using System.IdentityModel.Tokens.Jwt;

using System.Security.Claims;

using System.Text;

using Microsoft.AspNetCore.Authentication.JwtBearer;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Mvc;

using Microsoft.IdentityModel.Tokens;

using Orders.Backend.Helpers;

using Orders.Backend.Repositories.Interfaces;

using Orders.Backend.UnitsOfWork.Interfaces;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Backend.Controllers

{

[ApiController]

[Route("/api/accounts")]

public class AccountsController : ControllerBase

{

private readonly IUsersUnitOfWork \_usersUnitOfWork;

private readonly IConfiguration \_configuration;

private readonly IFileStorage \_fileStorage;

private readonly IMailHelper \_mailHelper;

private readonly IUsersRepository \_usersRepository;

private readonly string \_container;

public AccountsController(IUsersUnitOfWork usersUnitOfWork, IConfiguration configuration, IFileStorage fileStorage, IMailHelper mailHelper, IUsersRepository usersRepository)

{

\_usersUnitOfWork = usersUnitOfWork;

\_configuration = configuration;

\_fileStorage = fileStorage;

\_mailHelper = mailHelper;

\_usersRepository = usersRepository;

\_container = "users";

}

[HttpGet("all")]

public async Task<IActionResult> GetAsync([FromQuery] PaginationDTO pagination)

{

var response = await \_usersRepository.GetAsync(pagination);

if (response.WasSuccess)

{

return Ok(response.Result);

}

return BadRequest();

}

[HttpGet("totalPages")]

public async Task<IActionResult> GetPagesAsync([FromQuery] PaginationDTO pagination)

{

var action = await \_usersRepository.GetTotalPagesAsync(pagination);

if (action.WasSuccess)

{

return Ok(action.Result);

}

return BadRequest();

}

[HttpPost("RecoverPassword")]

public async Task<IActionResult> RecoverPasswordAsync([FromBody] EmailDTO model)

{

var user = await \_usersUnitOfWork.GetUserAsync(model.Email);

if (user == null)

{

return NotFound();

}

var myToken = await \_usersUnitOfWork.GeneratePasswordResetTokenAsync(user);

var tokenLink = Url.Action("ResetPassword", "accounts", new

{

userid = user.Id,

token = myToken

}, HttpContext.Request.Scheme, \_configuration["Url Frontend"]);

var response = \_mailHelper.SendMail(user.FullName, user.Email!,

$"Orders - Recuperación de contraseña",

$"<h1>Orders - Recuperación de contraseña</h1>" +

$"<p>Para recuperar su contraseña, por favor hacer clic 'Recuperar Contraseña':</p>" +

$"<b><a href ={tokenLink}>Recuperar Contraseña</a></b>");

if (response.WasSuccess)

{

return NoContent();

}

return BadRequest(response.Message);

}

[HttpPost("ResetPassword")]

public async Task<IActionResult> ResetPasswordAsync([FromBody] ResetPasswordDTO model)

{

var user = await \_usersUnitOfWork.GetUserAsync(model.Email);

if (user == null)

{

return NotFound();

}

var result = await \_usersUnitOfWork.ResetPasswordAsync(user, model.Token, model.Password);

if (result.Succeeded)

{

return NoContent();

}

return BadRequest(result.Errors.FirstOrDefault()!.Description);

}

[HttpPost("ResedToken")]

public async Task<IActionResult> ResedTokenAsync([FromBody] EmailDTO model)

{

var user = await \_usersUnitOfWork.GetUserAsync(model.Email);

if (user == null)

{

return NotFound();

}

var response = await SendConfirmationEmailAsync(user);

if (response.WasSuccess)

{

return NoContent();

}

return BadRequest(response.Message);

}

[HttpGet("ConfirmEmail")]

public async Task<IActionResult> ConfirmEmailAsync(string userId, string token)

{

token = token.Replace(" ", "+");

var user = await \_usersUnitOfWork.GetUserAsync(new Guid(userId));

if (user == null)

{

return NotFound();

}

var result = await \_usersUnitOfWork.ConfirmEmailAsync(user, token);

if (!result.Succeeded)

{

return BadRequest(result.Errors.FirstOrDefault());

}

return NoContent();

}

[HttpPost("changePassword")]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

public async Task<IActionResult> ChangePasswordAsync(ChangePasswordDTO model)

{

if (!ModelState.IsValid)

{

return BadRequest(ModelState);

}

var user = await \_usersUnitOfWork.GetUserAsync(User.Identity!.Name!);

if (user == null)

{

return NotFound();

}

var result = await \_usersUnitOfWork.ChangePasswordAsync(user, model.CurrentPassword, model.NewPassword);

if (!result.Succeeded)

{

return BadRequest(result.Errors.FirstOrDefault()!.Description);

}

return NoContent();

}

[HttpPut]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

public async Task<IActionResult> PutAsync(User user)

{

try

{

var currentUser = await \_usersUnitOfWork.GetUserAsync(User.Identity!.Name!);

if (currentUser == null)

{

return NotFound();

}

if (!string.IsNullOrEmpty(user.Photo))

{

var photoUser = Convert.FromBase64String(user.Photo);

user.Photo = await \_fileStorage.SaveFileAsync(photoUser, ".jpg", \_container);

}

currentUser.Document = user.Document;

currentUser.FirstName = user.FirstName;

currentUser.LastName = user.LastName;

currentUser.Address = user.Address;

currentUser.PhoneNumber = user.PhoneNumber;

currentUser.Photo = !string.IsNullOrEmpty(user.Photo) && user.Photo != currentUser.Photo ? user.Photo : currentUser.Photo;

currentUser.CityId = user.CityId;

var result = await \_usersUnitOfWork.UpdateUserAsync(currentUser);

if (result.Succeeded)

{

return Ok(BuildToken(currentUser));

}

return BadRequest(result.Errors.FirstOrDefault());

}

catch (Exception ex)

{

return BadRequest(ex.Message);

}

}

[HttpGet]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

public async Task<IActionResult> GetAsync()

{

return Ok(await \_usersUnitOfWork.GetUserAsync(User.Identity!.Name!));

}

[HttpPost("CreateUser")]

public async Task<IActionResult> CreateUser([FromBody] UserDTO model)

{

User user = model;

if (!string.IsNullOrEmpty(model.Photo))

{

var photoUser = Convert.FromBase64String(model.Photo);

model.Photo = await \_fileStorage.SaveFileAsync(photoUser, ".jpg", \_container);

}

var result = await \_usersUnitOfWork.AddUserAsync(user, model.Password);

if (result.Succeeded)

{

await \_usersUnitOfWork.AddUserToRoleAsync(user, user.UserType.ToString());

var response = await SendConfirmationEmailAsync(user);

if (response.WasSuccess)

{

return NoContent();

}

return BadRequest(response.Message);

}

return BadRequest(result.Errors.FirstOrDefault());

}

[HttpPost("Login")]

public async Task<IActionResult> LoginAsync([FromBody] LoginDTO model)

{

var result = await \_usersUnitOfWork.LoginAsync(model);

if (result.Succeeded)

{

var user = await \_usersUnitOfWork.GetUserAsync(model.Email);

return Ok(BuildToken(user));

}

if (result.IsLockedOut)

{

return BadRequest("Ha superado el máximo número de intentos, su cuenta está bloqueada, intente de nuevo en 5 minutos.");

}

if (result.IsNotAllowed)

{

return BadRequest("El usuario no ha sido habilitado, debes de seguir las instrucciones del correo enviado para poder habilitar el usuario.");

}

return BadRequest("Email o contraseña incorrectos.");

}

private TokenDTO BuildToken(User user)

{

var claims = new List<Claim>

{

new Claim(ClaimTypes.Name, user.Email!),

new Claim(ClaimTypes.Role, user.UserType.ToString()),

new Claim("Document", user.Document),

new Claim("FirstName", user.FirstName),

new Claim("LastName", user.LastName),

new Claim("Address", user.Address),

new Claim("Photo", user.Photo ?? string.Empty),

new Claim("CityId", user.CityId.ToString())

};

var key = new SymmetricSecurityKey(Encoding.UTF8.GetBytes(\_configuration["jwtKey"]!));

var credentials = new SigningCredentials(key, SecurityAlgorithms.HmacSha256);

var expiration = DateTime.UtcNow.AddDays(30);

var token = new JwtSecurityToken(

issuer: null,

audience: null,

claims: claims,

expires: expiration,

signingCredentials: credentials);

return new TokenDTO

{

Token = new JwtSecurityTokenHandler().WriteToken(token),

Expiration = expiration

};

}

private async Task<ActionResponse<string>> SendConfirmationEmailAsync(User user)

{

var myToken = await \_usersUnitOfWork.GenerateEmailConfirmationTokenAsync(user);

var tokenLink = Url.Action("ConfirmEmail", "accounts", new

{

userid = user.Id,

token = myToken

}, HttpContext.Request.Scheme, \_configuration["Url Frontend"]);

return \_mailHelper.SendMail(user.FullName, user.Email!,

$"Orders - Confirmación de cuenta",

$"<h1>Orders - Confirmación de cuenta</h1>" +

$"<p>Para habilitar el usuario, por favor hacer clic 'Confirmar Email':</p>" +

$"<b><a href ={tokenLink}>Confirmar Email</a></b>");

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### Unidad de Trabajo

1. Adicione la clase **UsersUnitOfWorkTest**:

using Microsoft.AspNetCore.Identity;

using Moq;

using Orders.Backend.Repositories.Interfaces;

using Orders.Backend.UnitsOfWork.Implementations;

using Orders.Shared.DTOs;

using Orders.Shared.Entities;

using Orders.Shared.Responses;

namespace Orders.Tests.UnitsOfWork

{

[TestClass]

public class UsersUnitOfWorkTest

{

private readonly Mock<IUsersRepository> \_mockUsersRepository = new Mock<IUsersRepository>();

private readonly UsersUnitOfWork \_usersUnitOfWork;

public UsersUnitOfWorkTest()

{

\_usersUnitOfWork = new UsersUnitOfWork(\_mockUsersRepository.Object);

}

[TestMethod]

public async Task AddUserAsync\_ShouldReturnSuccess()

{

// Arrange

var user = new User();

var password = "TestPassword123";

var expectedResult = IdentityResult.Success;

\_mockUsersRepository.Setup(repo => repo.AddUserAsync(user, password))

.ReturnsAsync(expectedResult);

// Act

var result = await \_usersUnitOfWork.AddUserAsync(user, password);

// Assert

Assert.AreEqual(expectedResult, result);

\_mockUsersRepository.Verify(repo => repo.AddUserAsync(user, password), Times.Once);

}

[TestMethod]

public async Task AddUserAsync\_ShouldReturnFailure()

{

// Arrange

var user = new User();

var password = "TestPassword123";

var expectedResult = IdentityResult.Failed(new IdentityError());

\_mockUsersRepository.Setup(repo => repo.AddUserAsync(user, password))

.ReturnsAsync(expectedResult);

// Act

var result = await \_usersUnitOfWork.AddUserAsync(user, password);

// Assert

Assert.AreEqual(expectedResult, result);

\_mockUsersRepository.Verify(repo => repo.AddUserAsync(user, password), Times.Once);

}

[TestMethod]

public async Task AddUserToRoleAsync\_CallsRepositoryMethod()

{

// Arrange

var user = new User();

var roleName = "TestRole";

\_mockUsersRepository.Setup(repo => repo.AddUserToRoleAsync(user, roleName))

.Returns(Task.CompletedTask);

// Act

await \_usersUnitOfWork.AddUserToRoleAsync(user, roleName);

// Assert

\_mockUsersRepository.Verify(repo => repo.AddUserToRoleAsync(user, roleName), Times.Once);

}

[TestMethod]

public async Task CheckRoleAsync\_CallsRepositoryMethod()

{

// Arrange

var roleName = "TestRole";

\_mockUsersRepository.Setup(repo => repo.CheckRoleAsync(roleName))

.Returns(Task.CompletedTask);

// Act

await \_usersUnitOfWork.CheckRoleAsync(roleName);

// Assert

\_mockUsersRepository.Verify(repo => repo.CheckRoleAsync(roleName), Times.Once);

}

[TestMethod]

public async Task GetUserAsync\_ReturnsUser\_WhenUserExists()

{

// Arrange

var email = "test@example.com";

var expectedUser = new User { Email = email };

\_mockUsersRepository.Setup(repo => repo.GetUserAsync(email))

.ReturnsAsync(expectedUser);

// Act

var result = await \_usersUnitOfWork.GetUserAsync(email);

// Assert

Assert.IsNotNull(result);

Assert.AreEqual(expectedUser, result);

\_mockUsersRepository.Verify(repo => repo.GetUserAsync(email), Times.Once);

}

[TestMethod]

public async Task GetUserAsync\_ReturnsNull\_WhenUserDoesNotExist()

{

// Arrange

var email = "nonexistent@example.com";

// Act

var result = await \_usersUnitOfWork.GetUserAsync(email);

// Assert

Assert.IsNull(result);

\_mockUsersRepository.Verify(repo => repo.GetUserAsync(email), Times.Once);

}

[TestMethod]

public async Task GetUserGuidAsync\_ReturnsUser\_WhenUserExists()

{

// Arrange

var userId = Guid.NewGuid();

var expectedUser = new User { Id = userId.ToString() };

\_mockUsersRepository.Setup(repo => repo.GetUserAsync(userId))

.ReturnsAsync(expectedUser);

// Act

var result = await \_usersUnitOfWork.GetUserAsync(userId);

// Assert

Assert.IsNotNull(result);

Assert.AreEqual(expectedUser, result);

\_mockUsersRepository.Verify(repo => repo.GetUserAsync(userId), Times.Once);

}

[TestMethod]

public async Task GetUserGuidAsync\_ReturnsNull\_WhenUserDoesNotExist()

{

// Arrange

var userId = Guid.NewGuid();

// Act

var result = await \_usersUnitOfWork.GetUserAsync(userId);

// Assert

Assert.IsNull(result);

\_mockUsersRepository.Verify(repo => repo.GetUserAsync(userId), Times.Once);

}

[TestMethod]

public async Task ChangePasswordAsync\_ReturnsSuccess\_WhenPasswordChanged()

{

// Arrange

var user = new User();

var currentPassword = "CurrentPassword123";

var newPassword = "NewPassword123";

var expectedResult = IdentityResult.Success;

\_mockUsersRepository.Setup(repo => repo.ChangePasswordAsync(user, currentPassword, newPassword))

.ReturnsAsync(expectedResult);

// Act

var result = await \_usersUnitOfWork.ChangePasswordAsync(user, currentPassword, newPassword);

// Assert

Assert.AreEqual(expectedResult, result);

\_mockUsersRepository.Verify(repo => repo.ChangePasswordAsync(user, currentPassword, newPassword), Times.Once);

}

[TestMethod]

public async Task ChangePasswordAsync\_ReturnsFailure\_WhenPasswordChangeFails()

{

// Arrange

var user = new User();

var currentPassword = "CurrentPassword123";

var newPassword = "NewPassword123";

var expectedResult = IdentityResult.Failed(new IdentityError { Description = "Password change failed." });

\_mockUsersRepository.Setup(repo => repo.ChangePasswordAsync(user, currentPassword, newPassword))

.ReturnsAsync(expectedResult);

// Act

var result = await \_usersUnitOfWork.ChangePasswordAsync(user, currentPassword, newPassword);

// Assert

Assert.AreEqual(expectedResult, result);

\_mockUsersRepository.Verify(repo => repo.ChangePasswordAsync(user, currentPassword, newPassword), Times.Once);

}

[TestMethod]

public async Task UpdateUserAsync\_ReturnsSuccess\_WhenUpdateIsSuccessful()

{

// Arrange

var user = new User();

var expectedResult = IdentityResult.Success;

\_mockUsersRepository.Setup(repo => repo.UpdateUserAsync(user))

.ReturnsAsync(expectedResult);

// Act

var result = await \_usersUnitOfWork.UpdateUserAsync(user);

// Assert

Assert.AreEqual(expectedResult, result);

\_mockUsersRepository.Verify(repo => repo.UpdateUserAsync(user), Times.Once);

}

[TestMethod]

public async Task UpdateUserAsync\_ReturnsFailure\_WhenUpdateFails()

{

// Arrange

var user = new User();

var expectedResult = IdentityResult.Failed(new IdentityError { Description = "Update failed." });

\_mockUsersRepository.Setup(repo => repo.UpdateUserAsync(user))

.ReturnsAsync(expectedResult);

// Act

var result = await \_usersUnitOfWork.UpdateUserAsync(user);

// Assert

Assert.AreEqual(expectedResult, result);

\_mockUsersRepository.Verify(repo => repo.UpdateUserAsync(user), Times.Once);

}

[TestMethod]

public async Task IsUserInRoleAsync\_ReturnsTrue\_WhenUserIsInRole()

{

// Arrange

var user = new User();

var roleName = "TestRole";

\_mockUsersRepository.Setup(repo => repo.IsUserInRoleAsync(user, roleName))

.ReturnsAsync(true);

// Act

var result = await \_usersUnitOfWork.IsUserInRoleAsync(user, roleName);

// Assert

Assert.IsTrue(result);

\_mockUsersRepository.Verify(repo => repo.IsUserInRoleAsync(user, roleName), Times.Once);

}

[TestMethod]

public async Task IsUserInRoleAsync\_ReturnsFalse\_WhenUserIsNotInRole()

{

// Arrange

var user = new User();

var roleName = "TestRole";

\_mockUsersRepository.Setup(repo => repo.IsUserInRoleAsync(user, roleName))

.ReturnsAsync(false);

// Act

var result = await \_usersUnitOfWork.IsUserInRoleAsync(user, roleName);

// Assert

Assert.IsFalse(result);

\_mockUsersRepository.Verify(repo => repo.IsUserInRoleAsync(user, roleName), Times.Once);

}

[TestMethod]

public async Task LoginAsync\_ReturnsSuccess\_WhenCredentialsAreValid()

{

// Arrange

var loginModel = new LoginDTO();

var expectedResult = SignInResult.Success;

\_mockUsersRepository.Setup(repo => repo.LoginAsync(loginModel))

.ReturnsAsync(expectedResult);

// Act

var result = await \_usersUnitOfWork.LoginAsync(loginModel);

// Assert

Assert.AreEqual(expectedResult, result);

\_mockUsersRepository.Verify(repo => repo.LoginAsync(loginModel), Times.Once);

}

[TestMethod]

public async Task LoginAsync\_ReturnsFailed\_WhenCredentialsAreInvalid()

{

// Arrange

var loginModel = new LoginDTO();

var expectedResult = SignInResult.Failed;

\_mockUsersRepository.Setup(repo => repo.LoginAsync(loginModel))

.ReturnsAsync(expectedResult);

// Act

var result = await \_usersUnitOfWork.LoginAsync(loginModel);

// Assert

Assert.AreEqual(expectedResult, result);

\_mockUsersRepository.Verify(repo => repo.LoginAsync(loginModel), Times.Once);

}

[TestMethod]

public async Task LogoutAsync\_CallsRepositoryMethod()

{

// Arrange

\_mockUsersRepository.Setup(repo => repo.LogoutAsync())

.Returns(Task.CompletedTask);

// Act

await \_usersUnitOfWork.LogoutAsync();

// Assert

\_mockUsersRepository.Verify(repo => repo.LogoutAsync(), Times.Once);

}

[TestMethod]

public async Task GenerateEmailConfirmationTokenAsync\_GeneratesTokenForUser()

{

// Arrange

var user = new User();

var expectedToken = "test-token";

\_mockUsersRepository.Setup(repo => repo.GenerateEmailConfirmationTokenAsync(user))

.ReturnsAsync(expectedToken);

// Act

var result = await \_usersUnitOfWork.GenerateEmailConfirmationTokenAsync(user);

// Assert

Assert.AreEqual(expectedToken, result);

\_mockUsersRepository.Verify(repo => repo.GenerateEmailConfirmationTokenAsync(user), Times.Once);

}

[TestMethod]

public async Task ConfirmEmailAsync\_ReturnsSuccess\_WhenEmailConfirmationIsSuccessful()

{

// Arrange

var user = new User();

var token = "confirmation-token";

var expectedResult = IdentityResult.Success;

\_mockUsersRepository.Setup(repo => repo.ConfirmEmailAsync(user, token))

.ReturnsAsync(expectedResult);

// Act

var result = await \_usersUnitOfWork.ConfirmEmailAsync(user, token);

// Assert

Assert.AreEqual(expectedResult, result);

\_mockUsersRepository.Verify(repo => repo.ConfirmEmailAsync(user, token), Times.Once);

}

[TestMethod]

public async Task ConfirmEmailAsync\_ReturnsFailure\_WhenEmailConfirmationFails()

{

// Arrange

var user = new User();

var token = "invalid-token";

var expectedResult = IdentityResult.Failed(new IdentityError { Description = "Email confirmation failed." });

\_mockUsersRepository.Setup(repo => repo.ConfirmEmailAsync(user, token))

.ReturnsAsync(expectedResult);

// Act

var result = await \_usersUnitOfWork.ConfirmEmailAsync(user, token);

// Assert

Assert.AreEqual(expectedResult, result);

\_mockUsersRepository.Verify(repo => repo.ConfirmEmailAsync(user, token), Times.Once);

}

[TestMethod]

public async Task GeneratePasswordResetTokenAsync\_GeneratesTokenForUser()

{

// Arrange

var user = new User();

var expectedToken = "reset-token";

\_mockUsersRepository.Setup(repo => repo.GeneratePasswordResetTokenAsync(user))

.ReturnsAsync(expectedToken);

// Act

var result = await \_usersUnitOfWork.GeneratePasswordResetTokenAsync(user);

// Assert

Assert.AreEqual(expectedToken, result);

\_mockUsersRepository.Verify(repo => repo.GeneratePasswordResetTokenAsync(user), Times.Once);

}

[TestMethod]

public async Task ResetPasswordAsync\_ReturnsSuccess\_WhenPasswordResetIsSuccessful()

{

// Arrange

var user = new User();

var token = "valid-token";

var newPassword = "NewPassword123";

var expectedResult = IdentityResult.Success;

\_mockUsersRepository.Setup(repo => repo.ResetPasswordAsync(user, token, newPassword))

.ReturnsAsync(expectedResult);

// Act

var result = await \_usersUnitOfWork.ResetPasswordAsync(user, token, newPassword);

// Assert

Assert.AreEqual(expectedResult, result);

\_mockUsersRepository.Verify(repo => repo.ResetPasswordAsync(user, token, newPassword), Times.Once);

}

[TestMethod]

public async Task ResetPasswordAsync\_ReturnsFailure\_WhenPasswordResetFails()

{

// Arrange

var user = new User();

var token = "invalid-token";

var newPassword = "NewPassword123";

var expectedResult = IdentityResult.Failed(new IdentityError { Description = "Password reset failed." });

\_mockUsersRepository.Setup(repo => repo.ResetPasswordAsync(user, token, newPassword))

.ReturnsAsync(expectedResult);

// Act

var result = await \_usersUnitOfWork.ResetPasswordAsync(user, token, newPassword);

// Assert

Assert.AreEqual(expectedResult, result);

\_mockUsersRepository.Verify(repo => repo.ResetPasswordAsync(user, token, newPassword), Times.Once);

}

[TestMethod]

public async Task GetAsync\_WithPagination\_ReturnsUsers()

{

// Arrange

var pagination = new PaginationDTO { Page = 1, RecordsNumber = 10 };

var response = new ActionResponse<IEnumerable<User>> { WasSuccess = true };

\_mockUsersRepository.Setup(repo => repo.GetAsync(pagination))

.ReturnsAsync(response);

// Act

var result = await \_usersUnitOfWork.GetAsync(pagination);

// Assert

Assert.AreEqual(response, result);

\_mockUsersRepository.Verify(repo => repo.GetAsync(pagination), Times.Once);

}

[TestMethod]

public async Task GetTotalPagesAsync\_WithPagination\_ReturnsTotalPages()

{

// Arrange

var pagination = new PaginationDTO { Page = 1, RecordsNumber = 10 };

var response = new ActionResponse<int> { WasSuccess = true, Result = 5 };

\_mockUsersRepository.Setup(repo => repo.GetTotalPagesAsync(pagination))

.ReturnsAsync(response);

// Act

var result = await \_usersUnitOfWork.GetTotalPagesAsync(pagination);

// Assert

Assert.AreEqual(response, result);

\_mockUsersRepository.Verify(repo => repo.GetTotalPagesAsync(pagination), Times.Once);

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### Repositorio

1. Adicione la clase **UsersRepositoryTest**:

using Microsoft.EntityFrameworkCore;

using Orders.Backend.Data;

using Orders.Backend.Repositories;

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

namespace Orders.Tests.Repositories

{

[TestClass]

public class UsersRepositoryTest

{

private DataContext \_context = null!;

private UsersRepository \_repository = null!;

private readonly Guid \_guid = Guid.NewGuid();

[TestInitialize]

public void Initialize()

{

var options = new DbContextOptionsBuilder<DataContext>()

.UseInMemoryDatabase(databaseName: "OrdersDatabase")

.Options;

\_context = new DataContext(options);

\_repository = new UsersRepository(\_context);

// Seed the database with test data

var country = new Country

{

Name = "Country",

States = new List<State>

{

new State

{

Name = "State",

Cities = new List<City>

{

new City { Name = "City" }

}

}

}

};

\_context.Countries.Add(country);

\_context.SaveChanges();

var user1 = new User { Id = "1", FirstName = "John", LastName = "Doe", Email = "john.doe@example.com", Address = "Some", Document = "Any", CityId = 1 };

var user2 = new User { Id = \_guid.ToString(), FirstName = "Jane", LastName = "Doe", Email = "jane.doe@example.com", Address = "Some", Document = "Any", CityId = 1 };

\_context.Users.AddRange(user1, user2);

\_context.SaveChanges();

}

[TestCleanup]

public void Cleanup()

{

\_context.Database.EnsureDeleted();

\_context.Dispose();

}

[TestMethod]

public async Task GetAsync\_WithEmail\_UserExists\_ReturnsUser()

{

// Arrange

var email = "john.doe@example.com";

// Act

var result = await \_repository.GetAsync(email);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.IsNotNull(result.Result);

Assert.AreEqual("John", result.Result.FirstName);

}

[TestMethod]

public async Task GetAsync\_WithEmail\_UserDoesNotExist\_ReturnsNull()

{

// Arrange

var email = "nonexistent@example.com";

// Act

var result = await \_repository.GetAsync(email);

// Assert

Assert.IsFalse(result.WasSuccess);

Assert.IsNull(result.Result);

Assert.AreEqual("Usuario no encontrado", result.Message);

}

[TestMethod]

public async Task GetAsync\_WithUserId\_UserExists\_ReturnsUser()

{

// Act

var result = await \_repository.GetAsync(\_guid);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.IsNotNull(result.Result);

Assert.AreEqual("Jane", result.Result.FirstName);

}

[TestMethod]

public async Task GetAsync\_WithUserId\_UserDoesNotExist\_ReturnsFailure()

{

// Arrange

var userId = Guid.NewGuid();

// Act

var result = await \_repository.GetAsync(userId);

// Assert

Assert.IsFalse(result.WasSuccess);

Assert.IsNull(result.Result);

Assert.AreEqual("Usuario no encontrado", result.Message);

}

[TestMethod]

public async Task GetAsync\_WithPagination\_ReturnsUsers()

{

// Arrange

var pagination = new PaginationDTO { Page = 1, RecordsNumber = 10, Filter = "J" };

// Act

var result = await \_repository.GetAsync(pagination);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.IsNotNull(result.Result);

Assert.AreEqual(2, result.Result.Count());

}

[TestMethod]

public async Task GetTotalPagesAsync\_WithPagination\_ReturnsTotalPages()

{

// Arrange

var pagination = new PaginationDTO { Page = 1, RecordsNumber = 1, Filter = "J" };

// Act

var result = await \_repository.GetTotalPagesAsync(pagination);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.AreEqual(2, result.Result);

}

[TestMethod]

public async Task GetTotalPagesAsync\_WithFilter\_ReturnsFilteredTotalPages()

{

// Arrange

var pagination = new PaginationDTO { Page = 1, RecordsNumber = 10, Filter = "John" };

// Act

var result = await \_repository.GetTotalPagesAsync(pagination);

// Assert

Assert.IsTrue(result.WasSuccess);

Assert.AreEqual(1, result.Result);

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

### Helpers

#### OrdersHelperTest

1. Adicione la clase **OrdersHelperTests**:

using Moq;

using Orders.Backend.Helpers;

using Orders.Backend.UnitsOfWork;

using Orders.Shared.Entites;

using Orders.Shared.Responses;

namespace Orders.Tests.Helpers

{

[TestClass]

public class OrdersHelperTests

{

private Mock<IUserHelper> \_userHelperMock = null!;

private Mock<ITemporalOrdersUnitOfWork> \_temporalOrdersUoWMock = null!;

private Mock<IProductsUnitOfWork> \_productsUoWMock = null!;

private Mock<IOrdersUnitOfWork> \_ordersUoWMock = null!;

private OrdersHelper \_ordersHelper = null!;

[TestInitialize]

public void Initialize()

{

\_userHelperMock = new Mock<IUserHelper>();

\_temporalOrdersUoWMock = new Mock<ITemporalOrdersUnitOfWork>();

\_productsUoWMock = new Mock<IProductsUnitOfWork>();

\_ordersUoWMock = new Mock<IOrdersUnitOfWork>();

\_ordersHelper = new OrdersHelper(\_userHelperMock.Object, \_temporalOrdersUoWMock.Object, \_productsUoWMock.Object, \_ordersUoWMock.Object);

}

[TestMethod]

public async Task ProcessOrderAsync\_UserDoesNotExist\_ReturnsFalseActionResponse()

{

// Arrange

string email = "test@test.com";

// Act

var result = await \_ordersHelper.ProcessOrderAsync(email, "remarks");

// Assert

Assert.IsFalse(result.WasSuccess);

Assert.AreEqual("Usuario no válido", result.Message);

}

[TestMethod]

public async Task ProcessOrderAsync\_TemporalOrdersNotFound\_ReturnsFalseActionResponse()

{

// Arrange

string email = "test@test.com";

var user = new User { Email = email };

\_userHelperMock.Setup(uh => uh.GetUserAsync(email)).ReturnsAsync(user);

\_temporalOrdersUoWMock.Setup(touw => touw.GetAsync(email))

.ReturnsAsync(new ActionResponse<IEnumerable<TemporalOrder>> { WasSuccess = false });

// Act

var result = await \_ordersHelper.ProcessOrderAsync(email, "remarks");

// Assert

Assert.IsFalse(result.WasSuccess);

Assert.AreEqual("No hay detalle en la orden", result.Message);

}

[TestMethod]

public async Task ProcessOrderAsync\_InventoryCheckFails\_ReturnsFalseActionResponse()

{

// Arrange

string email = "test@test.com";

var user = new User { Email = email };

var temporalOrders = new List<TemporalOrder>

{

new TemporalOrder { Quantity = 5, Product = new Product { Id = 1, Name = "Product1", Stock = 3 } }

};

\_userHelperMock.Setup(uh => uh.GetUserAsync(email)).ReturnsAsync(user);

\_temporalOrdersUoWMock.Setup(touw => touw.GetAsync(email))

.ReturnsAsync(new ActionResponse<IEnumerable<TemporalOrder>> { WasSuccess = true, Result = temporalOrders });

\_productsUoWMock.Setup(puw => puw.GetAsync(It.IsAny<int>()))

.ReturnsAsync(new ActionResponse<Product> { WasSuccess = true, Result = temporalOrders[0].Product });

// Act

var result = await \_ordersHelper.ProcessOrderAsync(email, "remarks");

// Assert

Assert.IsFalse(result.WasSuccess);

Assert.AreEqual($"Lo sentimos no tenemos existencias suficientes del producto {temporalOrders[0].Product!.Name}, para tomar su pedido. Por favor disminuir la cantidad o sustituirlo por otro.", result.Message);

}

[TestMethod]

public async Task ProcessOrderAsync\_HappyPath\_ReturnsTrueActionResponse()

{

// Arrange

string email = "test@test.com";

var user = new User { Email = email };

var temporalOrders = new List<TemporalOrder>

{

new TemporalOrder { Quantity = 2, Product = new Product { Id = 1, Name = "Product1", Stock = 5 }, Remarks = "Remarks1", Id = 1 }

};

\_userHelperMock.Setup(uh => uh.GetUserAsync(email))

.ReturnsAsync(user);

\_temporalOrdersUoWMock.Setup(touw => touw.GetAsync(email))

.ReturnsAsync(new ActionResponse<IEnumerable<TemporalOrder>> { WasSuccess = true, Result = temporalOrders });

\_productsUoWMock.Setup(puw => puw.GetAsync(It.IsAny<int>()))

.ReturnsAsync(new ActionResponse<Product> { WasSuccess = true, Result = temporalOrders[0].Product });

\_temporalOrdersUoWMock.Setup(touw => touw.DeleteAsync(It.IsAny<int>()))

.ReturnsAsync(new ActionResponse<TemporalOrder> { WasSuccess = true });

\_productsUoWMock.Setup(puw => puw.UpdateAsync(It.IsAny<Product>()))

.ReturnsAsync(new ActionResponse<Product> { WasSuccess = true });

\_ordersUoWMock.Setup(ouw => ouw.AddAsync(It.IsAny<Order>()))

.ReturnsAsync(new ActionResponse<Order> { WasSuccess = true });

// Act

var result = await \_ordersHelper.ProcessOrderAsync(email, "remarks");

// Assert

Assert.IsTrue(result.WasSuccess);

\_productsUoWMock.Verify(puw => puw.UpdateAsync(It.Is<Product>(p => p.Stock == 3)), Times.Once);

\_temporalOrdersUoWMock.Verify(touw => touw.DeleteAsync(1), Times.Once);

\_ordersUoWMock.Verify(ouw => ouw.AddAsync(It.Is<Order>(o => o.Remarks == "remarks")), Times.Once);

}

[TestMethod]

public async Task ProcessOrderAsync\_ProductNoAvailabe\_ReturnsError()

{

// Arrange

string email = "test@test.com";

var user = new User { Email = email };

var temporalOrders = new List<TemporalOrder>

{

new TemporalOrder { Quantity = 2, Product = new Product { Id = 1, Name = "Product1", Stock = 5 }, Remarks = "Remarks1", Id = 1 }

};

\_userHelperMock.Setup(uh => uh.GetUserAsync(email))

.ReturnsAsync(user);

\_temporalOrdersUoWMock.Setup(touw => touw.GetAsync(email))

.ReturnsAsync(new ActionResponse<IEnumerable<TemporalOrder>> { WasSuccess = true, Result = temporalOrders });

\_productsUoWMock.Setup(puw => puw.GetAsync(It.IsAny<int>()))

.ReturnsAsync(new ActionResponse<Product> { WasSuccess = false });

\_temporalOrdersUoWMock.Setup(touw => touw.DeleteAsync(It.IsAny<int>()))

.ReturnsAsync(new ActionResponse<TemporalOrder> { WasSuccess = true });

\_productsUoWMock.Setup(puw => puw.UpdateAsync(It.IsAny<Product>()))

.ReturnsAsync(new ActionResponse<Product> { WasSuccess = true });

\_ordersUoWMock.Setup(ouw => ouw.AddAsync(It.IsAny<Order>()))

.ReturnsAsync(new ActionResponse<Order> { WasSuccess = true });

// Act

var result = await \_ordersHelper.ProcessOrderAsync(email, "remarks");

// Assert

Assert.IsFalse(result.WasSuccess);

}

[TestMethod]

public async Task ProcessOrderAsync\_ProductNoAvailabeTwo\_ReturnsError()

{

// Arrange

string email = "test@test.com";

var user = new User { Email = email };

var temporalOrders = new List<TemporalOrder>

{

new TemporalOrder { Quantity = 2, Product = new Product { Id = 1, Name = "Product1", Stock = 5 }, Remarks = "Remarks1", Id = 1 }

};

\_userHelperMock.Setup(uh => uh.GetUserAsync(email))

.ReturnsAsync(user);

\_temporalOrdersUoWMock.Setup(touw => touw.GetAsync(email))

.ReturnsAsync(new ActionResponse<IEnumerable<TemporalOrder>> { WasSuccess = true, Result = temporalOrders });

\_productsUoWMock.Setup(puw => puw.GetAsync(It.IsAny<int>()))

.ReturnsAsync(new ActionResponse<Product> { WasSuccess = true });

\_temporalOrdersUoWMock.Setup(touw => touw.DeleteAsync(It.IsAny<int>()))

.ReturnsAsync(new ActionResponse<TemporalOrder> { WasSuccess = true });

\_productsUoWMock.Setup(puw => puw.UpdateAsync(It.IsAny<Product>()))

.ReturnsAsync(new ActionResponse<Product> { WasSuccess = true });

\_ordersUoWMock.Setup(ouw => ouw.AddAsync(It.IsAny<Order>()))

.ReturnsAsync(new ActionResponse<Order> { WasSuccess = true });

// Act

var result = await \_ordersHelper.ProcessOrderAsync(email, "remarks");

// Assert

Assert.IsFalse(result.WasSuccess);

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### UserHelperTest

1. Adicione la clase **UserHelperTest**:

using Microsoft.AspNetCore.Authentication;

using Microsoft.AspNetCore.Http;

using Microsoft.AspNetCore.Identity;

using Microsoft.Extensions.Logging;

using Microsoft.Extensions.Options;

using Moq;

using Orders.Backend.Helpers;

using Orders.Backend.UnitsOfWork;

using Orders.Shared.DTOs;

using Orders.Shared.Entites;

using Orders.Shared.Responses;

using SignInResult = Microsoft.AspNetCore.Identity.SignInResult;

namespace Orders.Tests.Helpers

{

[TestClass]

public class UserHelperTests

{

private Mock<UserManager<User>> \_userManagerMock = null!;

private Mock<RoleManager<IdentityRole>> \_roleManagerMock = null!;

private Mock<IUsersUnitOfWork> \_userUnitOfWorkMock = null!;

private Mock<SignInManager<User>> \_signInManagerMock = null!;

private UserHelper \_userHelper = null!;

[TestInitialize]

public void Setup()

{

var userStoreMock = new Mock<IUserStore<User>>();

\_userManagerMock = new Mock<UserManager<User>>(userStoreMock.Object, null, null, null, null, null, null, null, null);

var roleStoreMock = new Mock<IRoleStore<IdentityRole>>();

\_roleManagerMock = new Mock<RoleManager<IdentityRole>>(roleStoreMock.Object, null, null, null, null);

var optionsAccessorMock = new Mock<IOptions<IdentityOptions>>();

var loggerMock = new Mock<ILogger<SignInManager<User>>>();

var authenticationSchemeProviderMock = new Mock<IAuthenticationSchemeProvider>();

var userConfirmationMock = new Mock<IUserConfirmation<User>>();

var httpContextAccessorMock = new Mock<IHttpContextAccessor>();

var claimsFactoryMock = new Mock<IUserClaimsPrincipalFactory<User>>();

\_signInManagerMock = new Mock<SignInManager<User>>(

\_userManagerMock.Object,

httpContextAccessorMock.Object,

claimsFactoryMock.Object,

optionsAccessorMock.Object,

loggerMock.Object,

authenticationSchemeProviderMock.Object,

userConfirmationMock.Object);

\_userUnitOfWorkMock = new Mock<IUsersUnitOfWork>();

\_userHelper = new UserHelper(

\_userManagerMock.Object,

\_roleManagerMock.Object,

\_userUnitOfWorkMock.Object,

\_signInManagerMock.Object);

}

[TestMethod]

public async Task LoginAsync\_ShouldCallPasswordSignInAsync()

{

// Arrange

var loginDTO = new LoginDTO { Email = "test@example.com", Password = "TestPassword123!" };

\_signInManagerMock.Setup(x => x.PasswordSignInAsync(loginDTO.Email, loginDTO.Password, false, false))

.ReturnsAsync(SignInResult.Success);

// Act

var result = await \_usersUnitOfWork.LoginAsync(loginDTO);

// Assert

Assert.AreEqual(SignInResult.Success, result);

\_signInManagerMock.Verify(x => x.PasswordSignInAsync(loginDTO.Email, loginDTO.Password, false, false), Times.Once());

}

[TestMethod]

public async Task LogoutAsync\_ShouldCallSignOutAsync()

{

// Act

await \_usersUnitOfWork.LogoutAsync();

// Assert

\_signInManagerMock.Verify(x => x.SignOutAsync(), Times.Once);

}

[TestMethod]

public async Task AddUserAsync\_ShouldReturnIdentityResult()

{

// Arrange

var user = new User { Email = "test@example.com" };

var password = "TestPassword123!";

\_userManagerMock.Setup(x => x.CreateAsync(user, password))

.ReturnsAsync(IdentityResult.Success);

// Act

var result = await \_usersUnitOfWork.AddUserAsync(user, password);

// Assert

Assert.AreEqual(IdentityResult.Success, result);

}

[TestMethod]

public async Task AddUserToRoleAsync\_ShouldAddUserToRole()

{

// Arrange

var user = new User { Email = "test@example.com" };

var roleName = "Admin";

\_userManagerMock.Setup(x => x.AddToRoleAsync(user, roleName))

.ReturnsAsync(IdentityResult.Success);

// Act

await \_usersUnitOfWork.AddUserToRoleAsync(user, roleName);

// Assert

\_userManagerMock.Verify(x => x.AddToRoleAsync(user, roleName), Times.Once);

}

[TestMethod]

public async Task CheckRoleAsync\_ShouldCreateRoleIfNotExists()

{

// Arrange

var roleName = "Admin";

\_roleManagerMock.Setup(x => x.RoleExistsAsync(roleName))

.ReturnsAsync(false);

// Act

await \_usersUnitOfWork.CheckRoleAsync(roleName);

// Assert

\_roleManagerMock.Verify(x => x.CreateAsync(It.IsAny<IdentityRole>()), Times.Once);

}

[TestMethod]

public async Task GetUserAsync\_WithEmail\_ShouldReturnUser()

{

// Arrange

var email = "test@example.com";

var user = new User { Email = email };

\_userUnitOfWorkMock.Setup(x => x.GetAsync(email))

.ReturnsAsync(new ActionResponse<User> { WasSuccess = true, Result = user });

// Act

var result = await \_usersUnitOfWork.GetUserAsync(email);

// Assert

Assert.IsNotNull(result);

Assert.AreEqual(email, result.Email);

}

[TestMethod]

public async Task IsUserInRoleAsync\_ShouldReturnTrueIfUserIsInRole()

{

// Arrange

var user = new User { Email = "test@example.com" };

var roleName = "Admin";

\_userManagerMock.Setup(x => x.IsInRoleAsync(user, roleName))

.ReturnsAsync(true);

// Act

var result = await \_usersUnitOfWork.IsUserInRoleAsync(user, roleName);

// Assert

Assert.IsTrue(result);

}

[TestMethod]

public async Task ChangePasswordAsync\_ShouldReturnSuccessResult()

{

// Arrange

var user = new User { Email = "test@example.com" };

var currentPassword = "CurrentPassword123!";

var newPassword = "NewPassword123!";

\_userManagerMock.Setup(x => x.ChangePasswordAsync(user, currentPassword, newPassword))

.ReturnsAsync(IdentityResult.Success);

// Act

var result = await \_usersUnitOfWork.ChangePasswordAsync(user, currentPassword, newPassword);

// Assert

Assert.AreEqual(IdentityResult.Success, result);

}

[TestMethod]

public async Task UpdateUserAsync\_ShouldReturnSuccessResult()

{

// Arrange

var user = new User { Email = "test@example.com" };

\_userManagerMock.Setup(x => x.UpdateAsync(user))

.ReturnsAsync(IdentityResult.Success);

// Act

var result = await \_usersUnitOfWork.UpdateUserAsync(user);

// Assert

Assert.AreEqual(IdentityResult.Success, result);

}

[TestMethod]

public async Task GetUserAsync\_WithUserId\_ShouldReturnUser()

{

// Arrange

var userId = Guid.NewGuid();

var user = new User { Id = userId.ToString() };

\_userUnitOfWorkMock.Setup(x => x.GetAsync(userId))

.ReturnsAsync(new ActionResponse<User> { WasSuccess = true, Result = user });

// Act

var result = await \_usersUnitOfWork.GetUserAsync(userId);

// Assert

Assert.IsNotNull(result);

Assert.AreEqual(userId.ToString(), result.Id);

}

[TestMethod]

public async Task GenerateEmailConfirmationTokenAsync\_ShouldReturnToken()

{

// Arrange

var user = new User { Email = "test@example.com" };

\_userManagerMock.Setup(x => x.GenerateEmailConfirmationTokenAsync(user))

.ReturnsAsync("Confirmation\_Token");

// Act

var token = await \_usersUnitOfWork.GenerateEmailConfirmationTokenAsync(user);

// Assert

Assert.AreEqual("Confirmation\_Token", token);

}

[TestMethod]

public async Task ConfirmEmailAsync\_ShouldReturnSuccessResult()

{

// Arrange

var user = new User { Email = "test@example.com" };

var token = "Confirmation\_Token";

\_userManagerMock.Setup(x => x.ConfirmEmailAsync(user, token))

.ReturnsAsync(IdentityResult.Success);

// Act

var result = await \_usersUnitOfWork.ConfirmEmailAsync(user, token);

// Assert

Assert.AreEqual(IdentityResult.Success, result);

}

[TestMethod]

public async Task GeneratePasswordResetTokenAsync\_ShouldReturnToken()

{

// Arrange

var user = new User { Email = "test@example.com" };

\_userManagerMock.Setup(x => x.GeneratePasswordResetTokenAsync(user))

.ReturnsAsync("Reset\_Token");

// Act

var token = await \_usersUnitOfWork.GeneratePasswordResetTokenAsync(user);

// Assert

Assert.AreEqual("Reset\_Token", token);

}

[TestMethod]

public async Task ResetPasswordAsync\_ShouldReturnSuccessResult()

{

// Arrange

var user = new User { Email = "test@example.com" };

var token = "Reset\_Token";

var newPassword = "NewPassword123!";

\_userManagerMock.Setup(x => x.ResetPasswordAsync(user, token, newPassword))

.ReturnsAsync(IdentityResult.Success);

// Act

var result = await \_usersUnitOfWork.ResetPasswordAsync(user, token, newPassword);

// Assert

Assert.AreEqual(IdentityResult.Success, result);

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### MailHelperTest

1. Adicionamos el **ISmtpClient**:

using MimeKit;

namespace Orders.Backend.Helpers

{

public interface ISmtpClient

{

void Connect(string host, int port, bool useSsl);

void Authenticate(string username, string password);

void Send(MimeMessage message);

void Disconnect(bool quit);

}

}

1. Adicione la clase **SmtpClientWrapper**:

using MailKit.Net.Smtp;

using MimeKit;

namespace Orders.Backend.Helpers

{

public class SmtpClientWrapper : ISmtpClient

{

private readonly SmtpClient \_smtpClient = new SmtpClient();

public void Authenticate(string username, string password) => \_smtpClient.Authenticate(username, password);

public void Connect(string host, int port, bool useSsl) => \_smtpClient.Connect(host, port, useSsl);

public void Disconnect(bool quit) => \_smtpClient.Disconnect(quit);

public void Send(MimeMessage message) => \_smtpClient.Send(message);

}

}

1. Configuramos la nueva inyección en el **Program**:

builder.Services.AddScoped<ISmtpClient, SmtpClientWrapper>();

1. Modificamos el **MailHelper**, primero inyectamos el **ISmtpClient**:

\_smtpClient.Connect(smtp!, int.Parse(port!), false);

\_smtpClient.Authenticate(from!, password!);

\_smtpClient.Send(message);

\_smtpClient.Disconnect(true);

1. Adicione la clase **MailHelperTests**:

using Microsoft.Extensions.Configuration;

using MimeKit;

using Moq;

using Orders.Backend.Helpers;

namespace Orders.Tests.Helpers

{

[TestClass]

public class MailHelperTests

{

private Mock<IConfiguration> \_configurationMock = null!;

private Mock<ISmtpClient> \_smtpClientMock = null!;

private MailHelper \_mailHelper = null!;

[TestInitialize]

public void Initialize()

{

\_configurationMock = new Mock<IConfiguration>();

\_smtpClientMock = new Mock<ISmtpClient>();

\_configurationMock.SetupGet(x => x["Mail:From"]).Returns("From");

\_configurationMock.SetupGet(x => x["Mail:Name"]).Returns("Name");

\_configurationMock.SetupGet(x => x["Mail:Smtp"]).Returns("Smtp");

\_configurationMock.SetupGet(x => x["Mail:Port"]).Returns("123");

\_configurationMock.SetupGet(x => x["Mail:Password"]).Returns("Password");

\_mailHelper = new MailHelper(\_configurationMock.Object, \_smtpClientMock.Object);

}

[TestMethod]

public void SendMail\_ShouldReturnSuccessActionResponse()

{

// Arrange

var toName = "John Doe";

var toEmail = "john.doe@example.com";

var subject = "Test Subject";

var body = "Test Body";

// Act

var response = \_mailHelper.SendMail(toName, toEmail, subject, body);

// Assert

Assert.IsTrue(response.WasSuccess);

\_smtpClientMock.Verify(x => x.Connect(It.IsAny<string>(), It.IsAny<int>(), It.IsAny<bool>()), Times.Once);

\_smtpClientMock.Verify(x => x.Authenticate(It.IsAny<string>(), It.IsAny<string>()), Times.Once);

\_smtpClientMock.Verify(x => x.Send(It.IsAny<MimeMessage>()), Times.Once);

\_smtpClientMock.Verify(x => x.Disconnect(It.IsAny<bool>()), Times.Once);

}

[TestMethod]

public void SendMail\_ShouldReturnErrorActionResponse\_WhenExceptionThrown()

{

// Arrange

var toName = "John Doe";

var toEmail = "john.doe@example.com";

var subject = "Test Subject";

var body = "Test Body";

var exceptionMessage = "SMTP error";

\_smtpClientMock.Setup(x => x.Send(It.IsAny<MimeMessage>())).Throws(new Exception(exceptionMessage));

// Act

var response = \_mailHelper.SendMail(toName, toEmail, subject, body);

// Assert

Assert.IsFalse(response.WasSuccess);

Assert.AreEqual(exceptionMessage, response.Message);

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

#### FileStorage

1. Adicionamos el **IBlobContainerClient**:

using Azure.Storage.Blobs;

using Azure.Storage.Blobs.Models;

namespace Orders.Backend.Helpers

{

public interface IBlobContainerClient

{

Task<BlobClient> GetBlobClientAsync(string name);

Task CreateIfNotExistsAsync();

Task SetAccessPolicyAsync(PublicAccessType accessType);

}

}

1. Adicionamos el **BlobContainerClientWrapper**:

using Azure.Storage.Blobs;

using Azure.Storage.Blobs.Models;

namespace Orders.Backend.Helpers

{

public class BlobContainerClientWrapper : IBlobContainerClient

{

private readonly BlobContainerClient \_blobContainerClient;

public BlobContainerClientWrapper(string connectionString, string containerName)

{

\_blobContainerClient = new BlobContainerClient(connectionString, containerName);

}

public Task<BlobClient> GetBlobClientAsync(string name) => Task.FromResult(\_blobContainerClient.GetBlobClient(name));

public Task CreateIfNotExistsAsync() => \_blobContainerClient.CreateIfNotExistsAsync();

public Task SetAccessPolicyAsync(PublicAccessType accessType) => \_blobContainerClient.SetAccessPolicyAsync(accessType);

}

}

1. Adicionamos el **IBlobContainerClientFactory**:

namespace Orders.Backend.Helpers

{

public interface IBlobContainerClientFactory

{

IBlobContainerClient CreateBlobContainerClient(string connectionString, string containerName);

}

}

1. Adicionamos el **BlobContainerClientFactory**:

using Azure.Storage.Blobs;

namespace Orders.Backend.Helpers

{

public class BlobContainerClientFactory : IBlobContainerClientFactory

{

public IBlobContainerClient CreateBlobContainerClient(string connectionString, string containerName) => new BlobContainerClientWrapper(connectionString, containerName);

}

}

1. Configuramos la nueva inyección en el **Program**:

builder.Services.AddScoped<HttpClient>();

builder.Services.AddScoped<IBlobContainerClientFactory, BlobContainerClientFactory>();

1. Modificamos el **FileStorage**:

using Azure.Storage.Blobs.Models;

namespace Orders.Backend.Helpers

{

public class FileStorage : IFileStorage

{

private readonly string \_connectionString;

private readonly IBlobContainerClientFactory \_blobContainerClientFactory;

public FileStorage(IConfiguration configuration, IBlobContainerClientFactory blobContainerClientFactory)

{

\_connectionString = configuration["ConnectionStrings:AzureStorage"] ?? throw new InvalidOperationException("Connection string 'AzureStorage' not found.");

\_blobContainerClientFactory = blobContainerClientFactory;

}

public async Task RemoveFileAsync(string path, string containerName)

{

var client = \_blobContainerClientFactory.CreateBlobContainerClient(\_connectionString, containerName);

await client.CreateIfNotExistsAsync();

var fileName = Path.GetFileName(path);

var blob = await client.GetBlobClientAsync(fileName);

await blob.DeleteIfExistsAsync();

}

public async Task<string> SaveFileAsync(byte[] content, string extension, string containerName)

{

var client = \_blobContainerClientFactory.CreateBlobContainerClient(\_connectionString, containerName);

await client.CreateIfNotExistsAsync();

await client.SetAccessPolicyAsync(PublicAccessType.Blob);

var fileName = $"{Guid.NewGuid()}{extension}";

var blob = await client.GetBlobClientAsync(fileName);

using (var ms = new MemoryStream(content))

{

await blob.UploadAsync(ms);

}

return blob.Uri.ToString();

}

}

}

1. Adicione la clase **FileStorageTests**:

using Azure;

using Azure.Storage.Blobs;

using Azure.Storage.Blobs.Models;

using Microsoft.Extensions.Configuration;

using Moq;

using Orders.Backend.Helpers;

namespace Orders.Tests.Helpers

{

[TestClass]

public class FileStorageTests

{

[TestMethod]

public async Task TestRemoveFileAsync()

{

// Arrange

var configurationMock = new Mock<IConfiguration>();

configurationMock.Setup(c => c["ConnectionStrings:AzureStorage"]).Returns("fake\_connection\_string");

var blobClientMock = new Mock<BlobClient>();

blobClientMock.Setup(c => c.DeleteIfExistsAsync(It.IsAny<DeleteSnapshotsOption>(), It.IsAny<BlobRequestConditions>(), It.IsAny<CancellationToken>()))

.ReturnsAsync(ActionResponse.FromValue(true, Mock.Of<ActionResponse>()));

var blobContainerClientMock = new Mock<IBlobContainerClient>();

blobContainerClientMock.Setup(c => c.GetBlobClientAsync(It.IsAny<string>()))

.ReturnsAsync(blobClientMock.Object);

blobContainerClientMock.Setup(c => c.CreateIfNotExistsAsync())

.Returns(Task.CompletedTask);

var blobContainerClientFactoryMock = new Mock<IBlobContainerClientFactory>();

blobContainerClientFactoryMock.Setup(f => f.CreateBlobContainerClient(It.IsAny<string>(), It.IsAny<string>())).Returns(blobContainerClientMock.Object);

var fileStorage = new FileStorage(configurationMock.Object, blobContainerClientFactoryMock.Object);

// Act

await fileStorage.RemoveFileAsync("fake\_path", "fake\_container");

// Assert

blobClientMock.Verify(c => c.DeleteIfExistsAsync(It.IsAny<DeleteSnapshotsOption>(), It.IsAny<BlobRequestConditions>(), It.IsAny<CancellationToken>()), Times.Once);

}

[TestMethod]

public async Task TestSaveFileAsync\_Success()

{

// Arrange

var configurationMock = new Mock<IConfiguration>();

configurationMock.Setup(c => c["ConnectionStrings:AzureStorage"]).Returns("fake\_connection\_string");

var blobClientMock = new Mock<BlobClient>();

var blobContentInfoMock = new Mock<BlobContentInfo>();

var responseMock = new Mock<ActionResponse<BlobContentInfo>>();

responseMock.Setup(r => r.Value).Returns(blobContentInfoMock.Object);

blobClientMock.Setup(c => c.UploadAsync(It.IsAny<Stream>(), true, default))

.ReturnsAsync(responseMock.Object);

blobClientMock.SetupGet(c => c.Uri)

.Returns(new Uri("http://fake.blob.url"));

var blobContainerClientMock = new Mock<IBlobContainerClient>();

blobContainerClientMock.Setup(c => c.GetBlobClientAsync(It.IsAny<string>()))

.ReturnsAsync(blobClientMock.Object);

blobContainerClientMock.Setup(c => c.CreateIfNotExistsAsync())

.Returns(Task.CompletedTask);

blobContainerClientMock.Setup(c => c.SetAccessPolicyAsync(PublicAccessType.Blob))

.Returns(Task.CompletedTask);

var blobContainerClientFactoryMock = new Mock<IBlobContainerClientFactory>();

blobContainerClientFactoryMock.Setup(f => f.CreateBlobContainerClient(It.IsAny<string>(), It.IsAny<string>()))

.Returns(blobContainerClientMock.Object);

var fileStorage = new FileStorage(configurationMock.Object, blobContainerClientFactoryMock.Object);

// Act

var result = await fileStorage.SaveFileAsync(new byte[] { }, ".txt", "fake\_container");

// Assert

Assert.AreEqual("http://fake.blob.url/", result);

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

### Services

#### ApiService

1. Modificamos el **ApiService**:

using System.Text.Json;

using Orders.Shared.Responses;

namespace Orders.Backend.Services

{

public class ApiService : IApiService

{

private readonly HttpClient \_client;

private readonly string \_tokenName;

private readonly string \_tokenValue;

public ApiService(IConfiguration configuration, HttpClient client)

{

\_client = client;

\_client.BaseAddress = new Uri(configuration["CoutriesBackend:urlBase"]!);

\_tokenName = configuration["CoutriesBackend:tokenName"]!;

\_tokenValue = configuration["CoutriesBackend:tokenValue"]!;

}

private JsonSerializerOptions \_jsonDefaultOptions => new JsonSerializerOptions

{

PropertyNameCaseInsensitive = true,

};

public async Task<ActionResponse<T>> GetAsync<T>(string servicePrefix, string controller)

{

try

{

\_client.DefaultRequestHeaders.Add(\_tokenName, \_tokenValue);

var url = $"{servicePrefix}{controller}";

var responseHttp = await \_client.GetAsync(url);

var response = await responseHttp.Content.ReadAsStringAsync();

if (!responseHttp.IsSuccessStatusCode)

{

return new ActionResponse<T>

{

WasSuccess = false,

Message = response

};

}

return new ActionResponse<T>

{

WasSuccess = true,

Result = JsonSerializer.Deserialize<T>(response, \_jsonDefaultOptions)!

};

}

catch (Exception ex)

{

return new ActionResponse<T>

{

WasSuccess = false,

Message = ex.Message

};

}

}

}

}

1. Adicione la clase **ApiServiceTests**:

using System.Net;

using System.Text.Json;

using Microsoft.Extensions.Configuration;

using Moq;

using Moq.Protected;

using Orders.Backend.Services;

namespace Orders.Tests.Services

{

[TestClass]

public class ApiServiceTests

{

private Mock<IConfiguration> \_configurationMock = null!;

private Mock<HttpMessageHandler> \_handler = null!;

private ApiService \_apiService = null!;

[TestInitialize]

public void SetUp()

{

\_configurationMock = new Mock<IConfiguration>();

\_handler = new Mock<HttpMessageHandler>();

\_configurationMock.Setup(c => c["CoutriesBackend:urlBase"]).Returns("http://localhost/");

\_configurationMock.Setup(c => c["CoutriesBackend:tokenName"]).Returns("Authorization");

\_configurationMock.Setup(c => c["CoutriesBackend:tokenValue"]).Returns("Bearer token");

var client = new HttpClient(\_handler.Object)

{

BaseAddress = new Uri("http://localhost/")

};

\_apiService = new ApiService(\_configurationMock.Object, client);

}

[TestMethod]

public async Task GetAsync\_SuccessfulRequest\_ReturnsSuccessActionResponse()

{

// Arrange

var expectedActionResponse = new { Data = "Test" };

var json = JsonSerializer.Serialize(expectedActionResponse);

\_handler.Protected()

.Setup<Task<HttpActionResponseMessage>>(

"SendAsync",

ItExpr.IsAny<HttpRequestMessage>(),

ItExpr.IsAny<CancellationToken>()

)

.ReturnsAsync(new HttpActionResponseMessage

{

StatusCode = HttpStatusCode.OK,

Content = new StringContent(json),

})

.Verifiable();

// Act

var response = await \_apiService.GetAsync<object>("service/", "controller");

// Assert

Assert.IsTrue(response.WasSuccess);

Assert.IsNotNull(response.Result);

Assert.AreEqual(expectedActionResponse.Data, ((JsonElement)response.Result).GetProperty("Data").GetString());

}

[TestMethod]

public async Task GetAsync\_UnsuccessfulRequest\_ReturnsErrorActionResponse()

{

// Arrange

var errorMessage = "Not Found";

\_handler.Protected()

.Setup<Task<HttpActionResponseMessage>>(

"SendAsync",

ItExpr.IsAny<HttpRequestMessage>(),

ItExpr.IsAny<CancellationToken>()

)

.ReturnsAsync(new HttpActionResponseMessage

{

StatusCode = HttpStatusCode.NotFound,

Content = new StringContent(errorMessage),

})

.Verifiable();

// Act

var response = await \_apiService.GetAsync<object>("service/", "controller");

// Assert

Assert.IsFalse(response.WasSuccess);

Assert.AreEqual(errorMessage, response.Message);

}

[TestMethod]

public async Task GetAsync\_ExceptionThrown\_ReturnsErrorActionResponse()

{

// Arrange

var exceptionMessage = "An error occurred";

\_handler.Protected()

.Setup<Task<HttpActionResponseMessage>>(

"SendAsync",

ItExpr.IsAny<HttpRequestMessage>(),

ItExpr.IsAny<CancellationToken>()

)

.ThrowsAsync(new Exception(exceptionMessage))

.Verifiable();

// Act

var response = await \_apiService.GetAsync<object>("service/", "controller");

// Assert

Assert.IsFalse(response.WasSuccess);

Assert.AreEqual(exceptionMessage, response.Message);

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

### Otros

#### SeedDb

1. Creamos el **IRuntimeInformationWrapper**:

using System.Runtime.InteropServices;

namespace Orders.Backend.Data

{

public interface IRuntimeInformationWrapper

{

bool IsOSPlatform(OSPlatform osPlatform);

}

}

1. Creamos el **RuntimeInformationWrapper**:

using System.Runtime.InteropServices;

namespace Orders.Backend.Data

{

public class RuntimeInformationWrapper : IRuntimeInformationWrapper

{

public bool IsOSPlatform(OSPlatform osPlatform) => RuntimeInformation.IsOSPlatform(osPlatform);

}

}

1. Configuramos la nueva inyección:

builder.Services.AddScoped<IRuntimeInformationWrapper, RuntimeInformationWrapper>();

1. Modificamos el **SeedDb** para que use la nueva inyección:

if (\_runtimeInformationWrapper.IsOSPlatform(OSPlatform.Windows))

1. Adicionamos la clase **SeedDbTests**:

using System.Runtime.InteropServices;

using Microsoft.EntityFrameworkCore;

using Moq;

using Orders.Backend.Data;

using Orders.Backend.Helpers;

using Orders.Backend.Services;

using Orders.Shared.Responses;

namespace Orders.Tests.Others

{

[TestClass]

public class SeedDbTests

{

private SeedDb \_seedDb = null!;

private Mock<IApiService> \_apiServiceMock = null!;

private Mock<IUserHelper> \_userHelperMock = null!;

private Mock<IFileStorage> \_fileStorageMock = null!;

private Mock<IRuntimeInformationWrapper> \_runtimeInformationMock = null!;

private DataContext \_context = null!;

[TestInitialize]

public void Initialize()

{

var options = new DbContextOptionsBuilder<DataContext>()

.UseInMemoryDatabase(databaseName: "OrdersDbTest")

.Options;

\_context = new DataContext(options);

\_apiServiceMock = new Mock<IApiService>();

\_userHelperMock = new Mock<IUserHelper>();

\_fileStorageMock = new Mock<IFileStorage>();

\_runtimeInformationMock = new Mock<IRuntimeInformationWrapper>();

\_seedDb = new SeedDb(\_context, \_apiServiceMock.Object, \_userHelperMock.Object, \_fileStorageMock.Object, \_runtimeInformationMock.Object);

}

[TestMethod]

public async Task SeedAsync\_WithNoAPiCountriesActionResponseAndWindowsOS\_ShouldSeedData()

{

// Arrange

\_runtimeInformationMock.Setup(r => r.IsOSPlatform(OSPlatform.Windows))

.Returns(true);

\_fileStorageMock.Setup(x => x.SaveFileAsync(It.IsAny<byte[]>(), It.IsAny<string>(), It.IsAny<string>()))

.ReturnsAsync("imageUrl");

\_apiServiceMock.Setup(x => x.GetAsync<List<CountryResponse>>(It.IsAny<string>(), It.IsAny<string>()))

.ReturnsAsync(new ActionResponse<List<CountryResponse>> { WasSuccess = false });

// Act

await \_seedDb.SeedAsync();

// Assert

Assert.IsTrue(await \_context.Countries.AnyAsync());

Assert.IsTrue(await \_context.Categories.AnyAsync());

Assert.IsTrue(await \_context.Products.AnyAsync());

Assert.IsTrue(await \_context.ProductCategories.AnyAsync());

Assert.IsTrue(await \_context.ProductImages.AnyAsync());

}

[TestMethod]

public async Task SeedAsync\_WithAPiCountriesActionResponseAndWindowsOS\_ShouldSeedData()

{

// Arrange

\_runtimeInformationMock.Setup(r => r.IsOSPlatform(OSPlatform.Windows))

.Returns(false);

\_fileStorageMock.Setup(x => x.SaveFileAsync(It.IsAny<byte[]>(), It.IsAny<string>(), It.IsAny<string>()))

.ReturnsAsync("imageUrl");

var CountryResponse = new ActionResponse<List<CountryResponse>>

{

WasSuccess = true,

Result = new List<CountryResponse>

{

new CountryResponse { Id = 1, Name = "Some", Iso2 = "SO" }

}

};

\_apiServiceMock.Setup(x => x.GetAsync<List<CountryResponse>>(It.IsAny<string>(), It.IsAny<string>()))

.ReturnsAsync(CountryResponse);

var StateResponse = new ActionResponse<List<StateResponse>>

{

WasSuccess = true,

Result = new List<StateResponse>

{

new StateResponse { Id = 1, Name = "Some", Iso2 = "SO" }

}

};

\_apiServiceMock.Setup(x => x.GetAsync<List<StateResponse>>(It.IsAny<string>(), It.IsAny<string>()))

.ReturnsAsync(StateResponse);

var CityResponse = new ActionResponse<List<CityResponse>>

{

WasSuccess = true,

Result = new List<CityResponse>

{

new CityResponse { Id = 1, Name = "Some" },

new CityResponse { Id = 2, Name = "Mosfellsbær" },

new CityResponse { Id = 3, Name = "Șăulița" }

}

};

\_apiServiceMock.Setup(x => x.GetAsync<List<CityResponse>>(It.IsAny<string>(), It.IsAny<string>()))

.ReturnsAsync(CityResponse);

// Act

await \_seedDb.SeedAsync();

// Assert

Assert.IsTrue(await \_context.Countries.AnyAsync());

Assert.IsTrue(await \_context.Categories.AnyAsync());

Assert.IsTrue(await \_context.Products.AnyAsync());

Assert.IsTrue(await \_context.ProductCategories.AnyAsync());

Assert.IsTrue(await \_context.ProductImages.AnyAsync());

}

[TestCleanup]

public void Cleanup()

{

\_context.Database.EnsureDeleted();

\_context.Dispose();

}

}

}

1. Corra los test y verifique que todo está funcionando correctamente.
2. Verificamos la cobertura del código.
3. Hacemos commit.

**Nota general**: para el resto de clases o métodos que no es posible probar, se puede colocar esta anotación:

[ExcludeFromCodeCoverage(Justification = "It is a wrapper used to test other classes. There is no way to prove it.")]

Y de esta forma podemos obtener una medición más real del código realmente cubierto.

## Publicación en Azure

Antes de publicar vamos hacer unos cambios, unos son mejoras sencillas y otros son necesarios para poder publicar con éxito.

1. Cambiemos las propiedades de las imágenes puestas en el backend como: “**Copy if newer**”.
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1. Modificamos estas líneas en el **ProductCreate** y **ProductEdit**:

var httpActionResponse = await repository.GetAsync<List<Category>>("/api/categories/?RecordsNumber=9999");

1. Hacer estos cambios en el **AccountsController**:

[HttpGet("all")]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

public async Task<IActionResult> GetAll([FromQuery] PaginationDTO pagination)

{

var queryable = \_context.Users

.Include(u => u.City)

.ThenInclude(c => c!.State)

.ThenInclude(s => s!.Country)

.AsQueryable();

if (!string.IsNullOrWhiteSpace(pagination.Filter))

{

queryable = queryable.Where(x => x.FirstName.ToLower().Contains(pagination.Filter.ToLower()) ||

x.LastName.ToLower().Contains(pagination.Filter.ToLower()));

}

return Ok(await queryable

.OrderBy(x => x.FirstName)

.ThenBy(x => x.LastName)

.Paginate(pagination)

.ToListAsync());

}

1. Hacer estos cambios en el **SeedDb**:

public async Task SeedAsync()

{

await \_context.Database.EnsureCreatedAsync();

//await CheckCountriesAsync();

await CheckCountriesAsync2();

await CheckCategoriesAsync();

…

}

…

private async Task CheckCountriesAsync2()

{

if (!\_context.Countries.Any())

{

\_context.Countries.Add(new Country

{

Name = "Colombia",

States = new List<State>

{

new State

{

Name = "Antioquia",

Cities = new List<City>

{

new City

{

Name = "Medellín"

}

}

}

}

});

await \_context.SaveChangesAsync();

}

}

…

1. Hacer estos cambios en el **Login.razor**:

@page "/Login"

@inject IRepository repository

@inject SweetAlertService sweetAlertService

@inject NavigationManager navigationManager

@inject ILoginService loginService

@if (loading)

{

<Loading />

}

else

{

<div class="row">

<div class="col-12">

<EditForm Model="loginDTO" OnValidSubmit="LoginAsync">

<DataAnnotationsValidator />

<div class="card bg-light">

<div class="card-header justify-content-center">

<span>

<i class="oi oi-account-login" /> Iniciar Sesión

<button class="btn btn-sm btn-primary float-end" type="submit"><i class="oi oi-check" /> Iniciar Sesión</button>

<button class="btn btn-sm mx-1 btn-danger float-end" @onclick=@(() => CloseModalAsync())><i class="oi oi-ban" /> Cancelar</button>

</span>

</div>

<div class="card-body">

<div class="mb-3">

<label>Email:</label>

<div>

<InputText class="form-control" @bind-Value="@loginDTO.Email" />

<ValidationMessage For="@(() => loginDTO.Email)" />

</div>

</div>

<div class="mb-3">

<label>Contraseña:</label>

<div>

<InputText type="password" class="form-control" @bind-Value="@loginDTO.Password" />

<ValidationMessage For="@(() => loginDTO.Password)" />

</div>

</div>

</div>

<div class="card-footer">

<p><a class="btn btn-link" href="/Register">¿No eres usuario aún? Resgitrate aquí</a></p>

<p><a class="btn btn-link" href="/ResendToken">Reenviar correro de activación de cuenta</a></p>

<p><a class="btn btn-link" href="/RecoverPassword">¿Has olvidado tu contraseña?</a></p>

</div>

</div>

</EditForm>

</div>

</div>

}

@code {

private LoginDTO loginDTO = new();

private bool loading;

[CascadingParameter]

BlazoredModalInstance BlazoredModal { get; set; } = default!;

private async Task CloseModalAsync()

{

await BlazoredModal.CloseAsync(ModalResult.Ok());

}

private async Task LoginAsync()

{

loading = true;

var responseHttp = await repository.PostAsync<LoginDTO, TokenDTO>("/api/accounts/Login", loginDTO);

loading = false;

if (responseHttp.Error)

{

var message = await responseHttp.GetErrorMessageAsync();

await sweetAlertService.FireAsync("Error", message, SweetAlertIcon.Error);

return;

}

await BlazoredModal.CloseAsync(ModalResult.Ok());

await loginService.LoginAsync(responseHttp.Response!.Token);

navigationManager.NavigateTo("/");

var toast = sweetAlertService.Mixin(new SweetAlertOptions

{

Toast = true,

Position = SweetAlertPosition.BottomEnd,

ShowConfirmButton = true,

Timer = 3000

});

await toast.FireAsync(icon: SweetAlertIcon.Success, message: "Usuario inició sesión con éxito.");

}

}

1. Agregar esta propiedad de lectura a la entidad **User**:

[Display(Name = "Dirección")]

public string FullAddress

{

get

{

var fullAddress = Address;

if (City != null && City!.Name != null) fullAddress += $", {City.Name}";

if (City != null && City!.State != null && City!.State!.Name != null) fullAddress += $", {City.State.Name}";

if (City != null && City!.State != null && City!.State!.Country != null && City!.State!.Country!.Name != null) fullAddress += $", {City.State.Country.Name}";

return fullAddress;

}

}

1. Hacer estos cambios en el **UserIndex.razor**:

<td>@user.Email</td>

<td>@user.FullAddress</td>

<td>@user.EmailConfirmed</td>

1. Publicar el backend en Azure, ver video para poder configurar todos los pasos correctamente:
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1. Si todo estuvo bien te debe salir una pantalla similar a esta:
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1. Como cambiamos el Seeder y solo ingresa a la ciudad de Medellín, conectemonos a la base de datos en Azure y corramos el Script que ingresa la mayoría de las ciudades del mundo:
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1. Tome la dirección de publicación del Backend (según mi ejemplo es: <https://salesbackendprepzulu.azurewebsites.net>) y modifique el **Program** del Frontend. **Nota**: reemplace las URL por las suyas.

builder.RootComponents.Add<HeadOutlet>("head::after");

var uriBack = "https://salesbackendprepzulu.azurewebsites.net/";

//var uriBack = "https://localhost:7030/";

builder.Services.AddSingleton(sp => new HttpClient { BaseAddress = new Uri(uriBack) });

builder.Services.AddScoped<IRepository, Repository>();

1. Publicar el frontend en Azure, ver video para poder configurar todos los pasos correctamente:
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1. Tome la dirección de publicación del Frontend (según mi ejemplo es: <https://salesfrontendprepzulu.azurewebsites.net>) y modifique el **appsettings** del Backend. **Nota**: reemplace las URL por las suyas.

},

"Url Frontend": "salesfrontendprepzulu.azurewebsites.net",

//"Url Frontend": "localhost:7007",

"AllowedHosts": "\*",

"jwtKey": "sagdsadgfeSDF674545R5690kolsjdkljdDFKLJF!DLKJslkjsEFG$%FEfgdslkjfglkjhfgdkljhdR5454545\_4TGRGtyo!!kjytkljty",

"Mail": {

"From": "{Your gmail account}",

"Name": "Soporte Orders",

"Smtp": "smtp.gmail.com",

"Port": 587,

"Password": "{Your password}"

}

1. Publique de nuevo el Backend.
2. Entre al Frontend y verifique que todo esté funcionando correctamente.

## Fin